**Core JAVA**

**@. Function and Method**

In java a method is similar to function that should be written inside the class only. We do not have functions in java instead of this we have methods. In C++ they are called ‘member functions’ not methods.

**@. Is String class or data type**

String is a class in java.lang package but in Java, all classes are considered as ‘user-defined data types’ so we can take String as a data type also.

**@. Can we call class as data type** -- Yes, we can call class as ‘user-defined data type’ this is becz user can create a class.
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Object Reference is a unique and Object Reference (myDog) is a way to keep memory address info of an **Object** which is stored in SCB. (@**SCB** is a computer memory and it’s nothing but RAM or ROM). Object Reference is points to an object. An object can have any number of references.

**@. Object / Instance of class**

An Instance of class is called object. Object can have its own state, behaviour and identity. Here state represents data (value (100, 500...Rs)) of an object, behaviour represents functionality of an object such as deposit, withdraw and Identity represents a unique name of an object. An Object can exist physically (that means physical presence of the object in memory). In java **object** cannot be declared as **static**. To access any non-static method of any class, we need to create an object to that class so that, all non-static methods can able to access. An object can have any number of references Dog dg1 = new Dog(); Dog dg2 = new Dog()…

**@. ==(assignment) and equals() while comparing strings. which one is reliable** ---- Refr: Java\_Examples\AssignmentOperator\_nd\_equals

**==** is an operator and **equals()** is a method both are used to compare to check the equality of two objects. Whenever we create an object using new operator, it will create a new memory location (address) for that object. Here **==** operator is used to check the both **address** and content comparison (i.e. address of two objects are the same or not) and equals() method for **only** **content (values of objects) comparison.**

**N:** ‘new’ kw is used to create new instance/object of class so that will allocate new memory for an object on heap space

**@. String constant pool**

String constant pool is a separate block of memory and string objects are held by JVM (Java Virtual Machine). When an object is created to a string class (i.e. String s1 = “Hello”), then it is stored in string constant pool.

**@. Declaration, Initialization & Assignment** -- dia

**Declaration**: Declaration is not to declare value to variable here declares the variable to datatype only. **EX**: int i; // dec

**Initialization**: Initialization is the assignment of value to a variable at the time of declaration. **EX**: i = 42; // initialization

**Assignment**: Throwing away the old value of a variable and replacing it with a new one (**or**) Assignment is simply storing the new value to a variable.

**EX**: int[] arr = { 1, 2, 3 }; // declaration with initialization, allows special shorthand syntax for arrays

arr = { 4, 5, 6 }; // doesn't compile, special initializer syntax invalid here

arr = new int[] { 4, 5, 6 }; // simple assignment, compiles fine

**@. 1. String s = ”Hello” 2. String s = new String (“Hello”)**

In the first statement, equal operator is used to assign the string literal “Hello” to the string variable “s”. In this case, JVM first checks whether the same object is already available in the string constant pool. If it is available, then it creates another reference to it. If it is not available, don’t create any other reference and stores it into the string constant pool. In the second statement, new operator is used to create the string object. in this case, JVM always creates a new object without looking the string constant pool.

**@. String and StringBuffer classes ----** Ref: Java\_WD\_Ex\Java\_Examples2\Mutable\_nd\_Immutable\_Objects

|  |  |
| --- | --- |
| **String** | **StringBuffer** |
| String class is immutable (once we create object it can’t change) | StringBuffer class is mutable |
| String is slow and consumes more memory while concatenate too many strings because every time it creates a new instance. | StringBuffer is fast and consumes less memory while concatenate too many strings |
| String class Overrides the equals() of Object class. So, we can compare the contents of two strings by equals(). | StringBuffer class doesn't Override any equals() of Object class. |

**N:** If String and StringBuffer both represents string objects, we can’t compare them with each other although if we try to compare them we will get an error.

**@. Are there any other classes whose objects are immutable?** PDT – Primitive datatypes (wrapper classes)

Yes, ‘wrapper classes’ like PDT (boolean, char, byte, short, int, long, float & double) objects are created as ‘immutable’.

**N:** A Wrapper Class is a mechanism to converts the PDT into objects and objects into PDT. It provides utility methods for performing operations on PDTs. To provide additional functionality, type safety and flexibility. Ref: Java\_Examples2\WapperClass

**N:** Data type starts with Upper Case means **object** and Data type starts with Lower Case means **Primitive Data Type**.

**@. float and double ---- float** can rep. up to 7 digits and **double** can rep. up to 16 digits accurately after decimal point.

**@. StringBuffer and StringBuilder classes**

|  |  |
| --- | --- |
| **StringBuffer** | **StringBuilder** |
| SB is synchronized i.e., thread safe. It means two threads can't call the methods of SB simultaneously | SB is non-synchronized i.e., not thread safe. It means two threads can call the methods of SB simultaneously |
| StringBuffer is less efficient | StringBuilder is more efficient |

**N:** Both StringBuffer and StringBuilder’s are mutable

**@. Class? Class and Object** ----mdcci Ref: Java\_Examples\ReadOnly\_Class

Class keyword is reserved in java. Class is a blue print or template and it is a model for creating object and object is an instance of class. Class describes attributes and behaviour of object. Class is a collection of objects. It is a combination of variables and methods. All Java codes are defined inside the class.

A**Variable** is a name of memory location. It acts as a container which holds (store) the value while java prog is executing. Value can assign to variable. There are 2 types of variables in java those are Local and Global variables. Variables are created in the stack so when the variable is out of scope those variables get garbage collected.

A **Method** is a program module used to perform some operations. It contains a set instruction to satisfy the particular requirement. A class can contain unlimited number of methods and each method can call unlimited number of times. Method is used to exhibits functionality of an object. There are 2 types of methods in java those are,

**Built-in / PD Methods:** Defined by the language (length(), equals()) and **User-defined Methods:** Defined by the user

**N:** Java provides Access modifiers to make **Read-only class**. By this we are providing only the get method and not providing any set method so that we can get the values of class members but we are not allowed to set the values.

**@. Private and Final methods in Java**

**Private:** Private methods are not accessible from outside of the class / from child class and these cannot be Overridden.

**Final:** When a method is marked as a final (final keyword before the method name) in the parent class, then any child class cannot override or modify the final method in java.

**N: Constant Variables** are declared as ‘**final’**, so during execution we can’t change their value once they are fixed.

![](data:image/png;base64,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)**N:** Java properties file is used to store project configuration data (like environment variables ex: Browser details, URLs, username & pass, etc.) in key and value pair format externally from code for easy updates and then initialize this file into setup methods.

**@. for loop and for each loop (Nested / Enhanced for loop)**

* Both are used to executes a single stmt or block of statements repeatedly until a specified expr evaluates to false.
* If certain amount of iteration is known we can proceed with **for** loop.
* **Foreach** loop repeats a block of statements for each element in an array (nothing but object collection).
* **For** loop is more flexible and it does not necessarily involve an Array.
* The performance of normal **for** loop is slightly better because there is no function call to each element involved.

**@. Reflection in Java**

Reflection is an API which is used to examine or modify the behaviour of methods, classes or interfaces at runtime. The required classes for reflection can comes under java.lang.Reflect package. Reflection gives us information about the class to which object belongs and also the methods of that class.

**@. Object-oriented approach? OOP languages and OBP languages** WC – Wapper Class

OOP approach is a programming methodology to design computer programs by using classes, interfaces, methods and variables. OOP languages follow all the features of OOP System (OOPS). C++, Java, python, etc. are examples for OOP languages. These are secure and reusable. Object based programming languages follow all the features of OOPS except Inheritance and Polymorphism concepts. For ex, JavaScript and VBScript (Visual basic).

**N:** Java is not 100% object oriented because datatypes like PDTs (int, float….) are not objects and due to having the WCs.

**@. Pair Class**

Pair class is used to store the values in the form of <Key, Value> pair format by using parameterized constructor provided by the pair class. It is used in [HashMap and TreeMap](https://www.geeksforgeeks.org/hashmap-treemap-java/).

**Methods provided by the javafx.util.Pair class:**

* **Pair(key, value):**Creates a new pair
* **Boolean equals(object obj):**It is used to compare two pair objects. It compares on the basis of <Key, Value>
* **toString()**is used to return object to its string representation.
* **getKey():** It returns key for the pair.
* **getValue():** It returns value for the pair.
* **int hashCode()** is used to generate hash code for a part Integer or pair objects.

**N:** An **API document** is a html file that contains description about all the features of a software or a product or a technology. API document is helpful for the users to understand how to use the software.

**@. #include and import statement**

#include directive makes the compiler go to C/C++ standard library, #include directive copy the entire code from header file contents that has to be compiled. As a result, the program size increases, thus wasting memory and processor’s time. Import statement makes the JVM go to Java standard library, import will paste the compiled output from the header file contents instead of entire code copied. execute the code here and substitute the result into the program. Here, no code is copied so no waste of memory and processor’s time. So, import is efficient mechanism than #include.

**@. print() and println() method**

Both methods are used to display the results on the console. print() method displays the result and then retains the cursor in the same line to the end of the result. println() displays the result and then throws the cursor to the next line.

**@. If ‘String[] args’ is not written in main() method**

Main method is a starting point of execution for all java programs. When main() method is written without ’String[] args’ i.e., Public static void main() only - The code will compile by the compiler but JVM cannot run the code because it cannot recognize the main() method from where it should start execution of the Java program. Remember JVM always looks for main() method with string type array as parameter.

**N:** If Main method is containing ‘static’ the code will compile by the Compiler but JVM won’t execute the java program. If Main method is containing ‘static’ the JVM can call the Main method just by using the class name as reference.

**@. Unicode system**

Unicode is used for internal representation of characters and strings. Unicode system is an encoding standard that provides a unique number for every character no matter on what the platform or programming language using. Unicode uses 16 bits to represent a single character. For example, Unicode standard defines are UTF-8, UTF-16 & UTF-32.

**@. Control statements and it’s use**

Which alters the flow of execution of program and provide better control to the programmer on the flow of execution. They are useful to write better logic for complex programs. Java provides 3 types of control flow statements, those are:

i) Conditional / Decision Making statements: if, switch statements and ternary operators

ii) Loop statements: while, do-while, for loop & for-each loop

iii) Jump statements: break & continue

**@. Out of do-while and while – – which loop is efficient**

In do-loop, the statements were executed without testing the condition on the first time. From the second time onwards, the condition will observe. In while-loop, first the condition will test and then only the statements were executed. Hence, while loop is more efficient than do-while loop. Depends upon the usage these loops will use.

**@. JAVA** ----ohpc

Java is object oriented, high-level programming language, platform independent and Java is a collection of objects. Java was originally developed by **James Gosling** at Sun Microsystems (later acquired by Oracle) in 1991 and released as a core component of Sun Microsystems’ Java platform. Lot of applications, websites and games that are developed using Java. There are three components are available in java those are:

Java SE (Java Standalone /Desktop Edition) **&&** Java EE (Java Enterprise / Web Edition) **&&** Java ME (Java Micro Edition)

**@. Features in JAVA / Java OOPS concepts / 4 pillars of an OOP Language /Y java is platform independent** ---- IEPA

Java is OOP Language and it has some features like: Variables and Data types, Basic operations, Conditional statements (if-else, ternary operators), Loops (for), Arrays, different classes & methods, Garbage collection, Exception Handling, etc.

**OOPS Concepts:** Under OOPS concepts **I**nheritance, **E**ncapsulation, **P**olymorphism and **A**bstraction

* **High Performance:** **JIT** (Just In Time compiler) is a part of JRE. JIT enables high performance in Java. **JIT** runs after the program has started executing on the fly. It accesses runtime information and makes optimizations of the code for better performance. JIT converts the bytecode into machine code at runtime and then JVM starts the execution.
* **Platform independent:** Bcz of this feature a single program can works on different platforms without any modification.
* Reason: When application is developed with java programming language the first step is java compiler (javac) takes java file and after successful compilation byte code/.class file is generated by java compiler. It is an intermediate code and platform independent we can’t execute directly on computers so JVM will converts bytecode into low level code which can executed on computer. Here java is platform independent but JVM is different for different platforms.
* **Multithreading:** A flow of execution is called Thread and **the process of executing multiple threads simultaneously within a single program is called Multithreading** or Thread-based Multitasking. JVM creates a thread is called ‘main thread’. The user can create multiple threads **By Extending the thread class** or **By Implementing Runnable interface**.

**Main feature of java:** is platform independent and it can be achieved through the JVM.

**@. Use of multithreading**

The main purpose of multithreading is to provide simultaneous execution of two or more parts of a program that can run concurrently. Generally, a multithreaded program contains two or more parts each part of a program called ‘thread’. Each thread represents an independent flow of execution.

**@. Inheritance / Achieve / Use of inheritance**

Create a new class from existing class so that the new classes will acquire all the existing properties from parent class to child class with the help of ‘extends’ keyword is called Inheritance. Inheritance can be achieved using ‘extends’ keyword. In Real time it is applicable in POM design pattern and where we want to allow sharing common functionalities across different classes by extending base class. Inheritance using in Framework: where Child\_class extends Base\_class. **Adv:**

* For Method Overriding (so that Runtime polymorphism can be achieve).
* For Code Reusability.
* No Code Duplication.

**N:** **Private** members and **Constructors** are not inherited by child class because constructors are not considered as class members so they are not inherited by subclasses. But superclass constructor can be invoked from subclass by using super() keyword.

**@. Encapsulation / Data hiding**

Encapsulation is a mechanism for the process of binding data members and corresponding methods together into a single unit (i.e. class)*.* for ex, if we take a class, we write the variables and methods inside the class. That class is binding them together so, class and package is a good example for encapsulation. Encapsulation is mainly used to hide data members with the help of private keyword. To implement Encapsulation, declare the Global variables as private so that this variable cannot be accessed directly by anyone from outside of the class. By providing public non-static (because, we cannot use ‘this’ keyword inside the static content) getter and setter methods in the class to access/get the values and to set/modify the values of the private variable/field. So that other methods can access getter & setter and getter & setter will access the private members. If we don’t define the setter methods in the class then the field will act as read-only and if we don’t define the getter methods in the class then the field will act as write-only. In Framework level Encapsulation mostly used in POM class.

**Adv:** The main purpose of Encapsulation is to prevents the other classes to access the private fields directly for security point of view or hacking prevention point of view, it makes the code readable and maintainable and to create json request body in Rest Assured API by POJO.

**Dis-adv:** It increases the length of the code.

**@. Polymorphism ----** Ref: Java\_WD\_Ex\OOPS\_Polymorphism\Static\_nd\_Dynamic\_Bindings

**Polymorphism is a** feature to achieve different implementations with the same name. Polymorphism is derived from 2 Greek words: poly and morphs. The word "poly" means many and "morphs" means forms. So, polymorphism means many forms. There are 2 types of polymorphism in Java those are Compile-time / Static polymorphism / Early/static binding / Compile-time binding. Compile-time polymorphism can be achieved by Method Overloading and Constructor Overloading. When type of object is determined at compile-time is known as compile-time polymorphism (i.e., method invocation is decided by the Compiler and same gets executed by JVM at runtime). Because of early binding compile-time polymorphism provides fast execution. **R**untime / Dynamic polymorphism / Late/Dynamic binding / Runtime binding. Runtime polymorphism can be achieved by Method Ove**rr**iding and Upcasting. When type of object is determined at run time is known as dynamic polymorphism (i.e., method invocation is decided by JVM (during the program execution) not by the Compiler). Because of late binding Runtime polymorphism provides slow execution compare to CTP. With the help of parameter Compile-time polymorphism itself it can identify. Depends upon the reference we will get the result in Runtime polymorphism. Runtime polymorphism is a process to call an Overridden method through the parent class reference. Binding is nothing but a calling the methods. **Adv:** Code reusability, flexibility and maintainability. Polymorphism using in framework: In base class to launch the browser.

**N:** PC reference variable refers / store the object of CC is called **UC**. It is done by compiler automatically (implicitly). **Ex:** PC pr = new CC(); (implicitly). UC using in Framework: WebDriver driver = new FirefoxDriver();

**N:** CC reference variable refers / store the PC reference by typecasting CC is called **DC**. It is done programmatically (explicitly). **Ex:** CC ch = (CC)pr; (explicitly).

**Adv:** UC allows to write generic code, DC allows to access specific feature (methods & fields) of subclass and both are used to implement polymorphism. --- Ref: Java\_Examples2\TypeCasting

**@. Implicit and Explicit Type Casting**

When conversion (data type or object conversion) is done automatically by the compiler is called ITC Ex: UC & Widening

When conversion is done programmatically by using typecast operator is called ETC Ex: DC & Narrowing

**@. Why goto statements are not available in Java**

goto statements leads confusion for a programmer. Especially in a large program, if several goto statements are used, the programmer will get confuse while understanding the program flow, from where to where the control is jumping.

**N:** If **Operator (+, -, \*, /, %…) Overloading** is possible in java the programmer will get confuse so it is not possible.

**@. On which memory, arrays are created & stored in Java**

Arrays are **created** in dynamic memory by JVM. Everything (it’s nothing but Arrays, Variables, Objects ….) is created in dynamic memory only there is no question of static memory in Java.

Arrays are **stored** in Heap space, because array is a class so we have to create object to that class, all the objects are stored in heap space and it is a dynamic memory.

**@. Stack and Heap Area**

Stack memory is small and fixed-size area of memory to store local variables and method calls. It is allocated automatically when a method is called and it is deallocated when the method is returns.

Heap memory is large and dynamic-size area of memory to store objects. It is allocated dynamically when an object is created and it is deallocated when an object is no longer needed.

**Java IDE’s:** An IDE is nothing but a software application which enables users to more easily write and execute the programs. Many IDEs provide some features like syntax highlighting, error displaying, debugging….…etc which help the users to write code more easily. Eclipse, visual studio and NetBeans are the Java IDEs.

**@. Concrete class and Abstract class**

A **Concrete class** can be instantiated (means we can create object) and it requires to implement all the methods.

An **Abstract class** cannot be instantiated and at least one method has not been implemented.

**@. Abstraction**

Hiding the internal implementation details from the user and expose only the functionality is of interest of the user. The main idea behind abstraction is to reduce complexity and increase the efficiency of code. To achieve Abstraction, we have to use Abstract class or Interface. A good example for Abstraction is ATM machine: at ATM machine we can see only the functions (withdraw, deposit, balance enquiry….) but how ATM internally working is hidden from user. In Framework level it is used: class\_ListnerImp implements ItestListner{}

**@. Collection and Collections** ---- Ref: Java\_Examples\Collections\_Ex A - Array, AL - ArrayList

* Collection is an interface. Collections is simply a utility class that comes under java.util package.
* Collection is used to store the list of objects in a single object. Collections is used to operate on a collection.
* Collection is a root for major interfaces like Map, List, Set, Queue. Collections provide a method for developers to perform certain basic operations (addAll()(Add all the elements in the specified collection to existing collection), min(), max(), reverse(), sort()(return all the elements in specific (incremental) order), unmodifiableList(list), unmodifiableSet(set), unmodifiableMap(map) ….) on elements.
* Not all the methods inside Collection is static. Collections has all static methods.

**N:** A **read-only Collection** means, a Collection where we cannot perform modifications like add, remove or set. We can only read from the Collection by using get method or by using Iterator. Common Collection methods to manipulate, access and organize elements within collections are add(), remove(), clear(), toArray(), contains(), size() and iterator().

**@. Abstract Class** ------ cmv sdms co

Abstract class is used to achieve partial abstraction (i.e., 0(not mandatory to have AMs inside AC)-99% abstraction). An abstract class can have both Abstract methods and non-abstract methods. In Abstract class at least one method should be in abstract nature. By using extends keyword in child class we can acquire all properties from Abstract class. In selenium WebDriver ‘By’ is an abstract class that hides all the locator methods (id, name, tagName….) implementation and findElements is an abstract method in this class. Rules for Abstract Class: ---- cmv sdms co

* Abstract class must be declared with an abstract keyword before the class name.
* Abstract method is must be declared with an abstract keyword in method signature.
* In Abstract class we can declare **any** kind of variables like static, non-static and final variables.
* Abstract class can have at least single abstract method, then that class will become abstract class.
* Abstract methods can declare with public, protected and default. And cannot be declared with private and final (because we have to Override AMs from subclass).
* Abstract class can have both abstract methods and non-abstract methods. ------ cmv sdms co
* Abstract methods cannot be declared as a static (because we have to Override abstract methods from subclass so Overriding is not possible with SMs and SMs must have method body).
* In Abstract class we can define Methods and Constructors also. ----- OOPS\_Abstraction\AbstractClass\XExOnAbstractClass
* Object cannot be created to both Abstract class and Interface because these are reference types in java and Abstract methods are not fully implemented in superclass but Abstract methods can call by subclass object.

**Abstract method:** Is only prototype that means the method which has only declaration not implementation is called the “Abstract method”. Declarations are ends with semicolon.

**Variables & Constants:** The main difference between variables and constants is that variables can change their value at any time but constants never change their value. (i.e., the constants value is locked for the duration of the program execution). Pi for instance is a good example to declare a constant.

**@. Interface / Y we use Java Interface / H to declare an Interface** ----- mv ic Ref: OOPS\_Abstraction\Interface2

If one class extends more than one class then it is called Multiple inheritance. Multiple inheritance cannot be achieved in java to overcome this problem Interface concept was introduced. An interface is a template and it is a blueprint of class. An interface is declared by using the interface keyword. Interface is used to achieve full (100%) Abstraction, MI, Polymorphism and Loose Coupling. Here we can declare only abstract methods so that it has only method declarations not the method implementations so it cannot have a method body. While implementing Interface no need to write abstract keyword before the method name because interface keyword is used in interface signature so by default it will consider as all the methods in Interface is Abstract nature. By using implements keyword, we can override the abstract methods to child class. In real time we use interface concept at the creation of ‘WebDriver’ instance. Rules for interface:

* Abstract methods must be non-static inside the interface (these are by default abstract type). ----- mv ic
* We can declare only ‘static‘ and ‘default’ implemented methods inside the Interface. (reff^)
* In Interface we can declare static and final type variables.
* Constructors are not allowed inside an Interface.

**LC** means reducing dependencies of a class that use different class directly (the classes are independent to each other)

**TC** means classes and objects are depending on one another. Ref: Java\_Examples2\Coupling

Dis-adv. of Tightly coupled code is **it takes huge effort** & **testing time** so is reduced by writing loosely coupled code.

**N:** Default methods are allowing from java 8 and these allow to declare concrete methods in Interface. These allow us to add new functionality to existing interfaces without breaking the code of existing implementations.

**N:** Static methods are allowing from java 8 and these allow to declare static methods in Interface. These methods are not inherited by implementing classes and this can only be accessed using the Interface name.

**N:** An Interface cannot extends’ a class because Interfaces is in abstract nature and classes is in concrete nature.

**@. Constructor** ----- Nrao Ref: Constructor\AA\_Types\_of\_Constructors

Constructor is a block of code similar to method it has the same name as class name. Constructor is called (invoked) by just creating object to the class. Constructors is used to initialize the objects or state of an object or initialize non-static members inside the objects (Ex: Initialize the elements in POM design pattern). There are 2 types of constructors in java those are Default Constructor (will not have any parameter and it is explicitly created by java compiler in .class file and every java class have a default constructor and these can have package level access) && User Defined Constructor (parameterized (will have parameters and it is mainly used for initialization purposes. we can pass different values to a parameterized constructor at the time of object creation, but values should match the constructor signature) & non-parameterized (created by user)). && Copy Constructor (which creates a new object as a copy of an existing object) && private constructor Some other constructor properties are: (Ref: API FW api.utility/XLUtility class).

**N:** Before code compilation .java file after code compilation .class file.

* Constructors are always non-static (So that Constructor is invoked by just creating object to the class, so no use of the static constructor)
* Constructor doesn’t return any value but does not accept the void in method signature.
* Constructor allow public, private, default, protected Access modifiers.
* A constructor can Overload but cannot Overridden (not inherited (Bcz Constructors are not considered as members and Constructor name is same name as class name)).

**N:** A Private Constructor and static method is used to create a Singleton class (A Singleton class is a specific class that implements by the singleton design pattern that allows to create only one instance and provides a global point of access to that instance). It can be accessed within the class itself. Private constructor is used if we don’t want other classes to instantiate the object and to prevent substring. Ref: Constructor\Singleton\_Class\LazySingletonClass

**Instantiate/Instantiation:** To call any method of any class we need to creates an instance or object of that Class is called ‘Instantiation’. Instantiation allocates initial memory for the object and returns a reference.

**@. Constructor and Method -----** oirdnf

* Constructor is used to initialize the state of an object whereas method is used to expose functionality of an object.
* Constructor is invoked implicitly whereas m**e**thod is invoked **e**xplicitly (i.e., with the obj ref we can access method).
* Constructor doesn’t return any value where the method may or may not return the value.
* In case constructor is not present, if require a default constructor (hidden constructor) is provided by java compiler. In case of method, no default method is provided.
* Constructor should be the same name as class name. Method name should not be the same name as class name.
* Constructor cannot be marked as a static, final, abstract whereas method can be marked as a static, final, abstract.

**@. Abstract class and Interface** ------ kai edm bvm pim CC-concrete class, AC – abstract class

|  |  |
| --- | --- |
| **Abstract Class** | **Interface** |
| Abstract class is created using abstract keyword | Interface is created using interface keyword |
| Abstract class is used to achieve partial (0-100%) abstraction | Interface is used to achieve Full (100%) abstraction |
| MI is not supported through Abstract class | MI is supported through interface |
| Abstract class can extend only one CC or one AC at a time | Interface can extend any number of interfaces at a time |
| Abstract class have a default constructor. | Interface doesn’t have any default constructor. |
| It Contains both Abstract and non-Abstract (concreate) mtds | It Contains only Abstract methods. |
| Abstract class can have static and non-static initializer blocks | Interface can’t have static or non-static initializer blocks |
| Abstract Class can have instance variables. The variables of an Abstract class contain static, non-static and final variables | Interface can’t have instance variables. The variables of an interface contain default public, ‘static’ and ‘final’ variables. |
| The class which implements the Abstract class should not require to implement all the methods, only non-Abstract methods need to be implemented in the concrete subclass. | The class which implements the interface should not require the implement all the methods. |
| Performance wise it is faster than interface kai edm bvm pim | Performance wise it is slower than Abstract class because in interface if we try to access any method first will check where exactly that particular method is available inside the interface (because in interface method declaration in one class and method implementation in another class) |
| It cannot be instantiated (means object cannot be created) | It cannot be instantiated (means object cannot be created) |
| Abstract method can declare with public and protected | Class members are public by default in interface |

**@. Types of variables**

**Local var’s** are **d**efined inside the method, constructor, or block and these can access within that scope. Ex: int n=90;

**Global variables (Instance (non-static) & Class variables (static variables))** are **d**efined inside the class and outside the method, constructor, or block and these can access all methods, constructors, or blocks of the class. **IVs** can access from anywhere by using object reference and **SVs** can access from anywhere by using class reference.

Ex: String instanceVar = “abcd”;|| public static int staticVar = 90; ref for below N: Java\_Examples/VariableHiding

**@. Where Encapsulation and Abstraction used**

Encapsulation implemented in POM by keeping WebElements and methods to interact with them within the page class.

Abstract class or Interface define common behaviours that are implemented in concreate classes and hiding complex implementation from the user.

**@. Method Overloading / Constructor Overloading / Ways to achieve Overloading**---- npn’s

Inside a class more than one method having the same name with Different parameters or argument list is called Method Overloading. Best example of method overloading is we will use implicit wait to make the page wait for some specific time interval here we can provide different timestamp like SECONDS, MINUTES.…. and in selenium TestNG Assert class i.e., Assert.assert(Boolean\_cond, String\_msg); or Assert.assert(Boolean\_cond); from this both method names are same but different parameters. Following are the conditions for Method Overloading:

* Same method name
* Different parameters or arguments in signature (i.e. change in datatype)
* Number of arguments is different
* Sequence of arguments is different

**Adv:** If we want to perform different operations using same method name so that will increase the reliability of prog, Improved readability, increase flexibility and reduce code duplication.

**N:** Method Overloading is not possible by changing the return type in method signature because method name and parameters are same so there will confuse while passing the parameters.

**@. Method Overriding**

Overriding a parent class method in child class and provide its own implementation to an inherited method without modifying the parent class code is called Method Overriding. A method can Override but Data members Overriding is not possible. In selenium we use this concept by creating the WebDriver driver = new ChromeDriver(); (RTP concept) then only we can execute the script on any browser. In framework level it is useful: Overriding a capturesceen() in onTestFailure() on ExtentReportManager class (Ref: Openkartv121/utilities/ExtentReportManager). We have to follow some rules to Override a method:

* We have to use exact method declaration as it is in child class (name, para’s, return type, static & non-static pov)
* We can override only non-static methods
* Relationship is important (i.e., extends: kw is used to establish an inheritance relationship between classes)

**Adv:** A class can give its own implementation to an inherited method without modifying the parent class code, used to achieve Runtime polymorphism, code reusability and code maintainability.

**N:** **private, static** and **final** methods Overriding is not possible from child class.

**@. Method Visibility in java /** **AMs: Public, Private, Default and Protected** ---- Reff:[**https://youtu.be/dkUSSdUpmyY?si=A0DzFJW1DDZgnIVG**](https://youtu.be/dkUSSdUpmyY?si=A0DzFJW1DDZgnIVG) **--- 30:02**

Methods and variables are known as class **members**. MV is nothing but accessibility of methods from another classes.

**Public** members are **v**isible in the same package as well as outside the package (i.e., other packages).

**Private** members are **v**isible in the same class only and not for the other classes in same package as well as classes in outside the packages.

**Default** members are declared in a class without any AM’s. These are **v**isible with in the package (include all classes in package) only.

**Protected** members are **v**isible with in the package (include all classes in package) and outside the package subclasses (of package) only can access.

**@. Multiple Inheritance not supported through class in java, but how it is possible by an interface / Diamond Problem**
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**@. Array and ArrayList / Array and Collection ------** nL his pm

### Array and Collection are somewhat similar regarding storing the references of objects and manipulating the data but they differ in many ways. Collection framework provides a set of classes or interfaces for representing and manipulating the collection objects. It includes Map, List, Set and Queues. The main diff bn the Array and Collection are defined as:

|  |  |
| --- | --- |
| **Array** | **ArrayList** |
| Arrays can store homogeneous or similar type objects. These are in static nature ------- nL his pm | Collection can store heterogeneous or different type objects so these are in dynamic nature. |
| Arrays are fixed length data structures so we can’t change their size once they are created i.e., Size should be given at the time of array declaration.  **Ex:** String[] name = new String[2] | ArrayList size is automatically increase if we add elements beyond its capability i.e., Size may not be required. It changes the size dynamically.  **Ex:** ArrayList<String> name = new ArrayList<String>(); |
| In Java Arrays can hold primitive (Int, Char, Float, etc.) and non-primitive data types (Object). | ArrayList can hold only non-primitive data types (Object)  ------ Java\_Examples\Iterator |
| **for** or **for each** loop will use to iterate an array | Iterator, for, for-each will use to iterate an ArrayList |
| Size of Array can check by using **length** attribute | Size of ArrayList can check by using **size()** attribute |
| To put an object into array we need to specify the index. **@Ex:** name[1] = “book” | No need to specify the index instead of this we simply use **add()** method **@Ex:** name.add(“book”) |
| Array is multi-dimensional (Ref: XLUtility class) | ArrayList is single-dimensional |
| Array allow duplicate values | AL allow duplicate values and these are in insertion order |

**N:** Arrays cannot provide any readymade methods for user requirements as searching, sorting, manipulation, insertion, deletion, etc. but Collection includes readymade methods to use.

**Sorted Array:** Array which contains duplicate elements is called Sorted Array.

**@. HashSet, HashMap, TreeSet, TreMap and HashTable** ------- Ref: Java\_Examples/Hashset\_HashMap

|  |  |
| --- | --- |
| **HashSet** | **HashMap** |
| HashSet implements Set interface | HashMap implements Map interface |
| HashSet stores the data in the form of objects | HashMap stores the data in the form of key-value pairs |
| To put data into HashSet we need to use .add() | To put data into HashMap we need to use .put(k, v) |
| HashSet internally uses HashMap to store its elements | HashMap internally uses an array of entry <K, V> objects |
| HashSet doesn’t allow **duplicate** elements | HM allow duplicate values, but doesn’t allow duplicate keys |
| HashSet allow one **null** element | HM allow one <null key, null value> and multiple null values |

**N:** HM and HT are used to store elements in the form of key-value pairs, HM is not synchronized and allows null keys and values, while HT is synchronized but doesn’t allow null keys or values.

**@. Iterator and Enumeration**

Enumeration is older and it is there from JDK1.0 and Iterator was introduced later. Iterator can be used in all List, Set and maps collection classes to traverse the objects from collections. By iterator we can read and remove the elements while traversing the collection. By Enumeration we can only read the elements while traversing the collection. Only forward direction iteration is possible with iterator. Iterator is an interface and it is more secure and safe as compared to Enumeration because it does not allow other thread to modify the collection of objects while some thread is iterating over it, it throws ‘ConcurrentModificationExcp’. Iterator iterate by using HashMap.keySet() and HashMap.entrySet().

**N:** Enum keyword is a special datatype used to define set of constants and used to call an enumeration. Enum can have methods, constructors and Instance variables. Ref: Java\_Examples\EnumExample

**@. Classes and Interfaces are available in the Collection Framework / Interfaces in the Collection Framework**
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**N: Vector** is similar to ArrayList but it is synchronized.

**@. ArrayList and LinkedList**

An **ArrayList** internally uses dynamic Array to store the elements. ArrayList allows fast random access on elements using indexes but slower insertion and deletion of elements so that it is better for storing and accessing the data.

A **LinkedList** is implemented from doubly LinkedList to store the elements. LinkedList allows fast insertion and deletion but slower random access on elements so that it is better for manipulating the data.

**N:** ArrayList is a better choice if our prog. is thread-safe. Vector & ArrayList req. more space when more ele’s are added.

**@. Ordered, Sorted and Contrast in collections**

An **Ordered collection** means the elements of collection have a specific order. The order is independent of the value of the element. **Ex:** [List](https://docs.oracle.com/javase/7/docs/api/java/util/List.html).

A **Sorted collection** means the elements of collection have a specific order. The order is dependent on the value of the element. **Ex:** [Sorted Set](https://docs.oracle.com/javase/8/docs/api/java/util/SortedSet.html).

A **Contrast** means the elements of collection have **without any order**. **Ex:** [Set](http://docs.oracle.com/javase/7/docs/api/java/util/Set.html).

**@. Exception**

An Exception is a problem that can occur during the normal flow of execution. When something wails at runtime the method throws an exception, if couldn’t handle that exception, the execution gets terminated before it completes the task. If we handled the exception, the normal flow gets continued. Exceptions are the subclass of Throwable classes.

**PI** is a built-in math function that's part of the overall Math class. Math classes are included in java.lang.Math.\* package. (Ex: Math.pow(i, n), Math.sqrt()…)

**@. Comparable and Comparator ----** Ref: Java\_Examples2\SortArrayListUsing\_Comparable\_nd\_Comparator

|  |  |
| --- | --- |
| **Comparable** | **Comparator** |
| Comparable interface provides single way of sorting | Comparator interface provides different ways of sorting |
| Comparable allows to sort the collection on the basis of a single element such as id or name etc | Comparator allows to sort the collection on the basis of multiple elements such as id and name etc |
| Actual class is modified with Comparable | Actual class doesn't modify with Comparator |
| It comes under java.lang package | It comes under java.util package |
| It overrides compareTo() method to sort elements | It overrides compare() method to sort elements |

**@. Types of Exceptions**

While code compiling time or code executing time there are two types of Exceptions will occur in java those are.

**Checked Exception:** Checked Exceptions are coming under user control that means user has to verify during the coding. These types of exceptions can handle by the Compiler with the help of try and catch blocks.

**Ex:** ClassNotFound Exception, FileNotFoundException ------ Compile time Exceptions

**Unchecked Exception** (Runtime Exceptions)**:** Unchecked Exceptions are not known until they are executed. These types of exceptions can handle by JVM, so we have to correct them programmatically.

**Ex:** ArithmeticExcp, ArrayIndexOutOfBoundsExcp, ClasscastExcp, DivideByZeroExcp ------ Run time Exceptions

**@. Ex for java and WebDriver Exceptions / Built-in Exceptions** ---- https://www.geeksforgeeks.org/built-exceptions-java-examples/

There are two categories of exceptions will occur in java those are **Built-in** and **User-defined Exceptions.** AllChecked (are checked during compile time) and Unchecked (are thrown during run time) excp’s are comes under Built-in excp’s.

**ArithmeticException** is thrown to indicate that when an exception has occurred in an arithmetic operation.

**ArrayIndexOutOfBoundsException** is thrown to indicate that an array has been accessed with an illegal index. i.e., the index is either negative or greater than or equal to the size of the array.

**ClassNotFoundException** is thrown when we try to access a class whose definition is not found

**ElementNotVisibleExcp**: Although element is present on the DOM but not visible on the page so we are not able to interacted with that element. It occurs due to the element is hidden or overlapped by another element, out of viewport, or timing issue.

**ElementNotSelectableException:** Although element present on the DOM but it is disabled so it is not able to select. It occurs due to dynamic changes.

**ElementNotClickableException:** Although element is present on the page but we are not able to click on that element due to the page loading issue, overlapped, or out of viewport. Most of the times it can handle by refreshing the page.

**FileNotFoundException** is thrown to indicate that when a file is not accessible or does not open.

**IOException** is thrown to indicate that when an input-output operation failed or interrupted.

**InterruptedException** is thrown when a thread is waiting, sleeping or doing some processing it’s get interrupted.

**IllegalArgumentException** is thrown to indicate that when an argument is illegal for Ex Thread.sleep(-1000);

**NoSuchFieldException** is thrown to indicate that when a class does not contain the specified field (or variable)

**NoSuchMethodException** is thrown to indicate that when accessing a method which is not found.

**NoSuchElementException** is thrown to indicate that when findElement() method can’t able to find the element.

**NullPointerException** is raised when referring to the **members** of a null object. Null rep. nothing

**NumberFormatException** is raised when a method could not convert a string into a numeric format.

**RuntimeException:** Any exception which occurs during runtime (except **IllegalArgument** above all are RT exceptions).

**StringIndexOutOfBoundsException:** It is thrown by the String class methods to indicate that an index is either negative than the size of the string.

**StaleElementReferenceExcp** is thrown to indicate that the element is no longer available in DOM. It occurs due to Refresh or re-fetch the page or navigate into new page DOM changes then the WebElement goes stale.

**N:** The Document Object Model (**DOM**) is a programming API for HTML and XML documents. It defines the logical structure of documents and way of document is accessed and manipulated.

**TimeoutException**: This tells that the execution is failed because of command did not complete in enough time.

**User-Defined / Custom Exceptions**: The following steps are followed to the creation of User-defined Exception.

* First, create a Class that extends **Exception** class and **Exception** class is a sub class of Throwable class.
* Create a parameterized constructor to take string as a parameter to store the exception details and call super class constructor from this and send the string parameter. Ref: Java\_Examples\UserDefinedException
* Finally, to raise exception as user-defined type, create an object to our excp class and throw it using throw clause.

**@. Advantages of Exception Handling -----** nct

* If Exception got handled the normal flow of the execution won’t terminated.
* We can identify the problem by using **catch** declaration with the help of **e.printstacktrace()** method.
* Think of situation that means, if we got any exception, we want to print some custom message in our logs so that, it can be understandable by the whole team.

**@. Exception Handling / Exception Handling Keywords / Handle Exception / Ways to Handle Exceptions**

**Exception Handling** is the process of handling the **Exceptions** when a program runs so that the normal flow of the application can be maintained. Java provides object-oriented way to handle the exception scenarios**.**

**throw Keyword** is used to throw an exception explicitly (create an object to our exception class and throw it using throw clause) from a method. It is used inside the method. It can throw only one exception at a time.

**throws Keyword is used to** throw an exception in runtime and handle it. It is used in method signature. If an exception occurs in a method, the process of creating the exception object and handling it to runtime environment is called **“Throwing the Exception”** and java run time system starts processing to handle them.

**🡪** At the end of the method signature, we declare the Exception type using ‘throws’ keyword. By declaring this, the caller program knows the exceptions is thrown by the method. Here we can declare multiple exceptions in this throws clause and it can be used with main method as well as sub method also.

**By using try-catch:** A method catches an exception using the combination of the **try**and **catch**keywords. try is the start of the block and Catch is at the end of try block to handle the exceptions. A risky code is surrounded by try block and If an exception has occurred it can catch by the catch block. try can be followed either by catch (or) finally (or) both. But any one of the blocks is mandatory. Must and should **catch** is followed by try block.

**🡪**A single **try** block can be followed by multiple **catch** blocks for Ex, if there are multiple exceptions **or** we can expect more than one type of exception in a single block of code. There is no restriction on the number of the catch blocks. We cannot have multiple try blocks, there can be only one try block before catch/finally block but we can have try block inside try block followed by the catch block.

**🡪** Working of multiple catch blocks is pretty simple, if an exception occurs in the protected code, the exception is thrown to the first catch block in the list. If the **exception thrown** matches with the **ExceptionType1**, it gets caught there and executes the code which is under the same exception block. If not match, the exception passes down to the second catch statement and goes on like this.

**🡪**In case, the exception does not match with any **Exception type** after falls through all catch blocks, the current method stops the execution and will throw the exception. That’s why it is advisable to include **Default Exception** at the end so, in case if the exception falls through it, it can be handled by the default one.

**🡪**We can catch more than one exception in a single catch block. Ref: Java\_Examples2\ExceptionHandling\CatchMoreThanOneExcep\_in\_a\_SingleCatchBlock

**finally:** This is followed either by try block or catch block. Inside of this block statement gets executed regardless of an exception. So generally, clean up codes are provided here. We cannot have multiple finally blocks in a single try-catch structure. If an exception is thrown from finally block it will throw RunTimeExcp. Finally block will executed even if no catch block handles the exception Ref: Java\_Examples2\ExceptionHandling\ThrowingExceptionFrom\_Finally\_block

**@. Explain situation where finally block statement will not be executed**

If finally block is present but will not be executed whenever JVM shutdowns or if we use System.exit(0); in try statement

**Try-with-Resources** statement is used to automatically close resources (like file streams, DB connections) when they are no longer needed or that are opened in try block. It ensures that each resource is closed at the end of the statement. Ref**:** Java\_Examples2\ExceptionHandling\try\_wyth\_resources

**@. Explicit and Implicit Exceptions**

|  |  |
| --- | --- |
| Explicit Exceptions are thrown once explicitly checked by JVM **Ex:** ArrayIndexOutofBondExcep (eve Array indexing ope is ex) | Runtime throwing exceptions are called Implicit excp’s **Ex:** NullPointerException & StackOverflowError. |

**@. Exception Propagation**

An exception is first thrown from the method which is at top of the **call stack** if it is not catch, the exception is drops down the call stack to previous method, again if not caught there, the exception again drops down the call stack to previous method and so on until they caught or until they reach to very bottom of the call stack this is called ‘**EP**’

**Call stack** is a mechanism for interpreter (like JavaScrit interpreter in a web browser) to keep track of its place in a script and that calls mul [fun’s](https://developer.mozilla.org/en-US/docs/Glossary/function) (to know that what fun is currently being run and what fun’s are called from within that fun, etc).

**@. Final keywords** ----- Java\_Examples/Final\_Variable\_Initializations

final keyword is used to restrict the modification of classes, methods and variables. It can be applied to classes to preventing the sub classing, methods to preventing overriding and variables to create constants.

**Final variable:** If a variable is marked as a final then the value of the variable could not be changed. It’s like a constant.

**Ex:** final int n = 12;

**Final method:** If method is marked as a final (final keyword in method sig), then it cannot be Overridden by subclasses.

**Final class:** If class is marked as a final, then it cannot be extended by other classes (when we want to restrict a class from being extended then we make class as final).

**@. Thread / To make a thread in Java / Runnable interface / To implement Runnable interface http://www.btechsmartclass.com/java/java-creating-threads.html**

In Java, the flow of execution is called **Thread**. Every java prog has at least one thread called MT it is created by JVM. The user can create their own threads in 2 ways those are **By** **ETC** (or) **By IRI**. Threads are executed concurrently.

|  |  |
| --- | --- |
| **a) By Extending Thread Class:** Stepsto ETC | **b) By Implementing Runnable Interface:** Steps to IRI |
| * Create a class that extends Thread class * Override the run() method and provide own implementation to this method. This is executed by thread. The run() method must be public while overriding. * Create an obj to main class in the main() mtd. * Call the start() mtd with main class object (c\_n). | * Create a class that implements Runnable interface. * Override the run() method and provide own implementation to this method. This is executed by thread. The run() method must be public while overriding. * Create the object to main class in the main() mtd. * Create the object to Thread class by passing above main class object as parameter to the Thread class constructor. * Call the start() method with ‘Thread Class’ object (Thread). |

**N:** The main purpose of Thread class is used to create and control the execution of threads. It provides methods for thread initialization, starting, sleeping and synchronization.

**@. join() method.**

A **join()** method is used to join the start of one thread execution to the end of another thread execution so that a thread will not stop running until another thread has ended.

**@. yield() method of the Thread class do**

yield() method moves the currently running thread or thread back to a runnable state. It allows other threads for execution. Here thread is not sleep(), wait() or block() so that, the threads have equal priority chance to run. It is a static method and it doesn’t release any lock.

**@. To stop a thread in java / sleep (), wait () and block () methods in a thread**

We can stop a thread in java by using sleep (), wait () and block () methods

**sleep()** is used to **sleep** the currently executing thread for the given amount of time. Once the thread is wakeup it moves to runnable state. Ex: **Thread.sleep(2000)**

**wait()** is used to make the thread to wait in the waiting pool. When wait() method is executed during a thread execution wait() method doesn’t give the lock on the object immediately until the currently executing thread complete its task. after completes, immediately the thread gives the lock on the object and goes to the waiting pool and it is mostly used in synchronization. This thread will wake up after we called through notify() (or) notifyAll() methods.

**notify()** is used to send a signal to wake up a single thread in the waiting pool.

**notifyAll()** is used to send a signal to wake up all the threads in the waiting pool.

**N:** The major difference is wait() releases the lock and sleep() doesn’t releases any lock while waiting. Generally, wait() is used for inter-thread communication while sleep() is used just to pause the execution.

**Block():** Which blocks the executing thread until their operation finished.

**@. start() and run() method of thread class**

start() method creates new thread and run() method is executed on newly created thread. If we directly call the run() mtd, the new thread is not create and the currently executing thread will continue to execute the code inside run() mtd.

**@. Synchronization in java &&&& Disadvantage of Synchronization ----** Ref: Java\_Examples2\Synchronizatio\_In\_Java

Synchronization is helps to control or prevent the multiple threads to access a method simultaneously). It is implemented by using synchronized keyword. It is used to declare the block of code is thread-safe it means that only one thread can execute the block of code at a time. The Dis-adv of Synchronization is not recommended to implement all the methods because of it, if one thread accesses the synchronized code and next thread should have to wait so, it makes slow perf on the other end. There are two ways we can do synchronization in java a) Synchronized method b) Synchronized blocks. To do synchronization we use the synchronized keyword. Synchronized methods used to control access to an object.

the access of multiple threads in java (i.e.

**@. Thread life cycle in Java**

**Thread has the following states:** New, Runnable, Running, Blocked (Non-runnable) and Terminated
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In **New** state the Thread instance has been created but start() is not yet invoked.

**Runnable**: The Thread become runnable state after invoke the start() but before the run() is invoked and thread can also return to the runnable state from wait/sleep by yield(). Thread is ready to run but waiting for CPU scheduling.

**Running**: The thread is in running state after it calls the run() now the thread begins the execution.

**Non-Runnable (Blocked) / Waiting**: Here a thread is waiting indefinitely for another thread to perform a particular action. The thread become not in runnable state with the help of sleep(), wait() or block() methods and it will return to runnable state after some time. In other words.

**Timed Waiting:** Here a thread is waiting for another thread to perform an action up to a specified waiting time.

**Terminated**: Once the run() is completed (i.e. finished execution)then it is terminated.

**Commonly used java Thread methods:** sleep(), start(), run(), join(), getState(), getName()…..

**@. Class and Interface -----** ommk Ref: Java\_Examples\ToplevelClass\_Declare\_with\_Default

|  |  |
| --- | --- |
| **Class** | **Interface** |
| Class describes the attributes and behaviours of an object. Class is a blue print. A top-level class can create as public and default. | Interface is a template and it is a blueprint of class |
| Class may contain both concrete methods and abstract methods. | Interface contains only abstract methods. |
| Members of a class can be public, private, default or protected. | Members of the interface can be public by default. |
| Extent keyword is used to inherit the other classes. | Implements kw is used to implements the interface through class. |

**N:** private and protected access modifiers can’t be used with Outer class or Interface.

**@. Serialization and Deserialization &&&& Methods are used during Serialization and Deserialization process**

|  |  |
| --- | --- |
| **Serialization** | **Deserialization** |
| For security purposes converting the objects in a flat file into byte stream (serial bytes) is known as ‘Serialization’. for this, we need to implement java.io.serializable interface. | Deserialization is the opposite process of serialization where we get the objects back from the byte stream. |
| An object is serialized by writing with FOS and OOS. | An object is deserialized by reading with FIS and OIS |

ObjectOutputStream.writeObject**🡪** Serialize the object and write the serialized object to a file.

ObjectInputStream.readObject **🡪** Reads the file and deserialize the object.

**N:** To serialize an object must implement the **serializable** interface. If super class implements Serializable then subclass will automatically serializable. **-----** Ref for above: Java\_Examples\TransientKeyword

**@. Use of transient keyword (or) Purpose of a transient variables -----** Ref: Java\_Examples\TransientKeyword/2

**Transient** is a variables modifier used in [serialization](http://quiz.geeksforgeeks.org/serialization-in-java/) process to restrict field/variables should not be serialized when the object is serialized. At the time of serialization, it ignores the original value of the variable and instead of this stores the default value of the variable for Ex, if a program accepts the sensitive fields like user name and pass but we don't want to store the original pass in the file in this scenario we use **transient keyword**. It is not used with static variables. **Ex:** transient int in = 30; **Adv:** security, performance and data integrity.

**@. Static and Non-static (Instance) variable &&&& method ----** wrwoam – with or without access modifier

|  |  |  |
| --- | --- | --- |
| **Static Variables** | | **Non-static Variables** |
| SVs are declared with static keyword these are also known as Class level variables these are available for all methods | | NSVs are not declared with static kw these are also known as Instance Vs these are restricted. Syn: wrwoam dT varName; |
| We can access static variables using Class Name | | We can access Non-static variables using Class reference |
| Static var’s can access by both static & non-static methods | | Non-static var’s can access only by non-static methods. |
| SVs reduce the amount of memory used by a program and these members are store in java common memory. Here memory allocation is done at the time of class loading. | | NSVs do not reduce the amount of memory used by a prog (i.e., to access NSVs we need to create object so all the non-static stuff will move into this new object). Here memory is allocation is done when object is created to class. |
| **Static Method** | **Non-static Method** | |
| Static methods are always accessed with Class Name | Non-static methods are always accessed with Class reference | |
| Static methods can access static variables | Non-static methods can access both static and non-static var’s | |
| **Static** method uses Compile time / early / static binding. | **Non-static** method uses Runtime / Late / dynamic binding. | |
| Due to early binding these cannot Override. | These can Override. | |
| Overloading is possible | Overloading is possible | |
| **Static** method uses less memory for the execution bcz memory allocated only once at the time of class loading. | **Non-static** method uses much memory for execution bcz memory allocated every time when the method is called. | |

**N:** If we try to access static mtds by using obj reff the warning will show as ‘static field should be accessed in static way’.

**@. Y should avoid static method in java**

A static method is belongs to class not to instance. This cannot allow “this” or “super” keywords. Because of this, with the static method we cannot fully utilize the Object-Oriented Feature, so it is good practice to avoid static methods. however, some situations we might need to use static methods intentionally.

**@. Purpose of Volatile Variable** ---- Ref: Java\_Examples\VolatileExample

By using **Volatile variables,** the values are always read from the **main memory** not from **thread's cache memory**. It can use mainly during synchronization. Volatile keyword is applicable only for variables to indicate that the variable’s value may be modified by multiple threads asynchronously. It ensures visibility of changes to variables across threads (i.e. change made by one thread is visible to other threads immediately), preventing data inconsistency issues.

**@. Terms used in Inheritance**

**Sub Class** is a class which inherits the other class it is also called a **c**hild class, **d**erived class or **e**xtended class.

**Super Class** is a class from here the subclass inherits the features. It is also called a **b**ase class or **p**arent class.

**extends** keyword is used to establish an inheritance relationship between classes.

**Adv:**

* **Reusability (i.e.** Functions can reuse**)** is a mechanism which facilitates we to **reuse** the members of existing class by creating a new class.
* Productivity will increase
* Project development time and testing time is reduced

**@. Types of inheritance** ----- OOPS\_Inheritance/Types\_Of\_Inheritanc**e**

|  |  |
| --- | --- |
| If one class extends the other class is called **Inheritance**. These are 3 types: Single, Multilevel and Hierarchical.  Types of inheritance in Java | If one class extends multiple classes then it is known as **Multiple Inheritance**. These are: Multip**le** and Hybrid  Multiple inheritance in Java |

**@. Source Code, Object and Byte Code**

**Source Code is a collection of computer instructions written in human-readable programming language.**

**Object Code is a sequence of steps in machine-level code and it is the output of after** [compiler](https://www.differencebetween.com/difference-between-assembler-and-vs-compiler/)**converts the Source Code in languages like C or C++ with a platform-specific compiler.**

**Byte code** is intermediate code generated after the compiler compiles the source code. It is platform independent and it can be executed by JVM.
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All the Exceptions and Error types are the sub classes of **Throwable** class. It is the base class in hierarchy. **Exceptions are caused by our program only** and these can handle with the help of try-catch blocks. **Errors are caused due to lake of system resources these should not try to catch,** these are thrown by Java run-time system (JVM).

**@. H JVM handle an Exception / Default Exception Handling**

If an exception occurred in a method, the method creates an Object is called ‘Exception Object’ and handover it to run-time system (JVM) is called **Throwing an Exception**. The exception object contains a lot of debugging information such as method hierarchy, line number where the exception was occurred, type of exception, name and description of the exception, etc. For default exception handling the following procedure will happen.

* Java run-time system searches the **call stack** (ordered list of the methods) to find the appropriate method that contains block of code this can handle the occurred exception. This block of the code is called “**Exception Handler”**.
* If it finds appropriate handler then it passes the occurred Exception to it. Appropriate handler means the **type of the exception thrown** matches the **type of the exception it can handle**.
* If java run-time system couldn’t find the appropriate handler after searches all the methods in **call stack** then run-time system handover the Exception Object to **Default Exception Handler**, which is part of run-time system. This handler prints the exception information in the following format and terminates the program **abnormally**.

**Ex:** public class ThrowsExecp {

       public static void main(String args[]) {

       String str = null;

         System.out.println(str.length());

        } }

**Output:** Exception in thread "main" java.lang.NullPointerException: Cannot invoke "String.length()" because "str" is null

At pac\_name.class\_name.method\_name(class\_name.java:lineNum)

**@. Java Keywords**

**Java Keywords** are predefined and these are the reserved terms in java. They have special usage in java programming language these are used to perform some predefined tasks. For Ex **Keywords** like int, for, class, etc the terms are reserved means they cannot be used as identifiers for any other programming elements including classes, subclasses, variables, methods and objects. They are part of the **Java** programming language syntax and these are care sensitive.

**N:** Identifiers are user-defined names these are used to identify method, variables, classes and other prog’g elements.

**@. Maps / Can a map can have a Null value / Y and when we use Maps -----** ickud Blue - Interface green - class
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1. Map doesn’t allow dup keys but allow dup values. It allow one <null key, null value> like HM and [LinkedHashMap](https://www.geeksforgeeks.org/linkedhashmap-class-java-examples) but some do not like [TreeMap](https://www.geeksforgeeks.org/treemap-in-java/).
2. The order of a map depends on specific implementations **Map hierarchy**

**Adv:** The maps are used to perform lookup a value by key or when someone wants to retrieve and update elements by keys. Some examples are: Map of error codes with their descriptions. **&&** Map of zip codes with cities.

**Creating Map Objects:** Because of Map is an interface, objects cannot be created to map. We always need a class that extends the map in order to create an object. After introducing Generics in Java 1.5, it is possible to restrict the type of object that can be stored in the Map. Syn: Map hm = new HashMap();

**@. Methods used in Map Interface ---- Ref:** **\Java\_WD\_Ex\src\Java\_Examples\AAA\_java\find occurrence of char’s** <https://www.geeksforgeeks.org/map-interface-java-examples/>

1. .put(key, value): is used to insert the elements in Map in the form of <key, value> pair format.
2. .putAll(Map map): Copies all the mappings of the specified map into the new map.
3. .remove(key) | remove(key, value): This method is used to delete an **entry** for specified key.
4. .get(key): is used to #1the value for specified key.
5. .getKey() | .getValue(): is used to return the key and value from Map.
6. .values(): is used to return all the values in map
7. .containsKey(key | value): is used to check whether the specified key | value is avl in Map and it ret Boolean value.
8. Map.Entry<datatype, datatype >: Entry interface enables to work with a map entry
9. keySet(): This method will return all the keys in Map.
10. entrySet(): Creates a set and stores the map elements into them.

**@. Static keyword in java ---- Ref: Java\_Examples2\Static\_Keywords\_UsedFor**

In Java, **Static keyword** is mainly used for memory management and it is a Non-access Modifier. It can be used with Class variables, methods, blocks or nested classes that is same for every instance of a class.

**@. Data Types / Primitive and Non-primitive Data Types**

* **Primitive** data types are predefined in java these include Boolean, char, byte, short, int, long, float and double. A data type is primitive means, if we assign value to the variable that variable actually stores that value. These are single valued type data with no special capabilities. This size is fixed.
* **Non-primitive / Reference** data types are created by programmers these include String, Arrays, Classes, Interfaces and Objects. They don't store the value in memory but stores a reference to that value in memory it is also called address of that value. These are multi valued type data. This size is not fixed.

**N: toArray(**array\_obj**)** method is used to get an Array from ArrayList which contains all the elements in ArrayList object in proper sequence (from first to last element). Ref: Java\_Examples\ArrayList\_to\_Array\_conv

**@. JDK, JRE, JVM and JIT**

**JDK** provides the environment to **develop the** Java programs. **JDK**contains JRE along with various Development tools (to provide an environment to develop the java programs) like Java libraries, source compilers, debuggers, etc.

**JRE** is used to run the java applications. It is an installation package that provides the env by packages,class libraries and other resources to **run** the java applications on any machine. JRE is the part of JDK. **JRE** is an implementation of the JVM.

**JVM** is for executing byte code. It is an Abstract Computing Machine that provides runtime environment in which java bytecode (JVM takes byte code and it generate into lower level code line by line) can be executed. It is very important part in both JDK and JRE because it is contained or inbuilt in both. Whatever Java program is run by using **JRE** it goes into JVM. JVM is a type of **Interpreter** and it is responsible for converting the byte code into machine readable code and **executing the java program line by line**.

**Interpreter**: Bytecode (is an intermediate representation of java code that generated by java compiler) is not an executable file to execute a bytecode file, we actually need to invoke a **Java Interpreter**.

**N:** An **Abstract Computing Machine** is nothing but a detailed analysis of how the system works.
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**N:** Compiler converts the**:** source/high level code --> object code --> Machine code/lang (0’s & 1’s) **:** Before program run

Interpreter converts the**:** source/high level code --> Intermediate code --> Mach code/lang (0’s & 1’s) **:** During prog run

**@. Can a class be declared as protected**

**Classes** and **Interfaces** are cannot be declared as a **protected** but if Variables, methods and constructors are declared as protected in a class these can visible with in the package (include all classes in package) and outside the package subclasses (of package) only can access.

**@. Can I declare class as static or private** Ref: Java\_Examples2\Static\_Keywords\_UsedFor\Static\_Class /InnerClassRequires\_OuterClassReference

Yes, we can declare a class as static/private inside a top-level class such classes are also known as **Nested** **Classes**. These can create as both static and non-static. **N**on-static **N**ested class are called **N**on-static I**nn**er class. If we want to make a top-level class as static/private, then it's not allowed because we can’t able to create object to static class. Static nested class doesn’t require the Outer class reference/instance and cannot access the Outer class non-static members. **N**on-static Inner classes only require the Outer class reference.

**N:** An Inner class maybe declared as a public, private, protected, static, final, or abstract.

**@. Inner class and Nested class**

Inner class: when a class is defined within a scope of another class, then it becomes inner class.

Nested class: if the access modifier of the inner class is static, then it becomes nested class.

**@. Who can access the class member with a private modifier**

If class members are declared as a **private**, it can access only within the class in which they are declared. Any other class of same package will not able to access these members.

**@. Can a class be default in java** ----- Ref: Java\_Examples2\AccessModifier\DefaultClassEx

A top-level class can declare as public or default (no modifier) but we cannot declare a private or protected.

**@. this & super keywords, this() & super() constructor calls** -- https://www.scaler.com/topics/java/this-and-super-keyword-in-java/ Ref: ConstructorConcept/ExOnSuper ConstructorConcept/ExOnThis3

**this keyword:**

Is used to refers the instance and static variables of current class.

**Is** used to access and modify the instance and static variables of current class.

**Is** used to invoke the current class methods (implicitly)

Can be passed as an argument while method is calling. Ex: mtd(this);

Can be passed as an argument while constructor is calling. Ex: ClassN classn = new ClassN(this);

**I**s used to return the current class instance value. Ex: return this;

**this() constructor call:**

**Is** used to invoke the current class constructor

**super keyword:**

Is used to invoke immediate parent class instance and static variables.

Is used to invoke an immediate parent class method.

**super() constructor call:**

is used to invoke an immediate parent class constructor.

**Similarities:**

* Both **this** and **super** keywords are non-static, so they can't be used inside static context. (we cannot use both the keywords inside the main method in Java). Ref: ConstructorConcept\ProveThisAndSuperisNonstatic
* super() and this() constructor calls can be used in constructor chaining to call another constructor to reduce the code duplication. this() calls the no-argument constructor of the current class and super() calls the no-argument constructor of the parent class.
* super() and this() constructor calls can be use only from constructor.
* this() and super() constructor calls must be the first statements inside a constructor because of this we can call only one function and use only one keyword in child class constructor Ref: Constructor\_Chaining\SimpleConstructoeChaining , \CannotCallConstructorCallsRecursively
* We cannot use **super()** and **this()** constructor calls together (recursively) inside a constructor because if we use together then one will be 1st statement and other will be 2nd statement which will lead to compilation error. Ref: above prog

**@. List and Set**

Both are interfaces. **List** is a type of ordered collection so it maintains the elements in specific order and **Set** is a type of unordered collection so it maintains the elements in any order. **List** allows duplicate elements while **Set** doesn't allow duplicate elements. **List** allow multiple null elements. **Set** can allow only one null element.

**Ex: Set:** Hashset, TreeSet, LinkedHashSet (Set<Setring> set = new HashSet<>())

**List:** ArrayList, Vector, LinkedList (List<String> list = new ArrayList<>())

**@. Static and Final**

|  |  |
| --- | --- |
| **Static** | **final** |
| static keyword is mainly used for memory management. It is used to **define** class members and these members can overload and cannot be overridden | final keyword is used to **declare** constants these members can overload and cannot be overridden. Ex: for f**inal class** is **String** |
| **In Modification point of view** Static variables can modify. | final variables can’t modify |
| Class object is not required to access **static** members | We can create Object to final class. |

**@. Iterator and ListIterator**

|  |  |
| --- | --- |
| **Iterator** | **ListIterator** |
| Iterator travers the elements in forward direction only | ListIterator travers the ele’s in both the directions |
| Iterator can be used in List, Set and Queue. | **List**Iterator can be used in **List** only. |
| Iterator can only perform remove operation while traversing the collection. | ListIterator can perform add, remove and set operations while traversing the collection. |

**@. Can a Main Method be overridden?**

In Java, A main method can able to **overload** but not **overridden** simply because it is a **static** **method**. Reason for this, Static content will store in java common memory not in new object (because no need to create object for static). And Static methods are associated with class itself and not associated with instance of class (object).

**N:** A Main method is entry point so it must be declared as ‘public’ then only JVM can access from anywhere.

**@. Base class of all java classes / Object class**

Object class is a super base class of all Java classes. Object class is belongs to java.lang package. We can assign any type of Object to Object class (Ex: Object obj = new Fruit();)

**methods pro by Object Class:** toString() (returns the string rep of this object), getClass(), equals(Object obj), finalize().

**N:** This concept cannot be generalized to all OOPS lang’s. For instance, in C++ there is no such super class of all classes.

**N:** In java **object** cannot be declared as **static** because static statements are runs as soon as class containing them and class is a model for crating object so it won’t come under static. **N:** static methods cannot be overridden by sub class.

**@. Increment Operators: i++ and ++i -----** Ref: Java\_Examples\IncrementOperators

In java, increment is performed in two ways those are:

**Postfix / Post-Inc (i++)**:If we want to use the current value of **i** and then increase that value of variable **i** by **1**.

**Prefix / Pre-Inc (++i)**: If we want to increment the value of variable **i** by **1** and then use it in our statement.

**@. Instance and Object ----** am esc rrmd Ref: Java\_Examples2\Object\_nd\_Instance

* **I**nstance means **a**llocating the memory space by JVM and Object means initializing the variables inside the instance.
* Class is a model for creating object and **Instance** is a unique copy of the object (same structure but different data)
* Instance can exist Logically but object can exist Physically (that means physical presence of the object in memory)
* We can’t store an instance but we can store an object in database or file system.
* We can’t create an object for Abstract class and interface (Bcz if our class is not fully implemented then java will not allow to create the object).
* Instance refers to object reference.
* An Object represents set of instances. But instance represents the specific representation. For an example if we take living beings on the earth is a class. human is an object. But you and me are the instances for human.
* A single object can have more than one instance.
* Instance will’ve both class definition and object definition whereas object will’ve only the object definition.

**@. VirtualMachineError and AssertionError**

[Java.lang.](https://docs.oracle.com/javase/7/docs/api/java/lang/VirtualMachineError.html)**VirtualmachinErrror** is thrown to indicate that an internal error or resource limitation which prevents it from functioning. It is a self-defensive mechanism employed by JVM to prevent the entire application from crashing.

Java.lang.**AssertionError** is thrown while working with Assertion conditions. It’s thrown when an assert statement is fails

**@. Access Modifier and Non-Access Modifier** -----<http://tutorials.jenkov.com/java/access-modifiers.html>

In older languages like C++ public, private, protected, default is considered as Access / Visibility Specifiers. Except this the remaining all like static, etc are considered as Access Modifiers. But in java there is no terminology of specifiers all are by default considered as Modifiers. By Access Modifiers we can provides access right to our code to other classes, fields, methods and constructors so it represents that whether other classes can access and modify our code or not. For Ex: public, private, default, protected are considered as Access Modifiers.

Proof: If we declare top level class as private will get compile-time error as “modifier private not allowed here”

**Adv:** AM’s are used to achieve Encapsulation (restrict direct access of data members but provide indirect access to set and modify the data members), improve security, make code more maintainable and reusable.

**Non-Access Modifiers** are used to provide additional info about a classes, interfaces, methods or variables to JVM. They do not control the access levels. NAMs are: static, final, abstract, synchronized, volatile, transient, native, strictfp.

**N:** In java **Token** is nothing but a smallest unit of our program like keywords, identifiers, objects, string literals (where the values are used in the program is nothing but a literal) (inside “ ” of string content, value of int) and operators.

**N:** In java main class accepts ----public, default, abstract, interface, final keywords

**@. Code and Algorithm**

An **Algorithm** is a sequence of steps for computing a task these are usually executed by computer programs.

A **Code** is a sequence of steps for computing a task and these are usually executed by machines. In many cases, code is composed in a high-level language that is automatically translated into machines understandable code.

**@. equal(), equalsIgnoreCase() and contains()**

Let us consider Actual content as ‘Selenium Project’

equal(Selenium Project) ---- Maintain care sensitive (UpperCase & LowerCase) while comparing string content.

equalsIgnoreCase(SeleNium pRojecT) ---- Ignore care sensitive while comparing string content

contains(Selenium) ---- check only some matching portion of string content

**@. Type Casting** ---- Ref: /Java\_Examples2/TypeCasting

Type Casting is the process of converting value of one data type to another data type. These are 2 types:

**Primitive Type Casting** is a process of converting one primitive datatype to another primitive datatype. These are 2 types: **Widening / implicit TC** is nothing but a converting smaller datatype to bigger datatype. It can be done by both implicitly (automatically) and explicitly. And **Narrowing / Explicit TC** is wise versa it can do only explicitly (manually).

**WC:** byte -> char -> short -> int -> long -> float -> double **NC:** double -> float -> long -> int -> short -> char -> byte

**Non-primitive Type Casting** is a process of converting one non-primitive datatype to another non-primitive datatype. It can achieve if the class will have **IS-A** relationship. These are 2 types: Up Casting (generalization) & DC (specialization)

**Break** keyword will use in switch, if and loop (for, for-each, while) statements to terminate the loop.

**Continue** keyword will use in loops only to skip the remaining code in current iteration inside a loop and procced to the next iteration of the loop. it doesn’t terminate the loop.

**N:** Break kw is used to exit loop prematurely where as return kw is used to exit if condition Ref: Java\_Examples2\Return\_Keyword\b\_ReturnKeywordInVoidMtds

**@. Types of Relationships ----- Ref:** Java\_Examples2\Relationships\_or\_Associations

There are three types of Relationships are possible between classes that define how they interact those are: **IS-A** Relationship (Inheritance) (here subclass inherits properties from parent class), **HAS-A** Relationship (Association) and **USES-A** Relationship (Dependency). Again HAS-A Relationship (Association) as two types those are:

**Aggregation** is a weaker HAS-A relationship (here two objects have related but both objects can exist independently. One object does not have a full control over the other object so that cannot access & modify its data)

**Composition** is a stronger HAS-A relationship (here there will be a main object and dependent object. The dependent object cannot exist independently without the main object so the main object has full control over the dependent object so that main object can access & modify its data).

**USES-A** Relationship (Dependency) occurs when a class depends on another class to perform a task often passed as an argument to a method or used temporarily within a method.

**@. Types of Arguments / Call By Value and Call By Reference ---** Ref: Java\_Examples2\Pass\_by\_value\_nd\_pass\_by\_reference

There are two ways to pass arguments to a function those are**“call by value”** and **“call by reference”**. A method can call by passing the value is called **Call by value**. Java supports only **call by value**. If any change in value of a variable inside the function, that doesn’t affect the original value of that variable. A function can call by the reference / address of object is called **Call by reference**. If any change in value of a variable inside the function, that affects the original value of that variable. C and C++ supports **call by reference** but Java does not support this because of java does not supports pointers (by using pointer the address of actual parameter passed to formal parameter in **call by reference**).

**@. To initialize Array of Objects** ---- Ref: /Java\_WD\_Ex/Java\_Examples2/ArrayOfObjects

Array stores the values of int, Boolean, string, etc., but Array of objects stores class type elements. In 2 ways we can initialize the Array of objects in those are: by using constructor or by using separate member method.

**N: Pointer** is a variable that refers the address (memory) these are unsecure so java does not support.

**N:** In java **Garbage Collector** will collect / deleting the objects that are no longer being used from java heap memory. It helps memory to free during the program execution so that system will faster. Garbage collector is runs automatically and not necessary for programmer to externally call it. Ref: Java\_Examples\GarbageCollector

**N:** A **finalize()** will perform cleanup operations before an object is garbage collected.

**N: Ternary operator / condition** is used to replace if-else statement to check the condition.

**N:** Blank / un initialized final variable is called as only **Declaration** not initialization.

**N: toCharArray()** is used to convert String to character Array. Ref: Java\_Examples/AAA\_EOT.java/Split number

**@. Packages**

A package is nothing but a group of classes, interfaces and sub-packages these helps to organize the code, to prevent naming conflicts, Readability & Reusability and to provide control access to classes and interfaces. Import keyword is used for importing already created packages, sub-packages (nothing but a Packages that are inside another package). There are 2 types of packages:

**Built-in packages (**imp pack’s**)** are provided to reduce the program burden for Ex: Java.lang, Java.util, java.awt, Java.io.

**Custom / User-defined packages** are created by users with package keyword. To create custom packages: Choose name for package (it should be unique and descriptive) and Create a java file for each class in package.

**Jump statements:** break, continue and return

**Operators in java:** Arithmetic operators (+, -, \*, %, /), Assignment operators (=, +=, -=, \*=, /=, %=), Bitwise operators (^, |, <<(left shift), >>(right shift), >>>(zero fill r shift)), Logical operators (&&, ||), Relational operators (==, !=, <, >, >=, <=)

**String methods:** charAt(), length(), format(), substring(),contains(), join(),equals().

**@. Can an interface implements another interface**

An Interface cannot be implements another interface && cannot extends a class && can extends one or multiple interfaces.

A class can implements one or multiple interfaces && can extends only one class at a time.

**Method Chaining** is a process to connect one method with another method in a single line code by using dot operator. **Ex:** obj.m1().m2().m3()...; Ref: Java\_Examples\MethodChaining

**Constructor Chaining** is a process of calling one constructor from another constructor **or** from a subclass constructor to a superclass constructor. It helps to initializing the objects and reusing the code. ‘this’ is used to achieve chaining in side same class and super() is used to achieve chaining from child class to parent class. Ref: Constructor\Constructor\_Chaining

**N:** Constructor is used to copy the details from another constructor is called **Copy Constructor**.ConstructorConcept\Copy\_Constructor

**Singleton Class** is a class that allows only one instance to be created and provides a global point of access to that class.

**N:** A **Deep Copy** creates a new copy of an object and copy all of it fields recursively, whereas a **Shallow Copy** creates a new copy of an object but only copy its immediate fields, not the object referenced by it fields.

**N: Variable Hiding occurs when a variable in a subclass has the same name as a variable in superclass. So, the subclass variable hides the superclass variable.** Ref: Java\_Examples2/Hiding/variableHiding3

**N: Method Hiding** occurs when a static method in a subclass has the same signature as a static method in superclass. So, the subclass method hides the superclass method. MH is also referred as CT Polymorphism. In method hiding method won’t overridden by other classes. Ref: Java\_Examples2/Hiding/MethodHiding2

**@. Method Overriding and Method Hiding / Shadowing**

|  |  |
| --- | --- |
| **Method Overriding** | **Method Hiding** |
| Both the parent class and child class methods are non-static | Both the parent class and child class methods are static |
| Method resolution is done on the basis of the Object type | Method resolution is done on the basis of reference type |

**@. Parameter** (formal Parameter) **vs Argument** (Actual Argument)

A Parameters are the variables those are declared in method signature. Ex: public void add(int a, int b) {}

An Arguments are the values those passed to a method when it is called. Ex: Add ad = new Add(1, 2);

**@. Reference Variable and Default value for the reference variable**

A variable which refers to an object is called Reference Variable it stores the location (memory address) of an object. The default value of reference variable in java is ‘null’.

**@. Static and Dynamic method dispatch**

When execution of a method remains same as per binding provided by the compiler then such dispatch is called SMD. It is used for private, final and static methods.

When execution of a method not remain same as per binding provided by the compiler (because method invoking (call) is decided at runtime) then such dispatch is called DMD. It is used for all other methods except above.

|  |  |
| --- | --- |
| **boolean -** Represents true or false values  **char -** Stores a single 16-bit Unicode character  **byte -** Stores an 8-bit signed integer  **short -** Stores a 16-bit signed integer  **int -** Stores a 32-bit signed integer | **long -** Stores a 64-bit signed integer  **float -** Stores a 32-bit floating-point number Ex: float f = 0.25f  **double -** Stores a 64-bit floating-point number Ex: double d = double(f);  **String -** Stores a sequence of characters  **Array -** Stores an ordered collection of values |
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**N: Lambda Expression** is used to reduce the lines of code and it only works with Functional Interface. Ref: Interface/Z1Ex3\_FunctionalInteface

**@. Types of Interfaces ----** Ref: Interface/Z1Ex1\_FunctionalInteface SAM - Single Abstract Method

**Normal Interface:** Having two or more unimplemented Abstract methods

**Functional Interface (SAM)** can have only one Abstract method and any number of private, static and default methods. It is used to implement Lambda Expressions and to implementing functional programming in java.

**Marker Interface** is an interface with no methods or fields inside it. It provides additional information about a class to compiler and runtime environment (JVM). Some of the Marker Interfaces are:

**Serializable** indicates objects of the class can be serialized.

**Cloneable** indicates objects of the class can be clone.

**Remote** indicates objects of the class can be used remotely.

**@. Class and Abstract Class**

* A class is declared using ‘class’ keyword and Abstract class is declared by using abstract keyword.
* We can create object to Class but we can’t create object to an Abstract class.
* A class can have only concrete methods but Abstract class can have both concrete as well as Abstract methods
* A Class can declared as final but an Abstract class can’t be declared as final because it must be extended.
* A Class may or may not have child class but Abstract class must have child class.
* A Class is not used to achieve Abstraction but an abstract class is used to achieve 0-99% Abstraction.

**@. Class and Interface**

* A class is declared using ‘class’ keyword and interface is declared using ‘interface’ keyword.
* We can create object to class but we can’t create object to an interface.
* A class can have only concrete methods but interface can have only abstract methods (no need to declare abstract before the method name these are by default Abstract in interface).
* A class can declared as final but interface can’t be declared as final.
* A class can have instance variables but interface can’t have instance variables. The variables of an interface by default public, static and final type.
* A class can have constructors but an interface can’t have constructors.
* A class can have static & non-static initializer blocks but interface can’t have static or non-static initializer blocks.
* Multiple Inheritance is not supported through class but it can possible through interface.
* A class is extended by another class but interface is implemented by another class.
* A Class is not used to achieve Abstraction but an abstract class is used to achieve full (100%) Abstraction.

**Method Reference**s are the special type of Lambda Expressions used to call methods by referring them directly using scope resolution :: operator. These are 3 types those are: i) Reference to a static method, ii) Reference to an instance (n-s) method and iii) Reference to a constructor. Ref: Java\_Examples2\MethodReference

**Instanceof Operator** is used to check whether an object is an instance of a particular class or interface. It returns Boolean value. Ref: Java\_Examples/Instanceof\_Operator

**Static Initializer block** is a block of code enclosed in curly braces {} and preceded by the static keyword. It is used to initialize static variables of a class and it is executed when the class is loaded. Ref: Java\_Examples2\InitializerBlocks

**Non-Static Initializer block** is a block of code enclosed in curly braces {} but without static keyword. It is used to initialize instance variables of a class and it is executed an instance of class is created, before the constructor is called.

**@. W Access Modifiers are not allowed with class or interface**

* Nested Classes and Nested Interfaces can allow all AM’s.
* Outer Classes and Outer Interfaces can’t be declared with private or protected AM’s.

**@. C we decrease / reduce the visibility of method in child class while overriding the method of parent class**

No, we cannot reduce the visibility of overridden method in subclass so that the overriding and overridden methods must be same access modifiers.

**Generics** in Java enhance the flexibility, type safety, and reusability of code by allowing to create classes, methods, and interfaces that can operate on various data types without loosing type safety. **Generics** allow (Integer, String, … etc., and user-defined type) parameters. **Common Type Parameters:** T - Type, E - Element, K - Key, N - Number and V - Value. Ref: Java\_Examples2\GerericClass **Adv’s:**

i) Type-Safety (We can hold only a single type of objects in generics. It doesn’t allow to store other objects)

ii) Type Casting Is Not Req.

**@. H Sub Class is different from Inner Class ----** Ref: Java\_Examples2\SubClass\_nd\_InnerClass

* Sub class is a class that extends or inherit another class. Inner Class is a class that is nested within another class.
* Sub class can be accessed directly. Inner class can only be accessed using outer class reference.

**@. Mutable and Immutable Object ----** Ref: Java\_WD\_Ex\Java\_Examples2\Mutable\_nd\_Immutable\_Objects

* A mutable object can be change after it's created and immutable object can't change.
* Mutable objects provide a method to change the content of the object and Immutable objects do not provide any method to change the values
* For ex String is immutable and StringBuilder & StringBuffer is mutable

**@. Set and Map**

* Set is used to construct a mathematical set in java. Map is used to mapping database.
* Set doesn’t allow duplicate values. Map can allow duplicate values but doesn’t allow keys.
* We can easily iterate the Set elements using keySet() and entrySet() methods. Map elements cannot be iterated, we need to convert Map to Set for iterating the elements.
* Insertion order is not maintained in both List and Set.

**Java Annotations:** @Override, @Deprecated, @SupressWarnings

**@. Structure and Class**

A structure is used for grouping data and the default access type of a structure is public whereas class is used for grouping data and methods and the default access type of a class is private.

Operators not overloaded: Scope Resolution(::), Member Selection(.) & member selection through a pointer to fun (.\*)

**N:** When we declare value to variable, those variables are created in stack memory and if these variables are out of scope those variables get garbage collected.

**N:** **clone()** is used to create a copy of an object. It is part of the cloneable interface, and classes must override it to support cloning.

**N:** We can use functions directly without creating a class by **static** **import**. Ref: AUTOMATION\SimpliiAppium2\_\src\test\java\SimpliiAppAppium2\EX04\_DragAndDrop\_Using\_TouchActionClass

**N: Autoboxing** is the process of converting primitive type to its corresponding wrapper class and **Unboxing** is wise versa.

**N: Scanner class** is used to read inputs from various sources such as console or file. It provides methods for reading different type of data.

**File class** is used to represent and manipulate file paths. It provides methods for creating, deleting and navigating file.

**N:** System.arraycopy() method is used to copy elements from both arrays into the result array.

**@. Java coding standards for constants**

In java constants are created using static and final keywords

* Constants contains only uppercase letters and it should be nouns.
* If the constant name is a combination of two words it should be separated by an underscore.

Ex: MAX\_VALUE, MIN\_VALUE< MAX\_PRIORITY, MIN\_PRIORITY

**@. Java coding standards for variables**

* In java variable name should starts with small letter and variable names should be nouns
* Short meaningful names are recommended
* If there are multiple words every inner word should start with uppercase character.

**N:** Inside interface we can declare abstract methods, default & static implemented methods. Here default implemented method is called using object reference and static implemented method is called using interface name. Ref: OOPS\_Abstraction\Interface\_DefaultMtd\_StaticMtd\_1\Default\_nd\_Static\_mtds

**N:** Event object class and Event listener interface supports events handling / processing

end#1

//Java int coding qns : #1 Reverse a String

//Java int coding qns : #2 Check for Palindrome

//Java int coding qns : #3 Fobonacci series

//Java int coding qns : #4 Factorial of a Number

//Java int coding qns : #5 Prime Number Check

//Java int coding qns : #6 Count Vowels And Constants

//Java int coding qns : #7 Sort An Array using inbuilt method

//Java int coding qns : #7b Sort An Array Without using inbuilt method

//Java int coding qns : #8 Merge Two Arrays

//Java int coding qns : #9 Largest Element In Array

//Java int coding qns : #10 Largest Element In Array

//Java int coding qns : #10b Remove Duplicates from ArrayList

//Java int coding qns : #11 Check Armstrong Number or Not

//Java int coding qns : #12 Reverse a Number

//Java int coding qns : #13 GCD of two numbers

//Java int coding qns : #14 Check Anegram

//Java int coding qns : #15 Count DIgits in Integer

//Java int coding qns : #15b Some Of DIgits in Integer

//Java int coding qns : #17 Second Largest Element in an Array

//Java int coding qns : #18 Swap two Numbers

//Java int coding qns : #19 Pascal's Triangle

//Java int coding qns : #20 Find the missing Number in An Array

//Java int coding qns : #21 Convert Decimal to Binary

//Java int coding qns : #22 Check for Perfect Number

//Java int coding qns : #23 Remove Spaces From String

//Java int coding qns : #24 Find Common Elements in Arrays

//Java int coding qns : #25 Find First and Last element in Array

//Java int coding qns : #26 Number of occurrence of given char in a string

//Java int coding qns : #26b Each char occurrence from given string

//Java int coding qns : #27 Number of occurrence of given word in a string

//Java int coding qns : #27b Each word occurrence from a given string

//Java int coding qns : #28 Split an Alpha Numeric digit without using split method

**SELENIUM**

**@. Automation? Advantages & Disadvantages**

The process of converting the manual Test Cases into Test scripts by using any automation tool is known as Automation

|  |  |
| --- | --- |
| **Adv**: ---- frctcabqrr | **Dis-adv:** |
| 1. Fast in execution 2. More reliability 3. More consistence (any time can execute script) 4. It saves time to executing the test cases without manual effort 5. Cost to company (CTC) can save 6. We can maintain accuracy by repeating the same task in same manner 7. Bugs can identify easily and we can report the bugs to the developer 8. We can ensure for quality 9. Automation test scripts are reusable on different versions of applications 10. Automation test scripts are repeatable so we can execute multiple times | 1. Automation tools are expensive 2. Skilled automation test engineers are required 3. While automate with some tools some of the environments or technologies are not possible to automate like MF & Desktop appl’s, captcha reading, OTP verification, Barcode reading, Bitmap comp, GUI, Flash elements. |

**@. Selenium / and composed of / Different forms of selenium / Components in Selenium**

Primarily selenium was introduced by **Jason Huggins** in **2004**. Selenium is a frontend functional testing robust automation tool and it is a suite of tools and it is used for automating web applications and it is composed of:

**Selenium IDE:**IDE stands for Integrated Development Environment. It is a browser extension to record and play back the user’s actions using existing selenium commands. It supports Java, Python, C#, Ruby, and JavaScript languages and now it is a plugin for Firefox, Chrome and MS Edge. Recorded script can run against other browsers by using Selenium IDE environment or selenium WebDriver.

**Selenium RC:**  Selenium IDE have some limitations in terms of browser support and language support to overcome that limitations selenium RC was introduced. RC stands for Remote Control. It has 2 components those are Selenium-Server and Client-Libraries. Here Selenium-Server is responsible for launching and killing the browser and run the selenium commands that are sent from test program and Client-Libraries provides an interface between Selenium-Server and programing language.

**Selenium WD / Advanced Selenium:** The functionality of WebDriver is to developing and executing the Automation scripts. It is used for automating web applications by using browsers native support or browser built-in support.

**Selenium Grid:**It is for parallel execution. Here we can launch all the browsers parallelly and scripts can be executed on it parallelly. With the help of the Grid, we can distribute tests on multiple machines so that the test exe time can save.

**@. Why selenium is one API**

Selenium is not a tool and not having any .exe file to install selenium it is just library or API. To access selenium, we have to add selenium libraries to our project then only we can able to access all WebDriver methods that is the reason we are getting consider as selenium is an API.

**@. Y should we go for Selenium instead of QTP / H Selenium is different from commercial browser automation tools**

1. First of all, Selenium is an opensource web application automation tool
2. It supports multiple languages like Java, Ruby, PHP, python, C#, pascal, Perl (scripting language)
3. It supports multiple browsers like Firefox, IE, Google chrome, edge, Safari and Opera
4. It is a platform independent and it supports multiple OSs like Windows, Linux and MacOS
5. It’s supports Web Applications by using browsers native support or browser built-in support.
6. It is very flexible and extendable

**@. Automation testing selection criteria for project / On what basis we will do Automation testing -----** rre scrs

1. More releases are expecting
2. More resource requires and time taken by doing manual testing
3. Application environment should support for automation
4. Application should be stable
5. Client accepts in terms of budget
6. Return on investment (ROI)
7. Size of the project (i.e., the application should contain more modules)

**@. Latest versions:** Using stable versions maven-4.0.0 selenium-java-3.141.59/4.9.0.jars, java - 21

**@. Locators available in selenium WD / Type of locators used for locating WebElements**

id, name, linkText, partialLinkText, className, tagName, XPath & cssSelector

**N:** ‘By’ is an Abstract class in which all locator methods are available.

**@. To capture screen shot in WebDriver**

File myFile=((TakesScreenshot)driver).getScreenshotAs(OutputType.FILE); -- To capture screen shot of page (java.io.File)

FileHandler.copy(myFile, new File(“path of file.png”)); ----- To save file in a specific location (selenium.io.FileHandler)

FileUtils.copyFile(myFile, new File("path of file.png")); ------ Ref: WD\_Examples\EX40b\_FullPageScreenshot\_Using\_AShot**,** EX40c\_WebElementScreenshot

**N:** It takes a screenshot of web page visible area only not full page to take full page we have to use **AShot** library (3rd)

**N:** Output type formats available for screenshot: outputType.FILE, outputType.BYTES, and outputType.BASE64

**@. Challenges / Difficulties have faced with Selenium -----** mhfptdpp

1. Maintaining synchronization () is a challenge in Selenium.
2. Handling with Main Frame, Desktop, captcha reading, OTP verification, GUI, Flash objects is challenge.
3. Frame tags involved in a page is a challenge.
4. Proving user defined Results is a challenge
5. Taking data from the application is a challenge
6. Handling dynamic elements is a challenge
7. Handling with multiple popup windows is a challenge
8. Page load synchronization is a challenge

**@. Technical challenges / Limitations / Dis-Advantages of using Selenium as a testing tool** --wbrvo

1. Selenium supports only web-based applications it doesn’t supports desktop or window-based applications but it can overcome by using the tools SIKULI or AutoIT or Robot class.
2. Bitmap comparison is not possible with selenium.
3. For any reporting related capabilities, we have to depends upon third party tools like QC, Bugzilla, Jira.
4. There is no vendor support for this tool compared to commercial tools like UFT.
5. By default, in-built object repository concept is not possible with selenium. However, object repositories can be built using the key-value pair approach wherein key refers to the name of the given object and value refers to the properties used to unique identification of an object within the web page.
6. We cannot test web services using selenium.
7. For creating robust scripts in selenium programming knowledge is required.
8. We have to depends on some external libraries or tools for performing tasks like – logging (Log4j), testing framework (TestNG), reading from external file (Apache POI for excel), etc.

**N:** Images are stored in series of tiny dots (it’s nothing but pixels) is called **Bitmap** or **raster**. WebDriver does not provide direct any function for **Image comparison** but we can verify images by taking two screenshots of the whole web page, one at **script creation time** and another at **script execution time**. After that these screenshots can compare manually.

**@. SSL (**Secure Sockets Layer**) certificate in selenium**

**SSL** is a standard security protocol for establishing the secure connection between server and client. Browser and server use **SSL Certificate** mechanism to able to establish a secure connection.

**@. Synchronization in selenium**

**Synchronization** is a mechanism which involves two or more components are working parallel with each other. Usually, in automation we have two components such as **Application under test** and **test Automation tool** both of them can have specified speeds and the test scripts should be written in a way such that both these components will work with same speed. This will help to avoid “ElementNotFoundException” otherwise will consume more time to clear off here the synchronization will come for help.

**@. Types of XPaths are avl:** On the basis of node hierarchy XPath can div into 2 types those are Abs XPath & Rel XPath

**@. Categories of Synchronization in test Automation / Dynamic wait times / type of waits in selenium**

**Unconditional Synchronization:** Here only the **timeout** value to be specified so that the tool will wait until the specified time before it proceeding. Where it is not possible to write the condition or check for the condition. The major dis-adv in sometimes, the tool will wait unnecessarily even when the WebElement is ready so it is not recommended due to unnecessary delays. **Ex:** Thread.sleep(1000)

**Conditional Synchronization:** Here a **condition** also specified along with **timeout** value because of this the tool will wait to check the condition and will come out if nothing happened. In selenium there are 3 diff types of conditional statements are available to avoid synchronization problems those are **Implicit wait**, **Explicit wait** and **Fluent wait**.

**Implicit Wait** is used to specify some time delay while trying to find out an element or list of elements if they are not readily available. It is applicable to all the WebElements from where it is specified so that the specified amount of time it will try looking for element before throwing the Exception. It throws NoSuchElementExcption. Applicable to simple applications with consistent load times. It slow down tests if overused.

**N:** The default time for Implicit wait is ‘zero’ and polling frequency is 500 milli.sec.

**Syn:** driver.manage().timeOuts().implicitlywait(Duration.ofSeconds(10));

**Explicit Wait / WebDriverWait:** Here a **condition** also specified along with **timeout** value and it should be satisfied within the specified timeout period. The code will be executed after the specified element is found within the specified time. It is not applicable to all WebElements, applicable only for specified element. It throws ElementNotVisibleExcp. Applicable to dynamic or complex loading scenarios.

**Syn:** WebDriverWait wt = new WebDriverWait(driver, Duration.ofSeconds(10)); ---- selenium.support.ui.WebDriverWait

wt.until(ExpectedConditions.visibility/presence OfElementLocated(By.LN(“LV”))); ---- selenium.support.ui.EC

**FluentWait** is an implementation of **Wait** interface. FluentWait instance is used to define maximum amount of time to wait for a condition (timeout value) as well as the frequency to check the conditions (polling interval). Using this type, certain types of exceptions (such as “NoSuchElementException, StaleElementReferenceException, etc”) can be ignored. It is not applicable to all WebElements, applicable only for specified element. Applicable to highly dynamic elemnts.

**Syn:** For Ex here the wait time can set to maximum of 30 sec, with a polling interval of 5 sec between each check.

Wait<WebDriver> wait = new FluentWait<WebDriver>(driver)

.withTimeout(Duration.ofSeconds(30))

.pollingEvery(Duration.ofSeconds(5)) (defines how frequently the fluent wait should check the condition)

.ignoring(NoSuchElementExcp.class, StaleElementReferenceExcp.class, …);

wait.until(ExpectedConditions.visibilityOfElementLocated(By.LN("LV")));

**N:** If we use both imp, exp and sleep() waits at a time it’s not good practice bcz of this our t-script will wait more time.

**N:** Diff b/n Implicit & Explicit wait: Implicit wait is a global setting and Explicit wait is for specific conditions or element.

**@. Single and Double slash in XPath**

|  |  |
| --- | --- |
| **Single slash ( / )** | **Double slash ( // )** |
| Absolute XPath starts with single forward slash ( / ) | Relative XPath starts with double forward slash ( // ) |
| Start the path from root element <html> to desired WebElement tagname i.e. ( / ) starts the selection from the root node or document node | Start the path from desired WebElement tagname only i.e. ( // ) start from any middle node that we've selected |
| Single slash ( / ) is always navigate between the tags |  |

**@. Handle Alerts / JavaScript Alert and Confirmation Alerts in WebDriver**

Alert class is used to handle JavaScript alerts or pop-ups.

//first we have to navigate to Alert window by using the command -------Alert alert=driver.switchTo().alert()

//To click **OK** or **Cancel** on Alert or Confirmation Alert by using the commands

alert.accept(); — To click OK

alert.dismiss(); — To click Cancel

alert.getText(); — To retrieve the alert text

alert.sendKeys(“input text”); — To send input to prompt alert

**N:** If we use both accept and dismiss simultaneously, we get NoAlertPresentException

**@. Best wait**

* Explicit wait is generally best for automation testing due to: targeted approach, reduced delays and flexibity for dynamic applications
* Fluent wait is deal for scenarios requiring advanced polling and exception handling.

**@. Handle popups in WebDriver / Is it possible to handle multiple popups in selenium** ----- questionpopup

//To navigate from main window to popup -------- driver.switchTo().window(“popup\_Window\_Name”);

//To navigate from Popup to main window -------- driver.switchTo().window(“Main\_Window\_Name”);

//method 2

Yes, First of all, take all the window names into ‘Set<String>’ **variable** with the help of driver.getWindowHandles(); its return type is String and convert it to **ArrayList**.

Use the Array index to navigate to specific window by using driver.switchTo().window(ArrayList\_Object.get(Index));

**@. To launch FF, Safari and Opera with WebDriver / H can we launch different browsers in selenium WD**

To launch any browser first we need the supported Driver executable file. It can download from, selenium dev page. After that set browser property by System.setProperty(“webdriver.chrome.driver”, “pathofchromedriver.exe”); - (k, v)

After that we have to create a driver instance of WebDriver with ChromeDriver object then only we can able to access both WebDriver methods as well as ChromeDriver methods. WebDriver driver = new ChromeDriver(); (--- RP concept ---)

**@. Name an API used for reading and writing data to excel files / Significance of Apache POI**

**Apache POI** API is an open-source java library it is used to create, Read, Write and Update excel files.

**@. To capture window name** ---------- **driver.getTitle()** method can be used to capture window name

**@. To select the 2nd item in a List box or drop down** ----selectByIndex(index); index can start from zero

**@. How to maximize the browser in WebDriver** ------- driver.manage().window().maximize();

**N:** **Select** class is used to select an option from single select and multi select dropdown. Methods available in Select class getOptions(), **getAllSelectedOptions()**(return type is list of WEs), getFirstSelectedOption() (return type is single WE)…..

**N:** **isMultiple()** method is used to check whether a select element (dropdown) allows multiple selections or not.

**N: deselect** methods are used to deselect options from a multi-select dropdown ------- deselectByIndex(index), deselectByValue(value), deselectByVisibleText(text) and deselectAll()

**@. To Handle AJAX controls / AJAX calls / AJAX-based web applications using selenium (Ex. By typing in search engine h to cap the auto suggestions)**

AJAX stands for Asynchronous JavaScript And Xml. It allows the web pages to retrieve small amounts of data from the server without reloading the entire page. Ajax elements load asynchronously. Ajax means for example when we enter some text in the google textbox, it displays the auto suggested values that means that textbox is under AJAX control.The **biggest challenge in handling Ajax call is loading time of the web page.**Since the webpage is loading it will last only in fraction of seconds, it is difficult for the tester to test such application through automation tool. For that, Selenium WebDriver has to use Explicit wait with conditions like visibilityOfElementLocated() to ensure elements are ready before interacting with them to handle Ajax Call. So, by executing this wait command, the script will pause until specified timeout period for the expected value.

**@. To take specific cell data from excel(xls) file ------ &&&&& ------ #36b. To take or print data from XML file**

//to take/print data from excel first read the excel file up to the sheet. We can use the syntax like,

FileInputStream fi = new FileInputStream(“Path of the excel file”); ---------// to focus on particular file

XSSFWorkbook wb = new XSSFWorkbook(fi); ------- // to open particular workbook //.Xlsx - Excel 2007 OOXML onwards

XSSFSheet ws = wb.getSheet(“sheet\_name”); ---------// to focus on particular sheet

String cell = ws.getCell(columnID, rowID).getContents(); --------- //to take particular cell data from sheet

**@. To handle Flash objects and Desktop in Selenium**

We can use SIKULI to support Desktop, Flash objects and it is an add-on for Selenium. SIKULI is an open-source automation tool and this script can be developed by using JAVA.

|  |  |
| --- | --- |
| **@. To print data from notepad (txt file)** | **#40. To create and write data into txt file** |
| File f = new File(“E:\\data2.txt”); // to focus on parti file  FileReader fr = new FileReader(f);  BufferedReader br = new BufferedReader(fr);  String str;  while((str=br.readLine())! = null) {  system.out.println(str);  } | File f = new File(“E:\\data2.txt”); // to create file on spec loc  FileWriter fw = new FileWriter(f);  BufferedWriter bw = new BufferedWriter(fw);  bw.write(“Name”);  bw.newLine(); --------- // for next line  bw.write(“City”);  bw.close();  fw.close(); |

**Build:** Build is nothing but an executable code. It is a process of converting the source code into software system. There are number of steps to convert the source code to executable code those are,

* 1. Taking the source code from src repository
  2. Preparing a build area
  3. Compiling the source code
  4. Build the compiled code to executable code

**@. Ant or Apache Ant / Maven / Ant and Maven** ---- vpfpLr

Ant and Maven is Java based build automation management tools used to build the code. Ant will manage all the steps through **Build.xml** file. Whereas Maven through **pom.xml** file.

1. Maven is advanced version of Ant.
2. Maven is widely preferred than Ant because Ant is an older tool.
3. Maven follows strict conventions, Ant allows to define their own conventions.

**N:** Convention refers predefined, standardized practices and configurations that help guide and simplify the process of building, managing dependencies, and packaging software

1. Ant is procedural it means in Ant, we have to specify the order what should have to be done, whereas as Maven is declarative it means Maven takes care of all the directories that stored in the pom.xml file.
2. Ant doesn’t have a life cycle whereas Maven has a life cycle.
3. The scripts in Ant are not reusable whereas Maven comes with reusable plugins.

**@. Verify and Assert Commands**

**Verify** (verifyText, verifyTitle, verifyElementPresent, etc.) command is belongs to Selenium IDE and Selenium RC. It will check whether the element is present on the page. If the verified element is not available, verify command will not stop execution of Test Case. It will log an error and proceed with execution of rest of the Test Cases. In verification, all the commands are going to run guaranteed even when the test fails (it Verify the condition true or false)

**Assert** command is belongs to selenium WD. It will check whether the element is present on the page. If the asserted element is not available, assert command will stop execution of Test Case. It will log an error and not proceed with execution of rest of the TCs. In assert, the test will be terminated at the point where check fails. (it checks the cond)

**@. Selenium RC and WebDriver / Advantages of WebDriver over Selenium Server** ----bss ad

* + 1. With the WebDriver we can access all the latest browsers. Selenium WebDriver makes direct calls to browser by using each **browser native / built-in support** for automation, while using Selenium RC, it’s requires selenium-server to inject JavaScript into the browser while executing the program.
    2. If we are using Selenium-WebDriver, we don’t need the Selenium-Server it is using totally different technology
    3. WebDriver by default maintains page load synchronization, for page refresh we need to handle it.
    4. WebDriver having auto scroll down action into the application while executing the script.
    5. With the WebDriver we can effectively take the data from application.

**@. Your reporting method**

Bug Reporting is always a manual process. Getting the test report from automation tool and analyze the report for bugs. If identified bug, report the bugs to the developer by using any Bug reporting tools like QC, Bugzilla or JIRA.

**@. Bug report**

During testing testers record their observations, findings and documents a defect, including details like steps to reproduce, severity and screenshots is called Test record or Bug report.

**@. Defect tracker**

Defect tracker is a tool used to log, track and manage software defects, defect tracking tools are QC, Bugzilla or JIRA.

**@. To use selenium for performance testing**

Performance testing comes under non-functional testing. Selenium is afront end functional testing robust automation tool and it’s not for performa­nce testing but we can generate only the load by using Selenium.

**@. To get all the links in http://google.co.in**

Link means **Anchor tag** is common in any application. First Identify all the links by using **FindElements** and **tagName** attribute and get all the links to **List** variable and take the target link by using **for-loop** and **if** condition.

**@. JUnit and TestNG framework**

1. Both JUnit and TestNGare the open-source Unit testing frameworks supported by selenium.
2. We need to implement all the test methods very independently in Junit and not necessary in TestNG.
3. JUnit contains very limited annotations like @Before, @Test, @After, @Ignore and @RunWith whereas TestNG contains multiple annotations.
4. TestNG supports Grouping, parameterization, parallel execution and supports both java & .net.
5. TestNG provides html result file by default where as in JUnit it won’t provide html result file by default but it can generate XML reports that can then be converted to HTML using additional tools.

**@. If the default port of selenium is busy then which port you use**

Selenium by default uses 4444 port no. If the port is already used by any other server, then we can change it to any other 4-digit no. **Ex:** 5555 or 1234 or 5861

**@. Automation Lifecycle / H to start Automation / Approach / Plan**

Define scope: Identify what needs to be automated.

Select tools: Choose appropriate tools and frameworks (Ex: Selenium, TestNG)

Develop the Script: Write and organize the script.

Set CI/CD: Integrate with CI/CD tools for continuous testing.

Execute and maintain: Run tests, analyze results and maintain the automation suite.

1. First understand the Functional specifications of the project
2. Execute or Review all the manual TCs to get the func knowledge on appl and to identify the TCs for automation.
3. Choose Automation tool
4. require POC for the project
5. Design the framework (folder structure and required files (what kind of files we have to maintain), etc.)
6. Develop the framework it’s nothing but: Preparing the Test Scripts for all the identified Test Cases and Integrate these scripts with Framework for execution.
7. Before executing identify the build changes, if available update the script
8. Execute Test Scripts using different test execution approaches without any Issues. ------follow CV------

**@. Write a program to get all the text boxes in ‘mail.in’ register page using WebDriver**

List<WebElement> str = driver.findElements(By.tagName(“textbox\_tagname”));

for (int i=0; i<str.size()-1; i++) {

System.out.println(str.get(i).getAttribute(“id”));-------- //To print all id values

} **N:** textbox must contain type=’text’ AN=’AV’

**@. To mouseHover on one element by using WebDriver**

Actions act = new Actions(driver);

WebElement ele = driver.findElement(By.linkText(“About Us”));

act.moveToElement(ele).build().perform();

**N:** WebElement interface is used to assign or represents webpage WebElements.

**N:** Actions class is used to perform mouse operations such as mh action, drag and drop, double click and RC operations.

**@. DesiredCapabilities? H it is useful in terms of Selenium**

The DesiredCapabilities is a series of key-value pairs used to set the browser-specific properties like browserName, browserVersion, platformName, platformVersion, deviceName, automationName, app and Path of the browser driver in the system (good Ex is ‘System.setProperty()’). And also, determine the behaviour of the browser at run time. It can useful in terms of Selenium is,

* It is used to configure the driver instance of Selenium WebDriver.
* It is used to handle SSL certification error.
* When we want to run the Test Cases on different browser with different operating systems and versions.

**@. XPath and CSS selector**

Both XPath and CSS selectors are used to navigate XML document to find the WebElements in a web page. the primary difference between **XPath** and **CSS Selectors** is that, with the **XPath** we can traverse both f**o**rward (d**o**wnwards) and backward (upwards) in DOM, locate a parent element using child element and **select elements based on attributes and text.**

Whereas in **CSS selector** we can traverse only in f**o**rward (d**o**wnwards) in DOM. It supports attributes based on section but has limited capabilities compare to XPath. Although **CSS selector** performance is faster than **XPath**. It has following **Advantages and Dis-Adv over XPath**:

* **XPath engines are different in each browser but CSS is same for all browsers.**
* **XPath tends to become complex and hence make hard to read.**
* XPath not allow the Ends-with method to find the WebElements whereas CSS will allow this.

However, there are some situations, where we need to use XPath like **while searching for a Parent Element** and it is also useful **to identifying the Dynamic Elements** using XPath Axis.

**@. H much time we can save with automation testing**

It’s always depending on the **Application** and **complexity of TCs** but on average we can save around 50-60% of the time.

**@. To Scroll down and Scroll up in the browser**

Actions act = new Actions(driver); (**N:** Actions class is used to simulate input actions from mouse and KB on specific WEs)

act.keyDown(Keys.CONTROL).sendKeys(Keys.END).build().perform(); //To scroll down

act.keyDown(Keys.CONTROL).sendKeys(Keys.HOME).build().perform(); //To scroll up

**@. Test types that are supported by Selenium**

Selenium can be used to automate web applications and the test types can be supported into: front-end Functional robust [automation testing](https://www.guru99.com/functional-testing.html), Re-testing, Regression Testing, etc.

**N:** For **post release validation with CI** automation tools could be used: Jenkins, Hudson, Quick Build and Cruise control.
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Selenium RC and WebDriver are consolidated as a single tool in Selenium 2.0. Selenium 3.0 is the latest version from Selenium family. Selenium 3 used JSON wire protocol to interact with real browsers. It was released in 2 Beta versions with some of the added new features.

Selenium 4 introduces a new W3C (World Wide Web Consortium) WebDriver standard for better compatibility, enhanced support for modern browser features, improved debugging capabilities, selenium 4 also includes a new grid for easier management of test infrastructure.

**@. To find an element using Selenium**

#### In Selenium every object or control in a web page is treated as element, there are different ways to find an element in a web page by using 8 locator identifying mechanisms.

**@. Advantages or capabilities of Selenium** &&&& **Y testers should option for Selenium and not QTP ------** gLd

* First of all, selenium is open-source tool whereas QTP is a commercial tool.
* It sups mul lang’s like Java, Ruby, PHP, Python, JavaScript, C#, Perl, Groovy, Scala and QTP supports only VB script.
* It supports multiple browsers like FF, CH, IE, edge, safari and opera and QTP supports IE, CH, FF, MS Edge browsers
* It supports different OS like Windows,[Linux (Opera Br)](https://www.guru99.com/unix-linux-tutorial.html)& MacOS (Safari Br) and QTP supports windows only.
* Handling with multiple frames, popups, alerts and multiple browser windows.
* Page navigation and drag & drop.
* Handling with Ajax based UI elements.
* By using selenium grid component, **Distributed testing** can be carried out on remote machines.
* It has powerful methods to locate elements (methods like XPath, CSS selector).
* Selenium Test scripts can able to develop in various IDEs like Eclipse, Visual studio, NetBeans and IntelliJ………

A **Client**-**server Application** is a piece of software that runs on client computer and makes requests to remote server. Many such applications are written in high-level **visual** programming lang. Most business logic reside in thisapplication.

**@. Same origin policy? to avoid same origin policy**

The **“Same Origin Policy”** was introduced for security reason. It ensures the content of any site is never be accessible by a script from another site.  As per this policy, any code loaded within the browser can only operate within that website’s domain. To avoid “Same Origin Policy” **Proxy injection** method is used, in proxy injection mode the Selenium Server acts as a **client configured HTTP proxy**, which sits between the browser and application under test.

**@. sleep() and** **setSpeed() methods**

Both will delay the speed of execution.

**sleep()** is used to sleep the currently executing **java thread** for the given amount of time. It takes a single argument in integer format. It waits only once at the command given at sleep.

**Ex:** thread.sleep(2000) ---- It will wait for 2sec (-----It is also called static wait-----)

**setSpeed()** is selenium RC Command used to stop the execution of every **selenium command** for a given amount of time. It takes a single argument in integer format and runs each command after setSpeed() delay. This command is useful for **demonstration purpose** or if we are using a **slow web application**.

**Ex:** selenium.setSpeed(“2000”) ---- It will wait for 2 sec – sel RC cmd

**@. Four parameter we have to pass in Selenium** --------Host, Port Number, Browser, URL

**@. To submit a form using Selenium**

**submit()** method will use on any element to perform enter activity - ele.submit(); **N:**(instead of click() also we use)

**@. Which attribute should consider throughout the script in frame for “if no frame Id as well as name”**

driver.findElements(By.xpath(“//iframe”)) will return the list of frames and switch to each and every frame and search for locator which we want.

**@. @FindBy, findElement() & findElements() / Return types of both**

**@FindBy** annotation used in POM design pattern to store element

**findElement()** finds the **first** element within the current page using the given “locating mechanism”. It returns a single WebElement. If element is not found it throws NoSuchElementException.

**findElements()** find **all** the elements within the current page using the given “locating mechanism”. It returns a list of WebElements. If elements are not found it will give empty list with size ‘zero’.

**@. Type of Automation Frameworks and H to create those**

**Data Driven Testing / Framework** is a software testing method here test data is stored in spreadsheet format. Input values are read from external data files and stored into variables inside test scripts. Execute the Test Cases on multiple times with different set of test data and expect the test output in same table. It is also called Table-driven / Parameterized testing. Input data is stored in single or multiple data sources like .xls, .xml, etc...

**Keyword driven framework** uses keywords to define the actions to be performed and allowing non-technical users to create Test Cases. Basically, **Keyword driven framework** requires the development of data tables and keywords independent of the test automation these keywords representing an action.  In keyword driven test, the functionality of the application under test is documented in a table as well as step by step instructions for each test.

**Hybrid Framework** is a combination of one or more frameworks. Normally it is associated with POM Design Pattern, DD and Keyword driven frameworks.

**Behaviour-Driven Development (BDD)** Focuses on behaviour of the application using plane English language. It is a software development process that encourages collaboration between developers, QA testers and non-technical stakeholders to create a shared understanding of how the application should behave. Common BDD tools: Cucumber, SpecFlow..etc

**@. Can login into any site if it’s showing any authentication popup for password and username**

Pass the username and password with URL i.e., <http://username:password@url>

**isEmpty()** is commonly used with String, List, Set, Map, and other collection classes to check whether these String, List, Set, Map, and other collection classes contain no elements or no characters.

**@. To assert ‘text’ of webpage using selenium 2.0**

WebElement element = driver.findElement(By.LN(“LV”)) ------ //first we have to create reference to WebElement

String actText = element.getText(); ------ //To get test from element and stored in String variable

String expText = “Selenium WebDriver”;

Assert.assertEquals(**a**ctText, **e**xpText, “if test fails user message will print”); //To assert text from expected

#### **@. Selenium Grid working**

#### [Selenium Grid](https://www.guru99.com/introduction-to-selenium-grid.html) first send tests to the hub and these tests are redirected to Selenium WebDriver, which launch the browser and run the test with entire test suite. **Adv:**

* It allows running the Test Cases in parallel so that the test execution time can save.
* It allows cross-browser testing.
* It allows cross-platform testing.

**@. H can find Broken Links / images in a page using Selenium WebDriver** (EX49,50) ------- vibuL

Due to existence of broken links, the website reputation gets damaged and there will be a negative impact on business. So, it’s mandatory to find and fix all the broken links before release the application. To find the broken links in a page by using Selenium WebDriver is,

* First Get all the links/image links in the page by using **findElements()** and **tagName(**img/a**)** and assign to **List** var.
* Readall the Attribute values of image/link with the help of loop condition and **getAttribute(**“src/href”**)**
* Create object to **URL** class.
* openConnection to **HttpURLConnection** abstract class with src/href link.
* Next connect to each and every link.
* get HTTP status code in the target page by using httpurlconnection**.getResponseCode()** method
* And get response message using httpurlconnection**.getResoponseMessage()** method

Let’s see some of the HTTP status codes

200 – Valid Link

500 – Internal Server Error

400 – Bad request

401 – Unauthorized

404 – Link not found/Page not found

**N:** **href** (Hypertext REFerence) is an attribute of anchor tag which is used to identify the sections within the document.

**N:** **manage()** provide access to various options and settings of the WebDriver instance.

**@. Object Repository**

An Object repository is a centralized storage location for all the objects (WebElements) that are used in test scripts. It provides a way to maintain these objects separately from test scripts. We can create Object Repository using **POM** design patterns with **@FindBy** annotation or will use properties file……

**@. While injecting capabilities in WebDriver to perform tests on a browser which is not supported by a WebDriver? Limitation that one can come across** ---Major limitation is that “findElement” command may not work as expected.

**@. Can handle colors in WebDriver ---** Ref: WD\_Examples\EX60\_getCssValue, EX54\_HandleColorsWithWD

To handle colors in WD we use ele.getCssValue("background-color") fun to get the colors by sending ‘color ID’ as arg.

**@. SVG elements** Ref: TestNG\TestNG\_with\_WD\InvocationCount, WD\_Examples\EX62\_SVG\_Elements\_Handling, EX39b\_Read\_Tooltip\_SVG\_eles\_Headless

SVG elements can easily create and can easily edit

**Syntax:** //\*[name()=’tagName’] (or) //\*[local-name()=’tagName’]

**Ex:** Tag to tag navigation – //\*[name()='svg']//\*[name()='rect'] svg, rect - tags

Tag level navigation – //\*[name()='svg' and A\_N='A\_V']

**@. Using WebDriver how you can store** / **input** / **enter a value to text box / without using sendKeys()**

**sendKeys(“**our\_value**”)** method will used to store a value which is in text box. without using sendKeys() we use **JsE**.

**@. Frame / To switch between frames / To move to a particular frame in selenium**

Frames are html elements that embed to another htm page within the main webpage. Must switch to the frame before interacting with elements inside it. **driver.switchTo().frame()** method is used to switch between the frames in WebDriver it can takes one of the three possible arguments.

* Select the frame by its index.
* Select a frame by its name or Id attributes (name = String frame name & id = attribute value of id).
* Switch to frame by WebElement: Use any locator method to locate the frame element - Ref: WD\_Examples\EX59 \_iFrame\_Maps\_EReport

**Ex:** WebElement frameoriframeelement = driver.findEelement (By.id("frame-id\_Value"));

driver.switchTo().frame(frameoriframeelement);

**N:** Nested Frames (child frame to parent frame): driver.switchTo().parentFrame(); Ref: Java\_WD\_Ex\src\WD\_Examples

**@. 5 different exceptions had faced in Selenium WebDriver**

#### Some of the exceptions will occur while using Selenium WebDriver those are:

* WebDriverException: If we try to perform an action when the WebDriver connection is in closed state.
* BrowserNotConnectedExcp: Browser unexpectedly disconnects or shuts down before the execution finished.
* NoAlertPresentException
* UnExpectedAlertPresentException
* NoSuchWindow/Element/Frame/AttributeException
* TimeoutException
* **InvalidElementStateException:** If element is disabled or wrong action performed, then we will get this exception.
* **IlegalStateException:** is a common Java runtime error that occurs when an operation is invoked at an improper or time in the program's execution or improper initialization. For ex: If we don’t write system.setProperty and try to launching the browser then will get this Exception.

**@. Perform double click**

**Actions act = new Actions (driver);**

**WebEelement ele = diver.findElement(By.LN(“LV”));**

**act.doubleClick(ele).build().perform(); ////// build()---for compile & perform()---for execute**

**@. HTMLUnitDriver ---Or--- Which WebDriver implementation is fastest**

HTMLUnitDriver implementation is fastest unlike other divers (geko, ch...). It is non-GUI and does not execute tests on browser but **plain http request**, which is far quick than launching a browser and executing tests.

**@. To upload a file using Selenium**

* If the input is accessible we can use .sendKeys() to send file path to file input field

**Syn:** driver.findElement(By.id(“uploadEleID”)).sendKeys(“path/to/file”); //path/to/file – “c:\\path\\to\\file.txt”

* If the input is non-accessible we have to use tools like Robot class in JAVA, AutoIT, or JavaScript based solutions

**@. To Downloading files using selenium**

Downloading files using Selenium requires some configuration because Selenium doesn't handle downloads directly. However, we can set browser preferences to automate file downloads.

ChromeOptions ops = new ChromeOptions(); ops.addArguments(“download.default\_directory=D:\\Downloads”);

**@. To switch back from a frame** ------ driver.switchTo().defaultContent();

**@. getWindowhandles() and getwindowhandle()**

getwindowhandles()is used to return the id’s of the all opened windows and its return type is String.

getwindowhandle()is used to return the id of the current window where the control is there and its return type is String

**N:** In order to display the **value of a variable** / **string** **content** in console we have to use the **system.out.println()** cmd.

**@. To use ‘recovery scenario’ with Selenium**

Recovery scenarios depends upon the programming language which we use.  If we are using Java then we can use **Exception Handling** technique to overcome same by using “**try-catch Block**” within our Selenium WebDriver tests.

**@. Mention in what ways you can customize TestNG report**

There are two ways to customize the TestNG report those are: Using **ITestListener** **Interface** &&&& **IReporter** **Interface**

**@. To insert a break point in Eclipse**

While working with Eclipse IDE to insert and remove Break points we have to follow the same procedures as below:

* By right click on the line where we want to insert break point and click on “Toggle break point” **Or** Focus on particular command and press “ctrl+shift+B” on the keyboard to select the command in Selenium.
* Multiple break points can be set in IDE.

**@. To debug tests in Eclipse / Steps to dbug**

* First insert the break point at required locations from where we want to execute the script step by step.
* Execute the program by perform context click and select ‘Debug As’ **-->** ‘java application’
* Give confirmation on ‘Confirm Perspective Switch’ window by click on ‘switch’
* At given break point the execution will be paused.
* To continue with the next statement, click on the ‘**Step Over (F6)**’ button for moving each step.
* Step over (f6) – Step by step Execution
* Step into (f5) – Navigate to inside function
* Step return (f7) – Return from inner function
* Resume (f8) – Navigate from breakpoint to breakpoint
* While debugging the script step by step we have to identify the variable values on debug console.
* Click on the “Run” button to continue the execution of remaining program at a time.

**Use:** To find errors in program code and step by step verification.

**Ways to Debug:** Eclipse Debugger, Dynamic debugging technique and online debugging tool.

**@. APIs available in selenium to support Browsers / Drivers** ----- HUD-HtmlUnitDriver HU-HtmlUnit

CD for ChB, gD for FFB, SD for SB, HUD for HU headless Browser, Android - AndroidD/AppiumD, ios – XCUITestD/SafariD (for mobile) (ios, Android- mobile OS platforms, Appium-automation tool)

**@. To handle network latency in selenium** ----- driver.manage().timeouts().pageLoadTimeout(Duration.ofSeconds(10));

**@. To retrieve the message in an alert box** -----driver.switchTo().alert().getText()

**@. To generate pdf reports what Java API is required** ----- To generate pdf reports in java, we need **iText** jar files

**@. To verify the specific position of a WebElement** ----- EX55

**@. To find XPath for any WebElement which contains no attribute** -----By using XPath functions text() and contains()

**N: IntelliJ** is an IDE that helps to write better and faster code it can be used as option like NetBeans and Eclipse.

**@. To confirms an identified object using selenium** Ref: Java\_WD\_Ex\src\WD\_Examples\EX66\_isElementPresent.java

In WD **isElementPresent(ele)** command is not a built-in method. This user defined method is used to check whether the specified element is present or visible on webpage. it takes element locator as argument. If found that element, it will return a Boolean value.

**@. Break points and Start points in selenium**

**Break Points: It** is for debugging purpose. When we insert a Break Point in our code, the execution will stop here. This helps to verify that, is our code is working as expected or not.

**Start Points:** Start Point indicates that the point from where the execution should begin. Start Point can be used when we want to run the script from the middle of the code or a breakpoint.

**@. To choose Python over Java in Selenium ----** russ

* Java programs tends to run slower compared to Python programs.
* Java uses traditional braces to start and ends blocks, while Python uses indentations.
* **J**ava employs **s**tatic type checking while Python is dynamically typed.
* Python is simpler and more compact compared to Java.

**N:** Java uses **static type** **checking** to analyse the program during compile time to prove the absence of **typing errors**. The basic idea behind this is to never let bad things happen at runtime.

**N: Indentation** in **Python** refers the **spaces** and **tabs** are used at the beginning of a statement while writing the program

**@.** [**TestNG**](https://www.guru99.com/listeners-selenium-webdriver.html) **Listeners**

* **IAnnotationTransformer** is used to transform/modify the content of all the annotations at runtime. (used in retry logic).Ref: TestNG\ReRun\_Failed\_TCs\_usingIAnnotationTransformer
* **IConfigurationListener** is invoked before and after the test configuration methods. It triggers only when the configuration methods pass, fail, or skip.
* **IExecutionListener** is invoked at the beginning and ending of a test run.
* **IHookableListner** is used to execute any code before and after a test method, test configuration method, or suite.
* **IInvokedMethodListener** is performs some tasks before and after the method execution.
* **IMethodInterceptor** is used to add an interceptor to test method invocation.
* **ISuiteListener** is invoked before and after a suite is run.
* **ITestListener** is invoked before and after a test is run and on test success or failure.

**@.** [**WebDriver**](https://www.guru99.com/listeners-selenium-webdriver.html) **Listeners**

* **WebDriverEventListner** is an interface that contains methods for listening WebDriver events.
* **AbstractWebDriverEventListner** is an abstract class and it implement the **WebDriverEventListner** interface.
* **EventFiringWebDriverListner** class wraps up a WebDriver instance and enables the firing of WebDriver events
* **WebDriverListnerManager** is a class that manages the registered listeners and notifies them of the events.

**@. Use cases of WebDriver Listeners and TestNG Listeners**

* Logging test results
* Taking screenshots of test failure
* Analysing browser logs
* Capturing performance metrics

**@. For Database Testing in Selenium WebDriver what API is required**

For [Database Testing](https://www.guru99.com/data-testing.html) in Selenium WD, we need JDBC (Java Database Connectivity) API. It allows to execute [SQL](https://www.guru99.com/sql.html)stmt’s

**@. Mention when to use AutoIT**

Selenium is designed to automate web-based applications on different browsers but to handle window based and non-HTML popups in the application we need to use AutoIT.

**@. Do we need Session Handling while working with Selenium** Ref: Java\_WD\_Ex\src\WD\_Examples\EX67\_SessionHandling

Session handling in Selenium WebDriver involves managing the connection between the WebDriver and the browser instance, ensuring that commands are sent to the correct browser session, and maintaining that session across different parts of our code. **Adv:** Reusing Browser State and Data (Ref prog), Improving Test Performance, etc.

**@. Advantages of Using GitHub for Selenium**

* When mul people have to work on the same proj, they can update the proj details to other mem’s in team simul.
* Jenkins can help to build the project from remote repository regularly and this helps to keep track of failed builds.

**@. XPath / Main features of XPath / XPath syntax** **/ XPath expressions ---** ps

XPath stands for **X**ml **Path**. When id, name, className is not present we go for XPath. It uses the path expressions to traverse the elements or attributes in an XML document. XPath expressions are care sensitive. XPath specifies seven types of nodes those are: Root node, Element node, Text node, Attribute node, Comment node, Processing-Instruction node, and Namespace node.

**@. Types of location paths in XPath? Use of this**

There are two types of location paths are used to specify the location of node in XML documents. Those are **Absolute path** and **Relative path**.

**@. Functions available in XPath:** text(), contains() & starts-with()

**@. Absolute path in XPath**

Absolute XPath is a way of locating an element using XML expression and it starts from the root node **or** document node. It begins with the single forward slash (/). The main disadvantage of absolute XPath is even a slight change in the UI or any element the hole absolute XPath will get fail and also it is complex to read.

**@. Relative path in XPath**

Relative XPath is a way of locating an element using XML expression and it starts from any middle node that we've selected. It begins with the double forward slash (//). In Relative XPath there are different ways to creating robust XPaths (it is unaffected by changes in other UI elements).

**@. XPath Axes** ---- <https://www.way2tutorial.com/xml/xpath-axes.php> &&& https://www.softwaretestinghelp.com/xpath-axes-tutorial/

XPath Axes are used to identify elements by their relationship like parent, child, sibling, etc. Those are:

**‘Self’ -** is used to get the current node (context node)

* **‘child’ -** is used to get the child of current node.
* **‘descendant’ -** is used to get child and grandchild’s (child-of-child’s) of **current node ---** //\*[@AN=’AV’]//descendant::a
* **‘descendant-or-self’ -** is used to get current node (self), child, child-of-child (grandchild), etc.
* **‘parent’ -** is used to get the parent of current node.
* **‘ancestor’ -** is used to get parent, grandparent’s (parent-of-parent’s) of current node till root node.
* **‘ancestor-or-self’ -** is used to get the current node (self), parent, parent-of-parent (grandparent), etc.

**‘preceding’ (**Before**) -** //\*[@A\_N=’A\_V’]//preceding::tag – (here sibling is not mentioned so it will navigate through tags only). It takes all the elements that come **before** the context node to till end node. It may be parent or gp node.

**‘following’ (**After**) -** //\*[@A\_N=’A\_V’]//following::tag[1] – (here sibling is not mentioned so it will navigate through tags only). It takes all the elements that come **after** the context node to till root node. It may be child or gc node.

**‘preceding-sibling’ -** Here sibling is mentioned so it will get **before** the context node sibling.

**‘following-sibling’ -** Here sibling is mentioned so it will get **after** the context node sibling.

**@. Categories of XPath operators**

XPath operators are used to perform some special operations in XML document.

* Athematic Operator (+(//input[@id='price' + 1]), \_, \*(//div[@count \* 2]), div(//div[@price div 2]), mod(//input[@id mod 2 = 0]) )
* Comparison Operators (=(//input[@id='username']), !=(//input[@id!='username']), <(//input[@price<50]), <=(//input[@price<=50]), >(//input[@price>50]), >=(//input[@price>=50]) )
* Filter Operators ([](//div[@class='container']), @(//input[@type='text']), `(Union operator, combines node sets) )
* Logical Operators (and(//input[@type='text' and @name='username']), or(//input[@type='text' or @name='password']), not()(//input[not(@disabled)]))
* Node Operators (//(//input (all input elements in the document)), /(/html/body/div), .(.//span), ..(//span/..), \*(//\*[@id='main']))
* Position Operators ([n] (//ul/li[1] (first list item)), last()(//ul/li[last()] (last list item)),position()(//ul/li[position()<=3]))
* String Operators (contains(), starts-with(), text(), normalize-space())

**@. List of standard functions in XPath**

text(), contains(), starts-with(), normalize-space() (//button[normalize-space(text())='Submit']), not() (//input[not(@disabled)]), position() ((//div[@class='example'])[position()=1]), last() ((//li[@class='item'])[last()]), substring() (//div[substring(@id, 1, 4)='test']), substring-before() ( //div[substring-before(@id, '-')='menu']), sunstring-after()(//div[substring-after(@id, '-')='item']), and/or, string-length()(//div[string-length(text())>10]), name() (//div[name()='span']), local-name() (//\*[local-name()='div']), round() (Rounds a number to the nearest integer), floor() (Rounds down to the nearest integer), ceiling() (Rounds up to the nearest integer).

**@. XPath Comparison operators** are used to compare one value to another value. Those are: =, !=, <, >, <=, >=

**@. XPath Boolean operators** are used to combine or exclude keywords. Those are: AND, OR, NOT etc.

**@. XPath Number operators** are used to perform mathematical operations on diff. kw’s. Those are: +, -, \*, div, mod(%)

**@. XPath String functions** are used to deal with string content according to our preferences.

**@. XPath nodes / To define relationship among nodes**

There are different types of nodes in XML document. All these nodes are related to each other in the form of **tree structure** based on this structure we can define the relationship among the nodes. These nodes are: Parent, Child, Sibling, etc. The top most node of the tree is called **Root Node**.

**@. To check a checkbox in selenium**

click() is used for clicking buttons or radio buttons. isSelected() is used to check whether CB or RB is checked or not.

**N: Instead of click()** we can use Keyboard events i.e. **sendKeys(Keys.ENTER)** /**submit()** methods to perform click activity.

**N:** To copy text from user name edit box and paste in password field with the help of **KB Events**.

**@. get() and navigate().to() method**

When we use **get()** method to navigate particular URL, the WebDriver will wait until the page is loaded (i.e. after refreshing the page) and It doesn’t maintains browser history or cookies to navigate back or forward in browser hist. When we use **navigate().to()** method to navigate particular URL, the WebDriver will go to next step in the script to execute the script irrespective of page is loaded or not (i.e. without refreshing the page) so it may have chance to get exception. It maintains browser history or cookies to navigate back or forward in browser history by using driver.navigate().forward() & driver.navigate().back() methods.

**@. Atomic value in XPath ------** Nodes that has no parent node or child node are called as **Atomic values** in XPath.

**@. pom.xml**

**pom**.**xml** is a file which contains project configuration details (such as dependencies, build configurations like (build directory, source directory, test source directory, plugin, goals, etc.)) used by Maven to build the project. In normal project development, we have to add libraries manually as required. In **pom** context we call those libraries as **dependency’s**. In **Maven based** development, require **dependency’s** can added to the project using **pom.xml inside the dependency tag** and then save the file then libraries will automatically download and add to our project. Just by changing the version number in dependency the libraries will automatically update. Maven reads the pom.xml file and executes the goal.

**@. Software Metrics can used in project ----** pqr

A **Software** **Metrics** are used to measuring the software performance, productivity, planning work items, quality, risk etc. It can be classified into 3 types those are:

* **Product metrics** describe the product char’s such as size, complexity and design features.
* **Process metrics** can be used to improve software development and testing process such as effectiveness of defect removal during development and pattern of testing when defect is arrival.
* **Project metrics** describe the project characteristics such as staffing pattern over software life cycle (number of software developers, Testers are required, etc), cost, schedule and productivity.

**@. To handle Dynamic Elements since the webpage is designed in AngularJS**

Different ways to handle dynamic element and to construct a **Generic XPath**. It is very helpful while handling dynamic elements. In few scenarios, the element attribute values change dynamically. **For Ex** let us consider the ‘id’ of a username field is ‘username\_123’ and the XPath will be *//\*[@id='username\_123′]* but when we open the page again the ‘id’ of ‘username’ field might have changed and the attribute value may be changed to ‘username\_234’. In this case, the test will fail because the WebDriver could not find the XPath we have passed earlier as the ‘id’ of the field has changed to some other value. There are many approaches that depending upon the type of problem like If some part of the attribute value changesor If entire value of the attribute changes dynamically:

**1)** XPath with contains --- //\*[contains(@id,'username')] (If some part of the attribute value changes it will work)

**2)** XPath with starts-with --- //\*[starts-with(@id,'username')] (If some part of the attribute value changes it will work)

**N:** ‘contains()’ will checks whether the ‘id’ of the attribute ‘value’ contains the specified substring and starts-with() will checks whether the ‘id’ of the attribute ‘value’ must starts with specified substring.

**3)** XPath with OR/AND --- //\*[@A\_N1=’A\_V1’ OR/AND @A\_N2=’A\_V2’]

**4)** We can create generic XPath with the help of **XPath Axis** also.

**@**: If id of ‘login’ field changes dynamically and there is no constant value to use **contains()** & **starts-with()** methods.

**Sol:** Selenium provides different methods to use **sendKeys()** with **fun keys** like TAB key, ENTER key and KB Events……

**@. Which scenario can’t be automated**

Dynamic content: Highly dynamic or interactive content that changes frequently.

Visual or subjective validation: Some scenarios requiring human judgement or visual inspection.

Complex workflow: Complex end-to-end workflows requiring real-time human interaction.

**@. Elements in pom.xml (Elements inside Dependency’s tag)**

For creating a simple pom.xml file, we need some elements those are:

|  |  |
| --- | --- |
| **Element** | **Description** |
| **Project** | It is the root element of pom.xml file |
| **modelVersion** | It specifies the version of the Maven POM model used by the project. By default, it should be 4.0.0 |
| **groupId** | It specifies the id for the project group. |
| **artifactId** | It specifies the id for the project artifact (i.e., proj name). An artifact is something either produced or used by a project. Ex’s of Maven produced artifacts are: JARs, source, binary distributions and WARs. |
| **Version** | It specifies the version of the artifact under given group. By default, it should be 0.0.1-SNAPSHOT |
| **Packaging** | defines pack’ng type such as .Jar (java archive file), .war(web archive file), .ear(enterprise archive file) |
| **Name** | defines name of the maven project |
| **url** | defines URL of the maven official website |
| **Description** | define a simple description regarding project |
| **Dependencies** | define dependencies for this project |
| **Dependency** | define dependency for this project and it can keep inside dependencies tag |
| **Scope** | define scope of the maven project. It can be provided, compile, runtime, test and system. |

**@. Can use close() and quit() together**

Yes, we can use close() and quit() together in Selenium. These both are used to end a session in Selenium. close() will close the current window **and** quit() will close all open windows and end the session related to WebDriver.

**@. To build the maven project / To add dependency’s in pom.xml**

Maven is java-based build automation management tool that allows to import dependencies into our projects. If we create a maven project by default pom.xml file will create. Using this pom.xml file as a template, we need to add **tags** inside pom.xml file. In order to use Maven, it is necessary to explicitly add required dependencies to **pom.xml** file and save the file then that dependencies will automatically download, add and update.

1. Download **Apache Maven** ([apache-maven-3.8.1-bin.zip](https://mirrors.estointernet.in/apache/maven/maven-3/3.8.1/binaries/apache-maven-3.8.1-bin.zip))from internet and un-zip it.
2. Set Environment variables in local system.

* M2\_HOME --- RC on This PC 🡪 Properties 🡪 Adv Sys Settings 🡪 Env var’s 🡪 click on ‘New’ under ’Sys Vars’ 🡪 set “**variable name**” as “**M2\_HOME**” and “**variable value**” as “Location of folder where the maven is”
* MAVEN\_HOME --- again click on ‘New’ under ’Sys Vars’ 🡪 same as above

**N:** some programs look for try to find M2\_HOME or MAVEN\_HOME that’s why I added both the variables

* Path --- select ‘path’ under Sys Vars 🡪 Edit 🡪 New 🡪 add **.bin** path 🡪 OK

1. To check installation was done or not 🡪 go to CMD and check maven version by using “mvn -version”
2. Install maven plugin (i.e., Maven Integration for Eclipse (Luna/Mars) 1.2.0) in Eclipse.

## Create Maven project: File 🡪 New 🡪 Project 🡪 Maven 🡪 Maven Project 🡪 Next 🡪 Give workspace location 🡪 Next 🡪 Catalog (Internal) and Select an Archetype i.e., ‘maven-archetype-quickstart 1.1’ 🡪 [Next]

## Specify the archetype parameters those are GroupID and ArtifactID (Proj name) by giving these by default version (0.0.1-SNAPSHOT) and ‘package (GroupID.ArtifactID) under src/test/java folder’ will show and click on [Finish]

1. There are two folders will create by default **src/main/java** (maintain **1) Utilities folder** like DataProviders (tdcf), ExtentReportManager, XLUtility (tdcf) and also Test Data files like excel file, properties files...etc) **2) Resources folder** Log4j.xml file (for Log4j configuration) and routes.properties (maintain URL in k,v pair format) --- tdcf - Test data configuration file and **src/test/java** (this folder is used to create automation test scripts
2. Add necessary dependencies by copying it from ‘mvnrepository.com’ and paste inside the dependencies tag and save pom.xml file then only the jars will download and added to project it can see in “Maven Dependencies” folder
3. Prepare the script.
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5. testng.xml will specify along with maven-surefire-plugin tag. ‘maven-compiler-plugin’ is for compilation purpose and ‘maven-surefire-plugin’ is responsible to execute our script through pom.xml. pom.xml will control our test execution by testng.xml file by specifying testng.xml file inside <build>.

* Browser 🡪 search for ‘Maven Surefire Plugin’ 🡪 click on ‘usage’ under OVERVIEW 🡪 copy <build>..</build> tag only 🡪 paste above the <dependencies> below the ‘</properties>’
* While running through pom.xml our Test Execution is completely depending upon the testng.xml because we specified testng.xml file is kept inside <suiteXmlFiles>

1. To execute the script RC on pom.xml (Run As 🡪 8 Maven test)
2. If we get error regarding “Source option 5 is no longer supported. use 7 or later” or “Target option 5 is no longer supported. use 7 or later” to overcome these errors add two tags inside <properties> those are <maven.compiler.source>7</maven.compiler.source> and <maven.compiler.target>7</maven.compiler.target> and then save pom.xml
3. Execute the script

**Adv:** Maven is used to build the project and to download, add, update libraries to project. Compile and execute the project without using eclipse. We can able to run the script through CMD, batch file, pom.xml file and Jenkins, etc.

**Maven commands:** Toexecute maven proj through cmd / powerShell win must need to install maven on local machine.

**N:** To Run Test Cases from powerShell window

Goto proj directory 🡪 Shift+RC on mouse 🡪 select "open PowerShell window" 🡪 "mvn clean install / test" 🡪 Enter

**==>** **mvn clean** will clean maven artifacts that was created by previous maven builds

## N: To compile the project

Goto proj dir 🡪 open dir (copy path) 🡪 open CMD 🡪 f: 🡪 **E** 🡪 cd paste\_copied\_path 🡪 **E** 🡪 mvn clean compile 🡪 **E**.

**N:** To Run Test Cases from command prompt

Goto proj dir 🡪 open dir (copy path) 🡪 open CMD 🡪 f: 🡪 **E** 🡪 cd paste\_copied\_path 🡪 **E** 🡪 mvn test 🡪 **E**.

**N:** To Run Test Cases from .bat file

🡪 Open notepad 🡪 f: 🡪 Save As with extension .bat 🡪 double click on .bat file

cd paste\_copied\_path

mvn test

**Repositories in maven:** Maven Repository holds the dependencies and build artifacts (jars, war, plugins…...). There are two types of repositories in maven those are: **Local** and **Remote**:

**Local Repository** will get generate in our local machine (**.m2** directory) by executing maven command.

**Remote Repository** is a custom repository it will create by organisations for those need.

**N: Type of class in utility package:** ExtentReport, ScreenShotUtility, JSONReader, RetryListner and AssertionService.

**Maven Plugins:** There are two types of maven plugins are available. Those are:

**Build plugins** are executed during the build. These are declared inside <build> in pom.xml file.

**Reporting plugins** are executed during the site generation. These are declared inside <reporting> in pom.xml file

**Other plugins supported by maven project: Core Plugins:** A list of maven core plugins are --- ccd fir ssv

|  |  |
| --- | --- |
| Clean | Clean up after build (clean the artifacts that was generated by the previous builds). |
| Compiler | Compiles java source code. |
| Deploy | Deploy the build artifact into remote repository. |
| Failsafe | Runs the JUnit **integration tests** in an isolated classloader. |
| Install | Install the build artifact in local repository. |
| Resources | Copies the resources to output directory including JAR. |
| Site | Generate a site for the current project |
| Surefire | Run the JUnit **unit tests** in an isolated classloader. It used to run our tests through pom.xml file |
| Verifier | Verifies the existence of certain conditions. It is useful for integration tests. |

1. **Maven Build Phases / Lifecycle**: Maven build lifecycle goes through a set of stages, they are called build phases. There are 3 main types of lifecycles in maven.
2. **1) Default lyfecycle** is the primary lifecycle used to build, test, & deploy a proj. It includes the following phases in order:

|  |  |
| --- | --- |
| Phase | Description |
| Validation ph | Validates the project structure and ensures all required information is available. |
| Compile ph | Compiles the java source code of the project. |
| * Test | Execute the build using a suitable testing framework (e.g., JUnit) without packaging the code. |
| * Package | Jar (java archive file), war(web archive file), ear(enterprise archive file) |
| Verifier | Verifies the existence of certain conditions. It is useful for integration tests. |
| Install | Install the build artifact in local repository. |
| Deploy | Deploys the build artifact into remote repository for sharing with other team members. |

1. **N:** Maven can build any number of projects into desired output such as .jar, .war,.ear…
2. **2) Clean lifecycle:** This lifecycle handles project cleaning, ensuring the build environment is fresh. Its phases include:

|  |  |
| --- | --- |
| Phase | Description |
| pre-clean | Executes actions needed before cleaning. |
| clean | Deletes the output of the previous build. |
| * post-clean | Executes actions needed after cleaning. |

1. **3) Site lifecycle:** This lifecycle is for generating project documentation and reports. Its phases include:

|  |  |
| --- | --- |
| Phase | Description |
| pre-site | Executes actions before generating the site. |
| site | Generates the project site documentation. |
| * post-site | Executes actions after site generation. |

**@. Test cases can be automated per day**

The efficiency of our tests is always Depends upon the **Application** and **Complexity of Test Cases**. It includes 1. Analyzing Test Cases 2. Developing the script 3. Executing and Debug the script 4. Stabilizing the script.

**@. To estimate the time to automate a scenario**

Various factors should consider to estimate the time for Selenium specific project those are:

1. **Scope of the project**
2. **Complexity of application**
3. **Use of supporting tools/technologies**
4. **Environment setup**
5. **Implementing the Framework**
6. **Scripting and Reviewing**
7. Capability and experience of the testing team (i.e., Experience with testing tool, framework and environment).

**@. If the element is not present, how will print the Element is not present message**

WebElement element = driver.findElement(By.LN(LV));

Assert.assertFalse(element.isDisplayed()); **(or)** Assert.assertNull(element);

**isElementPresent()** is used to check whether the element is present on DOM. It returns Boolean value. It is not a built-in method.

**isDisplayed()** is used to check whether the element is visible or not on the web page.

**@. To check the Actual vs Expected Result**

Comparison Testing is helpful to determine whether our Test Cases result is pass/fail. After performing the test, tester will get Actual Result (Actual Outcome). It is always documented along with the Test Case during the test execution phase. This Actual Result is compared with the Expected Result and the deviations are noted. If any deviation then we log as **defect** and that defect goes through the defect life cycle. After getting the Actual Result only we can mark whether the scenario is pass or fail. Comparison test tools enables to mark the date and time stamp in result.

**Comparing Automated Testing Tools:**Selenium WebDriver, Katalon Studio and Unified Functional Testing (UFT).

**@. URL and a URI**

**URI** stands for Uniform Resource Identifier and **URL** stands for Uniform Resource Locator. **URI** is name and address (Locator) for online resource whereas **URL** is just address (**L**ocator) for online resource. **URLs** is a subset of **URIs**.

**@. Defect lifecycle**

Defect lifecycle is a process of defect goes through from identification to resolution including status like New, Open Fixed and Closed. The cycle begins when a fault is discovered and concludes when the defect is closed after it has been verified that it will not be recreated.

**@. 'Defect Triage' / Need of 'Defect Triage'**

Defect triage is a process here each bug is prioritize based on its severity, risk, amount of time it will take to fix the fault, etc. It is used to define the severity and priority of defects, make changes as per need and assign resources. Mainly it is useful in Agile project management.

**@. Mandatory and other participants of 'Defect Triage'**

**Mandatory Participants:** Project Manager, Technical Lead/Development Lead, Test Lead

**Optional Participants:** Developers, Testers, Business Analyst

**@. Roles and Responsibilities of participants during 'Defect Triage' / What happens during DTM / outcome of DTM**

* During the defect triage meeting, each defect is analysed to see whether right **Priority** & **Severity** was assigned to it.
* If needed re-assign the priorities and discuss the reason with each attendee so that other members can understand the **Root Cause** of defect.
* Determine the order in which defect should be fixed.
* Updates will capture in bug tracking system.

**@. TestNG Annotation**

TestNG Annotations are used to control the flow of execution (like sequence and priority) of test methods. These are easily inserted inside the program. Which allows to execute our code before and after certain points.

**Hierarchy of the TestNG Annotations:**

* @BeforeSuite: under this annotation method will execute before the execution of <suite> (this is at suite level)
* @BeforeTest: under this annotation method will execute before the execution of <test> (this is at test level)
* @BeforeClass: under this annotation method will execute before execution of class
* @BeforeMethod: under this annotation method will execute before the execution of each and every @Test ann
* @Test: @Test annotation indicates that this particular method is in test environment
* @AfterMethod: under this annotation method will execute after the execution of each and every @Test ann
* @AfterClass: under this annotation method will execute after the execution of class
* @AfterTest: under this annotation method will execute after the execution of <test> in xml
* @AfterSuite: under this annotation method will execute after the execution of <suite> in xml

**@. Annotation with real time use**

@BeforeSuite //configure Extent report tool to customize reports

@AfterSuite //close connection of extent report and get the execution report backup

@BeforeClass //gobal configuration like launch browser

@AfterClass //close browser

@BeforeMethod//login

@AfterMethod //logout

@Test //actual test scripts

**@. H many Sprints have worked and how often will get Sprints**

My current organisation sprint structure is around 3 weeks of development and 4th week allows us to show the progress to the client, deploy it for testers, eliminate bugs and discuss about the next sprint.

**@. POM design pattern / Adv’s / important parts in POM / Lazy Initialization Technique / Diff bn POM and PgeFactory**

POM is a design pattern it helps to create object repository for WebElements while implementing the framework. Here element identification code (WebElements identification methods belongs to the page) and validation codes are kept separated. For each page of the application a class is created. Here each WebElement returns the identification value. Test scripts are maintained in separate class and page object methods are call from the test scripts file to perform operations. In selenium-java POM is implemented, with the help of **@FindBy** and **PageFactory** annotations. There are 3 steps in POM those are Identification (Identifying the elements with @FindBy annotation), Initialization (initialize the elements inside the constructor by using PageFactory annotation), Declaration (creating action methods to WebElements and utilize these methods). If element is not found in POM we will get **StaleElementRefferenceExcp** and if PageFactory is not used to initialize WebElements we will get **NullPointerExcp**.

**Adv:**

* We can create an Object Repository using POM design pattern.
* For any change in UI (r WebElements) only page object files are need to be updated leaving test files are unchanged.
* It makes code reusable and maintainable.
* Avoid code duplication.
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**@. Test Automation Framework / Adv’s**

A FW is a structure with set of guidelines and rules must need to follow while creating and designing the Test Cases.

**Adv: -- crem**

* Provide consistency in testing
* Readability and Reusability of script
* Improve efficiency and effectiveness
* Maintainability (Less maintenance)

**@. Cookies / delete cookies in selenium ----** Ref: WD\_Examples\EX01e\_CookieValidation

Cookies are the small text files that are stored by a website in our computer to keep track of information about our browsing on that site.

* With the help of **driver.get(“**url**”)** command to launch URL and to delete cookies.
* Click on Logout link is mandatory to our application sometimes this will delete session cookies.
* By using **driver.manage().deleteCookieNamed(**arg0**)** / **.deleteCookie(spec\_cookie)** / **.deleteAllCookies()** methods

**@. To get cookies in selenium**

* With the help of **driver.navigate().to(“**url**”)** command to launch URL and to get cookies.
* Read the cookie information by using **driver.manage().getCookieNamed(**arg0**)** / **getCookies()** methods
* Store the cookie information (data) by using **FileWriter** Class (to write streams of characters) and **BufferedWriter** class (to write the text into a file and to create as .txt file).

**Return Type:** Methods can return a value but it can possible without **void** in method signature. If the **void** is mentioned in method signature, that means method doesn’t return any value. If method is returning a value, then must specify the type of the value it is returning. return keyword is used to stop a method and send a result (if needed) back to the place where method was called. Ref: Java\_Examples2\Return\_Keyword

**@. Various commands / functions provided by Selenium WebDriver**

Selenium WebDriver commands can broadly classify into 3 categories those are:

1. Browser interaction commands
2. [Navigation Commands](https://www.javatpoint.com/selenium-webdriver-navigation-commands)
3. [WebElement Commands](https://www.javatpoint.com/selenium-webdriver-webelement-commands)

**1. Fetching a webpage:** **get()** and **navigate().to()** methods are used to fetch particular web page.

**2. Locating forms** and **sending user inputs:** driver.findElement(By.LN("LV")) method is used to locate forms and sendKeys("javatpoint tutorials") method for sending user inputs.

**3. Clearing User inputs:** clear() method is used to clear the user inputs from text box or edit box.

**4. Fetching data over any WebElement:** Sometimes we need to fetch the visible text over a WebElement to performing some Assertions operations for this we use **getText()** method. It will return the text in string format. Without using getText() it is not possible to get the text from webpage.

**6. getAttribute()** provides the value of a particular HTML attributes like name, class.. of an element and Its return type is string.

**N:** **getText()** is used to get the text from webpage and **getAttribute(“AttributeName”)** is used to get the attribute value of the given attribute where as getAttribute(“value”) also used to get the input what we have passed to a WebElement. Both this method return type is string. And these methods are present with WebElement interface.

**7. Performing click() & submit() events:** click() method is used to perform click activity on any web element whereas submit() method is used to perform enter activity.

**8. Navigating backward & forward in browser history:** driver.navigate().back(); **&&&** driver.navigate().forward();

**10. Refresh / Reload a web page:** driver.navigate().refresh();

Dis-adv: The moment we refresh sometimes it will give the StaleElementExcep because the DOM will get loading again.

**11. Closing Browser:** We can use two methods for this

* driver**.close()**; ---- (To close current focusing window in browser associated with WebDriver)
* driver**.quit();** ---- (To close all other opened windows in browser associated with WebDriver and close WD section)

**12. Moving between Windows:** driver.switchTo().window("windowName");

**13. Moving between Frames:** driver.switchTo().frame("frameName");

**14. Drag and Drop:** Drag and Drop operation is performed using the Action class.

WebElement elementSource = driver.findElement(By.name("source"));

WebElement elementTarget = driver.findElement(By.name("target"));

Actions act = new Actions(driver));

Act.dragAndDrop(elementSource, elementTarget ).build().perform();

Some other commands like: getPageSource(), getCurrentUrl(), getLocation(), getFistSelectedOption() and getOptions()

**@. Can we test APIs or web services using selenium WebDriver**

No, selenium WebDriver always interact with browser by using the **browser’s native support** to automate the web applications so API testing is not possible using selenium WebDriver because APIs do not run-on browser. For API and Web services testing we can use Postman, SoapUI, or RestAssured.

**@. To inspect the WebElement attributes in order to use them in different locators**

To inspect the attributes of a WebElement in Selenium WebDriver for use in different locators:

1. Inspect the Element Using Browser Developer Tools

2. Capture the Element Attributes Using Selenium (by getAttribute())

3. Use Attributes in Locators (id, name, class, linkText()….)

4. Use JavaScript for Dynamic Attributes

**@. To move the parent of an element using XPath https://www.quorcom/How-can-we-move-to-parent-of-an-element-using-XPath**

**//div[@id=”childid”]/..** or **//div[@id=”childid”]/parent::parent\_tagName** cmd will locate the **Pr** ele with **ch** attribute.

**@. To locate an element by only partially matching the value of its attribute in XPath**

We can use **contains()** method to locate an element while partially matching its attributes value. This is particularly helpful in scenarios where the attributes have dynamic values with certain constant parts. **Ex:** //\*[contains(text(),'text')] Whereas in Links, we can use locator as **partialLinkText(“LV”)** method.

**@. To move nth-child element using XPath** -----https://www.tutorialspoint.com/how-to-identify-the-nth-sub-element-using-xpath

There are two ways to navigating the nth element using XPath

* Using **square brackets** with **index** EX: div[3] 🡪 It will find the third div element 🡪 index will start from ‘zero’
* Using **position()** mtd EX: div[position()=3] / div[‘position()=3’] / div[‘position=3’] 🡪 It will find the 3rd div element

**@. To move nth-child element using CSS Selector** -----https://www.swtestacademy.com/css-selenium/

**tag:nth-child(position\_num)** will locate the nth-child element EX: div:nth-child(2) it will locate 2nd child element (i.e. div).

|  |  |  |
| --- | --- | --- |
| **Description** | **XPath** | **CSS Path** |
| Direct Child | //div/a | div **>** a |
| Child or **child-of-child** | //div**//**a Ref: EX52c\_DDDDDDynamic\_Capt\_DynValues | diva |
| Id | //div[@id=’idValue’] | div**#**idValue |
| name | //div[@name=’nameValue’] | [name=’nameValue’] |
| Class | //div[@class=’classValue’] | div**.**classValue (remove the spaces) |
| tagName | tagName(“//tagName”) | cssSelector(“tagName”) |
| following-sibling | //ul/li[@class=’first’]/following-sibling::div[1] | ul>li.first **+** div (ul>li.first – pr, div – ch) |
| preceding-sibling | //ul/li[@class=’first’]/preceding-sibling::div[1] | is not possible with CSS bcz with CSS we can traverse only in forward dir: |
| Attribute | //form/input[@name=’username’] | form>orspaceinput[name=’username’] |
| Multiple Attributes | //input[@name=email and @type=’button’] | input[name=’continue’][type=’button’] |
| OR operator | //input[@name=email or @type=’button’] | input[name=’continue’]**,**[type=’button’] |
| nth Child | //ul[@id=’list’]/li[4] | ul#list li:nth-child(4(position\_num)) |
| First Child | //ul[@id=’list’]/li[1] | ul#list li:first-child (ul#list - pr, li - ch) |
| Last Child | //ul[@id=’list’]/li[last()] | ul#list li:last-child (ul#list - pr, li - ch) |
| Attribute Contains | //div[contains(@title,’Title’)] | div[title\*=”Title”] |
| Attribute Starts-With | //input[starts-with(@name,’user’)] | input[name^=”user”] |
| Attribute Ends-With | //input[ends-with(@name,’user’)] | input[name$=”user”] |
| Element with Attribute | //div[@title] | div[title] |

**@. To locate elements using their text in XPath** ----- //\*[text()=’text content’]

**N:** CSS syntax in general ----- tag[A\_N=’A\_V’]” **Ex:** div[class=’A\_V’]

**N:** To find matching elements through DOM console**:** $x(“XPath”) | $$(“cssSelector”). To clear console: ctrl+L

**@. Purpose of window handling / To switch b/n mul browser tabs/windows in selenium / Diff arg’s pass in window()**

Whenever we have multiple browser windows/tabs to switch the program control between different browser windows/tabs then we can go with window handling concept in selenium. Different arguments pass in windows() or we can perform switch control between windows in 3 ways: using window title, using window url, using window id.

**Set<String>**, **Iterator<String>**, **driver.getWindowHandles()** and **driver.switchTo().window(“**whn**”)** commands allow to work with multiple windows. Here **getWindowHandles()** command returns the list of id’s corresponding to each window and by passing a particular window handle to **driver.switchTo().window(“**whn**”)** will switch to specific window.

**@. Is there a way to refresh the browser using selenium**

* Using **driver.navigate().refresh()** command to refresh the current page
* Using **driver.get(“URL”)** to navigate into URL
* Using **sendKeys(Keys.F5)** method to refresh the textbox on the webpage

**@. To find the value of different Attributes (Attribute\_Values) for name, class, id of an element**

**Ex:** String attributeValue = driver.findElement(By.LN(“LV”).getAttribute(“name/id”); // it will return A\_V of ‘name’

**@. Some expected conditions that can be used in Explicit Waits**

.elementToBeClickable(WebElement element)

.stalenessOf(WebElement element)

.visibilityOf(WebElement element)

.visibilityOfElementLocated(By.LN(LV))

.invisibilityOfTheElementLocated(By.LN(LV))

.presenceOfElementLocated(By.LN(LV))

.attributeContains(WebElement element, String attribute, String value)

.titleContains(String title)

.titles(String title)

.alertIsPresent()

.textToBePresentInElementLocated(By String)

**@. Keyboard Operators**

actns.keyDown(Keys.***CONTROL***).sendKeys("a").keyUp(Keys.***CONTROL***).build().perform();

sendKeys(“sequence of character”) – Used for passing character sequence to an input or textbox element

keyPress(KeyEvent.***VK\_CONTROL***) – Used for press keys like control keys, function keys, etc. those are non-text

keyRelease(KeyEvent.***VK\_CONTROL***) – Used in conjunction with **keyPress** event to releasing a key from KB event.

**@. Mouse / Pen Actions**

Click(ele)

clickAndHold()

doubleClick(ele)

ContextClick(ele)

mouseUp(ele)

mouseDown(ele)

mouseMove(ele)

moveToElement(ele): method is used to move the cursor on the particular element.

moveByOffSet(xOffset, yOffset)

setActivePointer(PointerInput.Kind.PEN, "default pen")

**@. To fetch the current URL in selenium** ---- driver.getCurrentUrl()

**@. To fetch the title in selenium** ---- driver.getTitle()

**@. To fetch the page source in selenium** - driver.getPageSource(); This method returns a string containing page source.

**@. To check if an element is enabled for interaction on a web page** – isEnabled()

**@. To locate a link using its text in selenium / To click on Hyper Links using selenium**

**linkText()** and **partialLinkText()** methods are used to locate links. Difference between this two is **linkText()** matches complete string passed as a parameter to **linkText**. Whereas **partialLinkText()** matches some portion of string passed as a parameter to **partialLinkText**.

**@. To check which option in the dropdown is selected**

Select countriesDD = new Select(driver.findElement(By.id(“countries”))); ---- arg – dd parent element

countriesDD.selctByVisibleText(“India”); ------- // to select DD option ‘india’

boolean elePresent = driver.findElement(By.xpath("xpath")).isSelected(); **(or)**

System.out.println(driver.findElemnt(By.id(“India”)).isSelected()); -------- // It returns the Boolean value in console

**@. To handle window UI elements and Popups using selenium**

Selenium is used for automating web-based applications only. For handling window GUI elements, we can use AutoIT. It is a freeware used for automating window UI. AutoIT scripts follow simple BASIC language (syntax) and these can easily integrate with selenium tests.

**@. Robot class API**

Robot class is a java-based utility class used to simulate **KB** (key pressing and key releasing for copying, pasting, and entering)& **Mouse Events** and **to upload files** in the server while executing selenium scripts. Robot class throws AWT Exception because Robot class comes under java.awt class.

**@. To handle hidden elements in selenium WebDriver**

Where elements are not interactable because of hidden problem in those situations we use Java script Executor. i.e.,

JavasrcriptExecutor js = (JavasrcriptExecutor)driver;

js.executeScript(“window.document.getElementByClassName(LV)”).click();

**N: PageFactory** is used to initialize the WebElements inside the constructor defined with @FindBy annotation i.e., **PageFactory.initElements()**

**N:** Hub is a server or central point in the selenium grid that controls the entire test execution on different machines.

**@. Node on Selenium Grid**

Nodes are called different machines (like diff OS with diff environment (different browsers, browser versions, java versions, etc)) these are attached to hub and hub controls all the nodes. There are multiple nodes in Selenium Grid.

**Dis-adv‘s of Grid:** We need to maintain multiple nodes in multiple VMs because I node = to 1VM (nothing but physical machine) we need to add these VMs to central Hub server. (for ex VM1 contain windows OS and this having all browsers, VM2 contain mac OS and this having all browsers, VM3 contain Linux OS and this having all browser. Suppose if we want to run our script on Linux OS & chrome browser grid will choose VM3 or if we want to run our script on mac OS & chrome browser grid will choose VM2 or if we want to run our script on windows OS & ff browser grid will choose VM1, etc). In Selenium Grid all the entire thing (nodes (VMs), Hubs) is present in different VMs machines.

In case of docker every node is considered as a container instead of maintaining physical machines (VMs) we can just pull different containers based upon different configuration (like OSs, Browsers, etc). These containers will associate with one single **SeleniumHub** container and based upon the desired capabilities Hub will choose the proper container (that means proper OS, Browser, etc). In docker all the entire thing (containers, Hubs) is present in single machine.

**@. Explain the line of code WebDriver driver = new Firefoxdriver(); and purpose of ‘driver’ instance**

In the line of code **‘**WebDriver driver = new Firefoxdriver();**’** **WebDriver** is an interface so we can’t able create object to that interface directly so we are creating the WebDriver instance to the object of FirefoxDriver class (i.e., **new Firefoxdriver()**) then only we can able to access all the methods of both WebDriver and FirefoxDriver and also able to execute script on different machines. This entire concept is known as Runtime polymorphism.

**Use of WebDriver:** WD allow interaction with web browsers to automate web application testing, with the WD we can execute our tests against different browsers **and** used for providing connection between browser and local system.

**@. TestNG / Features of TestNG / list out some of the functionality in TestNG which makes it more effective**

TestNG standards for Test Next Generation. It is a Built-in unit testing framework. TestNG makes the automated test scripts are more structured, readable, maintainable and user-friendly. It can easily integrate with our automation scripts to perform multiple operations. It is introduced to overcome the dis-advantages of JUnit. By using TestNG we can perform End-to-End testing easily. ------adff hxpp adgp

**Features / Functionalities / Adv:** The following functionalities which makes it efficient testing framework those are

* Supports multiple Annotations.
* Allows **Data Driven** **Testing** (basically it is a combination of XLUtility along with @DataProvider).

**@DataProvider** is get the data from the Excel sheet and store the entire data into 2-D Array and proving this data to all test methods. Ref: TestNG\TestNG\_with\_WD\EX6\_TestNG\_dataProvider

* Flexible test configuration
* Ability to Re-execute failed Test Cases (after the batch execution refresh the folder 🡪 automatically we get testing-failed.xml (inside test-output))
* Provide html reports
* With testing.xml we can control the execution of our test scripts.
* **Parameterizing** Test Cases from TestNG XML file by using @parameters annotation.
* It provides **Parallel** execution of test methods. ---- adff hxpp agdp
* TestNG provides different **Assertions** that helps to comparing the actual results with expected results.
* We can define the **Dependency** of one test method over other methods in TestNG.
* It allows **Grouping** the test methods into test groups its nothing but a managing diff automation test suites like Sanity, Regression. It enables selective execution. @Test(groups={“SmokeTest”, “SanityTest”,”RegressionTest”})
* We can assign **Priority** to test methods in selenium.
* Cross browser testing can be achieved by using @parameter annotation

**@. Use of testing.xml file**

testing.xml file is used to configure and triggering the test suite. In testing.xml file, we can create a test **s**uite, **g**rouping or tagging Test Cases, mark tests for **p**arallel execution, execution methods can **c**ontrol, allows to create cross **b**rowser testing, add **L**isteners and pass **p**arameters to test scripts.

**@. Listeners in Selenium / Use of Listeners in TestNG / To customize html report using TestNG**

In Selenium, Listeners "listen" the event defined in the script and behave accordingly. Listeners are used to allows customizing TestNG reports or to generate logs (to provide some details about our test). There are two type of listeners in selenium those are WebDriver listener and TestNG Listener: WebDriver listeners are particularly useful where we need to capture and process events emitted by the WebDriver. TestNG listeners are particularly useful where we need to perform operations before and after a test method is executed. One of the most widely used TestNG listener is **@ITestListner** interface and it has methods like onStart, onTestSuccess, onTestFailure, onTestSkipped, onFinish etc. these are overridden methods. We need to implements this **@ITestListner** interface in created listener class itself. onStart() Will execute first and execute only once before starting all the tests and remaining all methods are responsible to create entries in the report (either fail, pass, or skip etc). Best Ex is **@ITestListner** concept is used in ExtentReporterManager class (Ref: API FW). To generate extent report by executing Tests only through testing.xml (bcz we are integrating **Test class** and **ExtentReportManager class** in testng.xml) then only report will generate. Before <test> we have to add <Listners>.

**Methods in ITestListener:**

onTestStart(ITestResult result): Called when a test method is about to start.

Parameter: ITestResult result - Contains information about the test method that is starting.

onTestSuccess(ITestResult result): Called when a test method is successfully executed.

Parameter: ITestResult result - Contains information about the test method that passed.

onTestFailure(ITestResult result): Called when a test method fails.

Parameter: ITestResult result - Contains information about the test method that failed, including the exception.

onTestSkipped(ITestResult result): Called when a test method is skipped.

Parameter: ITestResult result - Contains information about the test method that was skipped.

onTestFailedButWithinSuccessPercentage(ITestResult result): Called when a test method fails but is within the success percentage defined in the TestNG configuration. Para: ITestResult result - Contains information about the test method.

onStart(ITestContext context): Called before any test method in a test class is executed.

Para: ITestContext context - Contains information about the test context, including all test methods and their statuses.

onFinish(ITestContext context): Called after all test methods in a test class have been executed.

Para: ITestContext context - Contains information about the test context, including all test methods and their statuses.

**@. @Factory and @DataProvider**

**@Factory** is a part in POM implementation and helps initialize WebElements inside the constructor in a page class.

**@DataProvider** is a TestNG annotation used to provide multiple sets of data to a single test method so same test will execute multiple times. It helps to create data-driven tests.

**N:** Return type of TestNG @DataProvider is Object[][].

**@. Some common HardAssertions provided by TestNG**

assertEquals(Actual String, Expected String, “to pass String message in console”) //if script fail then only print Error msg

assertNotEquals(double data1, double data2, “to pass String message in console”)

assertNull(Object bject)

assertNotNull(Object bject)

assertFalse(Boolean condition, “to pass String message in console”)

assertTrue(Boolean condition, “to pass String message in console” )

fail(Boolean condition, “to pass String message in console”)

**@. To run Test Cases in parallel using TestNG**

In order to run the tests in parallel we just need to add these two key-value pairs to our test suite

* Parallel= ”methods/classes/tests”
* Thread-count= ”number of threads / max parallel executions we want to run simultaneously”

**Syntax:** < suite name="suite\_name" thread-count="5" parallel="classes" >

**@. Name an API used for logging? in java Use of logging**

Log4j is open-source API widely used for logging while script is executing. It can be configure with the help of Log4j.xml or Log4j.properties file. It supports multiple levels of logging those are – ALL, TRACE, DEBUG, INFO, WARN, ERROR, FATAL, OFF and FAIL.

**Use of logging in automation:** Logging helps to debugging the tests when required and also provides test’s runtime behaviour with date and time stamp.

**Type of Loggers:**

Console Logger: Outputs logs to the console

File Logger: Writes log to a file

Database logger: Store log in database

Remote Logger: Send logs to a remote server

**@. H selenium runs**

1. First create WebDriver instance.
2. Launch browser
3. Enter URL to navigate to webpage.
4. Locate an HTML elements on the webpage.
5. Perform require actions on that HTML element with the WebDriver commands.
6. Anticipate the browser response to that action.
7. Record test results using a test framework.
8. Conclude the test (Quit WebDriver instance)

**@. To Run testng.xml through the command prompt ---** https://youtu.be/Dc1yvMdhF2U

Perform the following steps for running testng.xml through the command prompt:

1. Create a java project with Test Cases and generate testing.xml file (RC on class 🡪 TestNG 🡪 Convert to TestNG).
2. Go to project directory 🡪 copy bin path 🡪 back 🡪 search CMD
3. set classpath=bin\_path; lib\_path\\*

F:\LT eclipse-workspace\RunFromCMD\bin **--->** bin\_path --- Project path from eclipse (after open ‘bin’ folder)

F:\LT eclipse-workspace\RunFromCMD\lib **--->** lib\_path --- Here I kept whatever jars require for project in new folder

1. E 🡪 java org.testng.TestNG testng.xml 🡪 E

**@. To Run selenium WebDriver script from command prompt**

1. Add JAR files to project
2. RC on class 🡪 Export 🡪 in Export window ‘Expand ‘java folder’’ 🡪 click on runnable JAR File 🡪 Next 🡪 Under ‘Launch Configuration edit box’ 🡪 select particular project with class 🡪 Brows to select location of Exporting jars 🡪 save 🡪 Finish 🡪 ok 🡪 ok
3. Open downloaded jars folder (Resultant JAR is single JAR) 🡪 select on that jar and type CMD on folder navigation edit box 🡪 E 🡪 java -jar TestOne.jar #(TestOne --- Exported JAR name) 🡪 E

**@. Selenium3 WebDriver Architecture / Selenium4 WebDriver Architecture / Selenium is now W3C complaint**
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Interaction of the Selenium client library with the real browser

**Selenium3** client library is available in multiple programming languages including JAVA, C#, Python, JavaScript, etc. These client libraries interact with the browser driver executable files using JSON wired protocol over HTTP which passes the actions and arguments to initiate the user actions, which will simulate with the real browsers by creating **WebDriver driver = new ChromeDriver();** here one section id will get create and this will happening at server side.

**Selenium 4**

* Selenium has officially adopted the W3C WebDriver Protocol starting with Selenium 4
* In Selenium 3 JSON wire protocol is used to communicate between the Selenium WD and the browser native APIs.
* With W3C WebDriver Protocol, the communication happens directly without any encoding and decoding required.
* Any software is following W3C standard protocol it can be integrated with selenium with no compatibility issues.
* All the major browsers chrome, firefox and safari are already W3C complaint.

**@. W3C and JSON wire protocol**

W3C is a standard protocol used in selenium 4.0 to communicate with browsers, offering better compatibility and consistency across different browsers.

JSON wire protocol used in Selenium 3.0 which has been deprecated in favour of the W3C WebDriver standard.

**N:** After executed driver.quit() we cannot use driver once again because section id will going to ‘null’. If multiple windows present after executed driver.close() the section id is not null so we can use driver once again on other window. In case single window present the section id will going to null.

**N:** In case of multiple windows if one window is closed but we try to run getWindowHandles() method we will get section I'd is null so it throws NoSuchSectionException.

**@. Assertion in Selenium / type of Assertions / Assert, Hard Assert and Soft Assert ----** Ref: Java\_WD\_Ex\TestNG\TestNG\_with\_WD\SoftAssert\_HardAssert

Assertion is used for verification (checkpoints) that is for comparing the actual result with expected result. These help to determine whether a Test Case is behaving as expected by comparing the actual result with expected result so testers can understand if the tests have passed or failed. There are two major assertion types are there:

|  |  |
| --- | --- |
| **Hard Assert** | **Soft Assert** |
| When an assert statement is fails Hard Assert will throw an assert exception immediately and the test will not continue | When an assert statement is fails Soft Assert won’t throw any assert exception immediately but it will collect all errors and show at the end and test will continue with the next test |

**N:** If we click on one link if it is not open then we go to click other link without script fails for that situation we use SA.

**N:** While working with SA, If we want to know about the exceptions **softassertobj.assertAll()** method will use and it will placed as a last step in the test.

**@. TDD and BDD**

Both TDD and BDD are the software development techniques.

|  |  |
| --- | --- |
| **TDD (**Test Driven Development**)** | **BDD (**Behaviour driven development**)** |
| TDD is a software development pactice and it is for Unit testing (here will test each method) | BDD is a software development methodology and it is for E2E testing (here will test each scenario) |
| It is achieved by using JUnit and TestNG | It is achieved by using Cucumber and SpecFlow |
| In TDD more focus on Unit Test Cases | In BDD more focus on Acceptance Test Cases (these are may or may not provide by product owner) |
| It can understand only who can have programming knowledge | Everyone can understand this framework |
| - In TDD test the certain piece of functionality using prog lang’s  - First running the test to make them fail to confirm that the test fails for the right reason (e.g., missing or incorrect functionality) and then write the code to make the test pass, and repeat this process.  - TDD is also called as Test First Development because where tests are written before the actual code is implemented.  - The goal of TDD is to ensure that the software meets its requirements and behaves as expected, maintainable, and testable code. | - In BDD the process starts by writing a scenario as per the expected behaviour.  - Test scripts are designed by describing the behaviour of the application from the user’s perspective. in plain English language using Gherkin keywords. |

**N:** In case of 100TCs we can execute 50TCs or to disable TestNG test scripts with the help of **@Test(enabled=false)** and in .xml use method incl and excl.

**invocationCount** allow to exe any test method mul times. It allows to set int value i.e., **@Test(invocationCount = 5)**

**threadPoolSize** defines the number of threads to be used while running a test method. **@Test(invocationCount = 7, threadPoolSize = 3)**

**N:** JSON is not a programming language it is for storing and executing the data.

**N: @Test(AlwaysRun=true)** – under this annotation method will execute always in case of fail above any method.

**@. Need to done before start automation testing**

* At least one cycle of manual testing complete
* Application should be stable

**@. Jenkins / To execute Test Suite after every 4 hrs.** ci/cd tool for running selenium tests in a pipe line

Jenkins is an open-source build automation tool. It is mostly used by the DevOps team to automate the build, to deploy the build, and to test the build to know whether the new code is breaking something in the software or not. Gherkins programming language is used by Jenkins. For this DevOps team create a pipe lines in multiple stages those are:

1. Automation code will get from GitHub repository by URL
2. Creates the environment for execution.
3. Find some defects and those defects will logged into test management tools
4. Reports will get generated

**To schedule Test Suite execution:**

Configure a Jenkins Job 🡪 In the job configuration, under “Build Triggers”, select “Build periodically” 🡪 Use the cron syntax to schedule the job every 4hrs. **Ex:** **H\*/4\*\***

CI part contains: developer will continuously deploy the code and build the code and tester conduct testing. CI part can achieve with Jenkins.

CD part contains: after testing completes deploy/release that product to the customers

Pipeline: coding by developer -> build that code -> testing that build -> deploy the build

Most of the time sanity and regression TCs will execute in Jenkins

**@. If a particular Test Case does not get executed with in the specified time then how to mark the Test Case is fail and move forward how will achieve this using TestNG**

In TestNG we have a **timeOut** attribute and it allow int value. If the Test Case does not get executed within the timeOut value then it will fail with the TimeOutException. **@Test(timeOut=90)**

**N:** In TestNG timeOut parameter represents that the max time a method can wait for execution. This parameter can use if we want to complete the automation with in the specified time.

**@. Wn selenium server requires to run Tests in selenium WD / Is selenium server require to run WD scripts**

* When we are using remote or virtual machine to run WD scripts if that specific browser is not in our local machine.
* When we are using selenium grid to distribute our Test Cases Execution on different Remote or virtual machines.

**@. Verification points in selenium -----** TB – Text box

In selenium WebDriver there is no built-in features for verification points. It’s totally depending upon our coding style. Some of the verification points are: To check for Page Title, for certain Text, for certain element (TB, DD, button...…).

**@. Super interface of WebDriver** ----- SearchContext

**@. Use of creating the reference variable of type WebDriver (i.e., WebDriver driver)**

By creating the reference variable for WebDriver, we can use this same reference variable to work with any browser.

**@. To create feature file in cucumber**

RC on package 🡪 new 🡪 others 🡪 select ‘file’ under General folder and save with .feature extension

Create feature file and the **run the Future file** by Run as ‘Cucumber feature’ all **unimplemented methods will generate** in console. To execute unimplemented methods must execute feature file not the TestRunner file. At that time

**@. Selenium 4 New Features**

1. W3C WebDriver protocol
2. Upgraded Selenium IDE
3. Enhanced Selenium Grid
4. Enhanced Actions Class
5. Relative Locators
6. Improved Documentation
7. Improved browser Window/Tab Management
8. Native Support for Chrome DevTools Protocol (CDP)
9. Deprecation of DesiredCapabilities: DesiredCapabilities is replaced by Options classes such as ChromeOptions, FirefoxOptions, etc.

* Upgraded Selenium IDE: Previously it is supported as a extension for FF browser only now it supporting for CH browser also
* WebElements are locate nearby elements by specifying directions using Relative Locators. Those are: above, below, toLeftOf, toRightOf, near.
* Better window/tab management

Work with multiple windows/tabs in the same session.

We can open multiple windows/tabs without creating new driver object.

* Introduced new APIs for CDP (Chrome DevTools Protocol).

**Selenium 3:** Inspect Elements in DOM, Mock faster/slower N/W speeds, Mock geolocations of the user, etc. **Selenium 4:** Capture and monitor N/W traffic, simulate N/W conditions, perform geolocation testing, etc

**N:** The Chrome DevTools Protocol Integration is a significant enhancement introduced in Selenium 4 that allows testers and developers to interact with the Chrome DevTools Protocol directly from their Selenium scripts. This integration enables advanced debugging, profiling and analysis of web pages during automated testing.

* Enhanced Actions class

Click on WebElement: moveToElement(onElement).click() 🡪 click(webelement)

Click on element without releasing click: moveToElement(onElement).clickAndHold() 🡪 clickAndHold(webelement)

Right click: moveToElement(onElement).contextClick() 🡪 contextClick(webelement)

release() function is now part of the Actions class

* Some updates in Selenium IDE.

Now Selenium IDE is add-on for FF, CH, MS Edge browsers (Older it is limited to FF only).

**@. To resolve merge conflict Git** ---- **https://docs.github.com/en/pull-requests/collaborating-with-pull-requests/addressing-merge-conflicts/resolving-a-merge-conflict-on-github**

When people make different changes on same line on same file on different branches in Git repository. We can only resolve the merge conflict only on GitHub using the **conflict editor** or on CMD line.

Steps to resolve GMC: Pull requests 🡪 Resolve Conflicts 🡪 Our conflict code will show in ‘conflict editor’ 🡪

Decide that we want to keep only our branch's changes, keep only the other branch's changes, or make a brand-new change, which may incorporate changes from both branches. Delete the conflict markers <<<<<<<, =======, >>>>>>>  and make the changes we want in the final merge.

If we have more than one merge conflict in our file, scroll down to the next set of conflict markers and repeat steps to resolve the merge conflict.

click **Mark as resolved** 🡪 click **Commit merge** 🡪 click **Create branch and update my pull request** or **I understand, continue updating BRANCH** 🡪 click **Merge pull request**.

**Conflict will occur** mainly two reasons those are:

There are two separate branches got changes into the same line in the file.

When a particular file is deleted in one of the branches but it has got modified in another branch.

**@. Hooks in BDD**

In Cucumber, hooks are blocks of code that run before or after each scenario or test step. They are commonly used to set up preconditions or perform clean up tasks. Type of Hooks in cumber: @Before, @After, @BeforeStep, @AfterStep, @BeforeAll and @AfterAll.

**@. BDD structure / Structure of a Feature File**

BDD structure typically includes:

**Feature** keyword is used to describes the high-level functionality or feature being tested.

**Scenario Outline** keyword is used to define a template for scenario’s with multiple sets of data (data-driven testing).

**Scenario** keyword is used to represents a single Test Case.

**Examples** keyword is used to Provide the data sets for Scenario Outline.

Actual Gherkin keywords used in “Steps” (Given, When, Then, And, But). Where,

**Given** keyword is used to describe the preconditions or context required for a scenario.

**When** keyword is used to describe the action or event that triggers a behaviour in the application. It describes the main action being performed in the test i.e. "what the user does" or "the event being tested" in a scenario.

**Then** keyword is used to define the expected outcome or result after the action is performed. Here we check that the application behaves as expected after certain actions have been performed.

**And** keyword is used to add more conditions or actions to any of the Given, When, or Then steps. It helps make scenarios more readable when multiple steps are of the same type.

**But** keyword is used to specify a negative condition or an exception in a scenario. It helps make the Test Case more expressive and clearer when describing the behaviour of a feature.

**@. Types of reports**

HTML Reports: Detailed and formatted reports viewed in web browser.

XML Reports: Structured data reports often used for further processing.

JUnit Reports: XML reports compatible with JUnit results.

Allure Reports: Rich, interactive reports with detailed test results and analytics.

**@. Interfaces and classes used in Automation.**

**WebDriver Interface:** Main Interface for browser interaction.

**WebElement Interface:** Represents HTML elements.

**TakesScreenshot Interface:** For capturing screenshot.

**JavavaScritExecutor Interface:** For

**Alert Interface:** For

**By Class:** used for locating elements.

**@. Interfaces and classes used to perform click, sendKeys, scroll, swipe, Drag and Drop.**

Click: WebElement.click(); WebElement - Interface

sendKeys: WebElement.sendKeys(); WebElement - Interface

scroll: JavaScriptExecutor.executeScript(); JavaScriptExecutor - Interface

swipe: TouchActions or Actions class Ref: Java\_WD\_Ex\src\WD\_Examples\EX68\_Swipe\_by\_ActionsClass

Drag and Drop: Actions.dragAndDrop(); Actions – class

**@. Deal flaky tests in selenium automation suite using TestNG**

A flaky test refers testing that generates inconsistent results, failing or passing unpredictably, without any modifications to the code under testing. A flaky test can handle by using RetryAnalyzer feature in TestNG by this a failed test should be retried based on certain conditions such as specific exception or test result statuses. This helps to improve reliability of the test suite by running failed tests automatically.

**@. Approach to implementing API tests for a new feature**

First review the API documentation to understand the end points, require parameters and expected responses. Then design the TCs covering various TSs, including positive and negative Test Cases, boundary conditions and error handling. Using tools like Rest Assured to automate these TCs and integrate them into CI/CD pipeline using Jenkins. Finally execute the tests with different environments and analyse the results to ensure the feature’s reliability and stability.

**N:** **Shadow DOM**: DOM inside DOM or automate elements within a shadow root (hidden DOM), **Shadow Host**: node of the shadow DOM **Shadow Root**: root node of shadow tree.

To find in DOM console **Syntax for JavaScript path:** document.querySelector('settings-ui').shadowRoot.querySelector('cr toolbar#toolbar').shadowRoot.querySelector('#search').shadowRoot.querySelector('input') ---- URL: chrome://settings search box field ----- Ref: WD\_Examples\EX63\_ShadowDOM
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**Uses:** Capture WEs Screenshot, Border WEs, Enter Input text in edit box, Clicking WEs, flash WEs, Scroll-up & down, Scroll into element, open URLs in new tabs and windows, generate an Alert, Zoom-in & Zoom-out.

Js.executeScript(“location.reload()”); --- to refresh browser window

Js.executeScript(“document.getElementById(‘id\_value’).value=’Alphabin’;”); --- to send text

Js.executeScript(“alert(‘hello world!’);”); --- to generate Alert popup window

String text = Js.executeScript(“return document.documentElement.innerText;”).toString(); -- get inner text of a webpage

Js.executeScript(“return document.title;”).toString(); --- to get title of webpage

WebElement loginBtn = driver.findElement(By.id(“id\_value”));

Js.executeScript(“arguments[0].click();”, loginBtn); --- to click an element

**Cucumber Plugins require for IDE** – Cucumber Eclipse Plugin

**Required dependencies for cucumber:** https://cucumber.io/docs/cucumber/api/?lang=java

cucumber-core

cucumber-java

cucumber-junit

cucumber-jvm

cucumber-jvm-deps

cucumber-picocontainer

gherkin

junit

testng

**N:** We can use JUnit to run Cucumber tests add the cucumber-junit dependency to our project. If we are using JUnit 5, add the junit-vintage-engine dependency as well.

**N:** Cucumber-JVM supports parallel execution across multiple threads since [version 4.0.0](https://cucumber.io/blog/announcing-cucumber-jvm-4-0-0/), by achieving this requires some configuration. Cucumber can be executed in parallel using JUnit and Maven test execution plugins. In JUnit the feature files are run in parallel rather than scenarios, which means all the scenarios in a feature file will be executed by the same thread.

**Order of execution in cucumber:** Feature file contain number of steps and to implement feature file we need step definition file and this file internally call the Page Objects class.

Cloning in Jira: if want to clone particular testcase and if we want to add them to the different test cycle then we can do that.

**Colour indicators in Jira**

Green: no prob with particular user story i.e., clean without any defect

Orange: there is non-blocker issue

Blue: means not completed but not having any defects

Red: it has so many non-blocker issues going to reject

Managers will use these colour indicators QA engineers will not use

Feature file contain multiple features and each feature contain multiple scenarios and each scenario contain multiple steps and these steps will write in gherkin keywords

After creation of feature file every scenario and steps we need to create a step definition file. It is just java class. In step definition file we write the corresponding methods of each steps in feature file it's nothing but all the steps implementing in the step definition file. And run this particular step definition file.

If we have single feature file or specific scenario that can run directly. Suppose if you have multiple feature files then you have to create one test runner class (JUnit class) (main class). This test runner file will connect to feature file and this feature file and feature file steps will be read and these steps will again use in step definition file.

Feature file (nothing but folder) with .feature extension will create anywhere like project level, test level .......

step definition class and test runner class (JUnit class) will create under java folder

**N:** In eclipse we can’t run the Scenario alone but it possible in IntelliJ IDE

**N:** Always folders will create at project level

**Git Commands:**

go to project directory

RC --> open 'Git Bash Here'

git init - to initialize repository (It will create a local empty repository) -------- 1time activity

git config --global user.name "BalakrishnaAratipamula" (GitHub UserName) -------- 1time activity

git config --global user.email "balakrishnmvn@gmail.com" (GitHub repo email) -------- 1time activity

git status - it will show what are all the folders ready to commit

* untracked files - are not part of staging area and these are ready to add staging area or git repository (will show in Red colour)
* tracked files - are already part of tracked files or git repository

git add -A - -A represents add all files to staging area / If we want to commit specific file use git add file\_name command

git status – this time status is green colour.

git commit -m "must write some comment msg" - commit all files into local git repository (staging area to local Git repo) (((((stagging to Git repo))))) 🡪 Enter 🡪 all files will show in white colour

git status – nothing to commit

**::** Create on empty rep in GitHub (rep name is normally the same name of our project in eclipse) 🡪 copy this **Repo URL**

git remote add origin "https://github.com/BalakrishnaAratipamula/CucumberDemoProject.git (**Repo URL**)" - to integrate Git with GitHub (provide connection bn Git and GitHub) ((((working dir to staging area)))) -------- 1time activity

git push -u origin man/master / git push origin branch\_name - send all the files from git to GitHub repository ((((((git to GitHub repo))))) 🡪 100% complete

**::** If we want to switch branchX to main git branch -M main

------ Go to remote repository and refresh URL

Eclipse activity:

git clone GitHub\_Project\_URL - clone project into working directory which are not available in working directory

file --> Import --> General --> Existing projects into work space --> Next --> Browse --> Select project (which project we want to export) --> Next/Finish

copy work space location "F:\LT eclipse-workspace\CucumberA"

go to project directory

open 'Git Bash Here'

git pull origin master - remote repository to local system

clear - to clear

cd repo\_name – to focus that particular repository

git branch branch\_name – to create branch in repository

git branch – it will show all the existing branches in repository

git checkout branch\_name – to focus that particular branch

**N:** if we want create file in GitHub Add File --> create new File --> give extension .java if it is class --> commit new file

**N:** To disconnect Git connection: RC on proj --> Team --> Disconnect

**N:** Git status commands is used to show the difference between the working directory and the index

**Eclipse Shortcuts:**

ctrl+shift+t – Open Type (search for class to see **internal implementation**)

Shortcut for keywords in **Feature file**: ctrl+space

ctrl+shift+c – inspecting window **|** ctrl+shift+i – inspecting window

ctrl+shift+o – to import package

**@. Methods available in WebDriver:** get(), cose(), quit(), findElements(), findElements(), switchTo(), manage(), getTitle(), getCurrentUrl()

**@. Interface available in Selenium:** WebDriver, WebElement, TakesScreenshot, JavaScriptExecutor, Alert

@. System.setProperty

Here System is a class and setProperty is a method it accepts 2 arguments i.e. key and path. Where key represents in which browser we are going to test the application and path represents the location of the driver executable file.

**149. Write code to click on the Check box which is inside the Dynamic Table ----** Ex: date field <https://www.guru99.com/handling-dynamic-selenium-webdriver.html>

Git Install - <https://youtu.be/E6-YSidPCu0>

Git from CDM to capture file - <https://youtu.be/9FOuyNt0V8I>

Git from CDM to capture code - <https://youtu.be/NJPkHtvyAIQ>

Git from IDE to capture code and merge - [https://youtu.be/HCeBd5GKNO8](IQ%20on%20M&A&CJ&SQL.docx)

**Feature File:** A Feature File in Cucumber is a text file that contains a description of a feature or functionality of the systembeing tested. It is written in Gherkin syntax and contains one or more Scenarios that describe the behavior of

the feature.

**Back Ground Keyword:** Background is keyword used to define steps or series of steps that common to all scenarios in feature file. It allows to specify a set of steps that should be executed before each scenario, it can reduce duplication

and making Tests more concise

**Hooks:** Hooks in cucumber is used to block code that can be executed Before and After each scenario, Feature or

Step. They are used to perform setup and tear down tasks such as

->Setting the data before each scenario

-> Clear the data after each scenario

->logging information before, after each step

**Example Table:** Is a way to provide multiple set of data set for single scenario and it can allow you to test the same scenario with different set of data

**Data Table:** Data table in cucumber is used to provide the collection of data in table format and it used to pass the to the step Definition and it easy way the test the scenarios.

**Scenario Outline:** A Scenario Outline in BDD Cucumber is a template for a scenario that can be reused with different data sets. Itallows to define a scenario once and then execute it multiple times with different inputs.

Scenario. A Scenario in BDD Cucumber is a description of a specific behavior or feature of the system being tested. It

consists of a series of steps that describe the actions and expected outcomes.

**BDD Cucumber Framwork:**

**1. Feature Files**

- Located in: src/test/resources/features

- Contain: High-level descriptions of features and scenarios in Gherkin syntax (.feature files)

- Example: login.feature, search.feature

**2. Step Definitions**

- Located in: src/test/java/stepdefinitions

- Contain: Java code implementing the steps defined in feature files

- Example: LoginStepDefinitions.java, SearchStepDefinitions.java
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**3. Page Objects**

- Located in: src/test/java/pageobjects

- Contain: Java classes representing web pages or UI components

- Example: LoginPage.java, SearchResultPage.java

**4. Test Runner**

- Located in: src/test/java/testrunner

- Contain: Java class running the Cucumber tests (e.g., TestRunner.java)

- Annotated with: @RunWith(Cucumber.class)

**5. Configuration**

- Located in: src/test/resources/config

- Contain: Configuration files for Cucumber (e.g., cucumber.properties)

**6. Reports**

- Located in: target/cucumber-reports

- Contain: Extent Reports (for detailed HTML reports)

**8. Maven** is a build automation tool used to manage Cucumber projects. Terms used in maven:

Build-->Compile and package the project.

Test-->Run Cucumber tests.

Report--> Generate test reports.

**Maven Configuration for Cucumber**

pom.xml-->Maven's configuration file.

Dependencies-->Declare Cucumber and other dependencies.

Plugins-->Configure Cucumber plugins (e.g., maven-surefire-plugin for test execution).
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**@. Radio button and checkbox**

|  |  |
| --- | --- |
| **Radio button** | **Checkbox** |
| In radio button we have to select at least one option | In checkboxes we can select more than one option |
| For deselection we have to select another option present | For deselecting we have to select the same optn one more time |

**@. Base class method for clicking an WebElement**

Public static void btnClick(WebElement ele){ ele.click(); }

**@. Print a paragraph from webpage**

By using XPath functions text(), contains() or using getText() we can get the text **Ex:** ele.getText();

**@. moveToElement() and switchTo()**

moveToElement() will move to the particular element.

switchTo() is used to move the control to an alert, frame, or window.

**@. Methods used for scrollUp and scrollDown**

executeScript() method from JavaScriptExecutor interface is used for scrollUp and scrollDown operations.

arguments[0].scrollIntoView(true) ---- argument needs to passed for scrollDown operation.

arguments[0].scrollIntoView(false) ---- argument needs to passed for scrollUp operation.

**@. Code to print all options from dropdown**

getOptions() is used to get all options in dropdown and it will return List<WebElement> then iterating each WebElement using for loop to get the text using getText().

**@. Can we select multiple values in dd -----** Yes, we can select multiple values in a dropdown if it is multi select dd

**@. Return type of some methods available in Select class**

selectByValue(), selectByVisibleText(), selectByIndex(), deSelectByValue(), deSelectByVisibleText(), deSelectByIndex(), deSelectAll() --- **void** is return type

getFirstSelectedOption() ---- **WebElement** getOptions(), getAllSelectedOptions() --- **List<WebElements>**

**@. When multiple windows opened, H directly switch from parent window to 8th window**

List<String> allWindowsId = (List<String>)driver.getWindowHandles();

Driver.switchTo().window(allWindowsId.get(7));

**@. Code to display all column names in a web table**

List<WebEement> rowRef = driver.findElements(By.tagName(“tr”));

WebElement firstRow = rowRef.get(0);

List<WebEement> colRef = firstRow.findElements(By.tagName(“td”));

**@. defaultContent() and parentFrame()**

defaultContent() is used to returns the control to the main webpage

parentFrame() is used to return the control to the parent frame

**@. Ways to handle dropdowns**

We can handle dds using Select class for <select> elements which allow us to choose by index, visible text, or value

For non-standard dds XPath or CSS selectors combined with actions like click() can be used.

**@. To text mobile web application using selenium** **---** Selenium can work with Appium to test mobile browsers.

**@. H can u optimize selenium scripts for performance**

Using only necessary waits and minimizing hard waits, using efficient locators, avoid unnecessary navigation, conduct parallel execution with selenium grid or Docker to speed up tests.

**@. Y choose hybrid framework, y not other frameworks**

Because my project is having many modules which also required test data to test the scenarios.

**@. Ur role / contribution in framework**

In framework I implemented few page classes, implemented extent reporting, implemented few generic methods (like waitForpageToLoad, waitForElement.

**N:** Without framework code will be duplicate, takes more time for automation and complex to modify the code to other members in team.

**@. @FindBys and @FindAll**

|  |  |
| --- | --- |
| **@FindBys** | **@FindAll** |
| All conditions must match.  @FindBys({  @FindBy(className = "header"),  @FindBy(tagName = "h1")  })  private WebElement headerTitle; | Any one of the conditions must match.  @FindAll({  @FindBy(className = "button-primary"),  @FindBy(className = "button-secondary")  })  private WebElement button; |

**N:** **Syntax of xml** ---- <suite> <test> <classes> <class> nothing but hierarchy

**N:** Common methods create in Excel utility file --- getRowCount(), getCellCount(), getCellData(), setCellData(), fillGreenColour(), fillRedColour().

**N:** Ways to execute dependent test scripts ---- 2 ways: **priority** and **dependencies**

**N:** Whenever we get build which test scripts we execute first --- Using grouping concept, we will execute smoke test first

**@. Batch execution and to achieve batch execution**

Collection of multiple tests is called batch and it can be achieved through testing.xml

**@. WebDriver and RemoteWebDriver**

WebDriver is the main interface in Selenium that represents a web browser instance. It is used to automate interactions with web applications

RemoteWebDriver is an implementation of the WebDriver interface designed to execute tests on remote server, such as a Selenium Grid or cloud-based testing platforms.
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**MANUAL**

**@. Software Testing**

Software Testing is a process of identifying the bugs in the software product. Here Test engineer will check whether the software product was developed as per the client’s requirements or not. Here we can ensure for quality. There are two types of testing those are**:** Structural or WBT (done by Developer) **&&&** Functional or BBT (done by Tester) **&&&** Non-Functional testing

**@. SDLC / Phases available in SDLC / Project Execution Flow (SDLC)**

SDLC is a process of developing various quality software’s. It is a process for project execution flow. To develop and deliver any software product SDLC process can be followed. It describes the development process of software product to fulfil the client requirements within the specified cost and time. Which contains various phases like:

* Requirements capturing
* Analysis
* Design
* Coding
* Testing
* Deployment / Implementation / Live Environment / Production
* Delivery / Maintenance / Support

**@. Error, Defect, Bug, failure and Issue**

**Error:** Mistake in a coding is called ‘Error’ it’s like syntax error or logical error.

**Defect:** The deviation between expected result to actual results in AUT (Application Under Test).

**Bug:** Defect which is suspected by the development team is called Bug.

**Failure:** A deviation from the specified or expected behavior that is visible to End-users is called “failure”

**Issue:** TL/TM/PM/Client point of view Bug, Defect, Error, failure all are considered as issues.

**@. Re-testing and Regression testing**

**Retesting:** Re-testing the application to verify whether the defects have been fixed or not.

**Regression:** Re-executing some or all Test Cases in each build. Whenever new build is release, we have to verify that fixes or changes or added new features may have not introduced new errors. Regression testing is done in 3 situations.

1. After fixing the bugs
2. If a new change request came from client
3. When environment changes

**@. Smoke and Sanity Testing**

**Smoke testing/BVT/TAT:** It is a first level of testing on any newly released build to check the **most basic** and **crucial functions** of the application is working fine. Smoke testing is done once the build is ready from the development environment before releasing it to the testing environment to make sure that. The resultant of this testing is used to decide whether the build is ready for further testing or not.

**Sanity testing** is done once the build is released to the testing environment to verify **specific functionalities** after code changes, such as bug fixes or updates to ensure the system works as expected. It is done when the build is Relatively stable. The main purpose of sanity test is **not to break the test execution** and to make sure that end-user requirements are met or not that means to verify the newly added functionalities etc. are working fine.

**@. Performance, Load and Stress Testing**

**Performance testing:** Performance testing is a non-functional testing. It is a process of checking whether the application is maintaining the targeted response time for the specific load along with speed, responsiveness and stability of an application under different conditions. These are 2 types those are: Load testing and Stress testing

**Load Testing:** Load means number of users. The process of increasing the load within the limits (for ex if application limit is 100 users, we will test from 1, 10, …. Up to 99) on the application and performance test engineer will check the response time of the application is known as **Load Testing**.

**Stress Testing:** The process of increasing the load beyond the limits (for ex if application limit is 100 users, we will test from 101, 110….) on the application and performance test engineer will check the response time of the application and at what point (load & time) the application is taking **more time** to process the request is known as **Stress Testing.**

**@. Usability testing**

Usability means easy to use and learnability of a human made objects. Here Test Engineer will check whether the application is maintaining user friendliness with the End users or not is known as **Usability Testing**. It is a type of non-functional testing.

**N:** **Accessibility testing** is the sub set of Usability testing here will validate the amount of ease to use application.

**@. AUT** stands for Application Under Test. The application which we are testing is known as AUT.

**@. Showstopper Defect** ------- A defect which is not permitting to continue further testing is called **SSD**.

**@. TC Design techniques / ECP, BVA and Error guessing**

**Error guessing:** Based on our testing experience we know that particular thing is not working properly this will know only if we already worked on such type. It’s nothing but guessing defects which was there in the software.

**ECP:** ECP stands for Equivalence Class Partition. This technique is used to deriving the Test Data where it is not possible to develop the Test Data with all the positive and negative flows. Equivalence class Partition drastically cuts down the number of test cases required to test a system reasonably. We will use ECP as**:**

* + First divide the test data equally into valid and invalid partitions.
  + Test the field with valid data so that the field should accept it.
  + Test the field with invalid data so that the field should not accept it.

**BVA:** BVA stands for Boundary Value Analysis. This technique is used to deriving the Test Data to search the boundary conditions have a higher probability of detecting error for ex, when we are planning to test the range like 0-100 or 0-1000 or 1Lac to 2Lac etc., It is very difficult to test the field with all the values and even to write the Test data for all the positive and negative flows. The following are the reasons to introduce BVA:

* + Verify faults at near boundaries
  + Test values on both sides of boundaries
  + Good place to look for faults

We will use BVA as**:** test the field with min, min+1, middle, max-1 and max values. If the field is accepting, then we can conclude that the test has been passed.

And test the field with min-1 and max+1 value. If the field is not accepting, then we can conclude that it is accepting only the range.

**@. Client Server Application testing and Web Application testing**

In **Client Server Application testing**, there are two different components to test. Those are application is loaded on the server machine and application .exe is installed on every client machine. Testing is done broadly in categories like GUI, func, non-func on both sides, Client-Server interaction and backend testing. Most of the CSA’s are Intranet networks.

In **Web Application testing**, the application is loaded on the server machine and no application .exe is installed on the client machine. Web Applications can test on different browsers and OS platforms. It is tested mainly for browser and OS compatibility, GUI, functional, non-functional and backend testing, etc.

**Intranet network:** An **intranet network** is a **private network** that uses Internet Protocol technologies to securely share any part of an organization's information or system operations within that organization.

**@. Use Case, Test Case and Test Scenario** --wdt

**Use Case** is a graphical representation of actions, those describes the behaviour of a system to do a particular task.

**Test Case** consists of set of test data, input values, preconditions, postconditions, Actual results, Expected Results are developed to cover certain test Condition. A Test Case is executed to verify the functionality of application using this a test engineer can determine whether a software product is functioning as per the client requirements or not.

**Test Scenario:** Scenario means a flow or story. Requirement will be divided into multiple scenarios to test the application with all possible flows. A Scenario is defined to identify all possible areas to be tested. It gives high-level idea on what we need to test. Which describes End-to-End functionality to be tested.

|  |  |
| --- | --- |
| **Test Scenario** | **Test Case** |
| It focuses on more "what to test" **than** "how to test". | It focuses on both "what to test" **and** "how to test.". |
| Test scenarios are derived from test artefacts like FRS. | Test Case is mostly derived from Test Scenarios. Multiple Test Cases can be derived from a single Test Scenario |
| Comparatively less time and less resources are required for creating and documentation of Scenarios. | More time and more resources are required for creating, documentation and execution of Test Cases. |

**@. QA and QC ----** ippcge

|  |  |
| --- | --- |
| **QA** (Tester) | **QC** |
| Identify the standards and guidelines | Implement the standards and guidelines |
| Process oriented to ensure the quality | Product oriented |
| Preventing problem | Detecting problem |
| Continuous improvement | Final check point before delivery |
| Goal of QA is to improve development and testing processes so that defects will not arise when the product is being developed | Goal of QC is to Detecting defects after a product is developed and before it’s released |
| Verification is an example of QA | Validation is an example of QC |

**@. Unit Testing / Component Testing**

Validating individual components or modules within the system is called **Unit** or **Component Testing**. Deliverable of this Unit Testing is: software unit is ready for testing with other system component. Unit testing tools are Junit and TestNG.

**@. Integration testing? Types of Integration testing**

Integration means combining once all the modules are developed by the developers, the developer will combine all the modules in a hierarchical order is known as **Integration**. **Integration Testing** means here will check whether the data flow between one module to other module is navigating properly or not and also verify data communication, co-existence relation between modules is called “**Integration testing**” or simply how different modules or components work together. There are 4 diff types of IT’s are there those are:

**Big bang Int Testing:** Here testing will start after integration of all the modules.

**Top-down Int Testing:** Here testing will start from the top-level modules to lower-level module in the hierarchy.

**Bottom-up Int Testing:** Here testing will start from the lower-level modules to top-level module in the hierarchy.

**Hybrid Int Testing:** Here testing will start from the middle layer and testing is carried out in both the direction.

**@. System testing**

![System Testing - GeeksforGeeks](data:image/jpeg;base64,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)System testing includes both functional & non-functional tastings. Here will check overall functionality and performance of a complete and fully integrated software system against the specified requirements. It tests whether the system meets the client specified requirements or not and also if it is suitable for delivery to the end-users. This type of testing is performed after the Integration testing and before the Acceptance testing.

**N:** **Response time** is the time taken between the request and response.

**@. Acceptance testing and UAT**

Both are closely related, but they are not exactly the same. Both are usually performed by end-users. It may be performed before or after deployment based upon organization standaerds.

Acceptance testing verifies whether the system meets the user’s needs and requirements.

UAT verifies whether the application meets the business requirements before deployment.

UAT stands for User Acceptance Testing and it is also known as **Client Acceptance Testing**. UAT is done to check whether the application meets the user’s needs and requirements, usually performed by end-users. Basically, UAT will conduct when the application is before going to production.

As per software testing standards once the application is stable, the client will provide some UA Test Cases to the testing team. The test engineer has to execute all the Test Cases. If all the Test Cases are passed, then only the client will accept the build and that build will be deliver to client. UAT is two types those are:

**1. Alpha Testing:** UA Test Cases will be executed in Test environment by internal testing team before releasing the product to customers.

**2. Beta Testing** is conducted by real users / client’s team / third-party TE’s in their environment to get feedback before a product launch.

**N:** Before proceeding build to UAT we make sure that the business flow is working perfectly or not by mapping the req’s

**@. In the software defects, how Priority and Severity defined / priority say in Test Case document**

**Severity** defines the impact of a defect on the system. Responsibility of testing team. Each and every defect will have the severity and classification could be.

**CRITICAL / Fatal Defect / Blocker Defect:** A major functionality is failed so testing cannot continue **Ex:** login func fails.

**MAJOR:** A major issue in functionality of system component is not working but testing can continue **Ex:** Internal links or buttons are not working.

**MODERATE:** A minor issue in functionality of system component is not working that imposes some loss of functionality but testing can proceed without interruption **Ex:** Slight deviation in Button and Edit box positions.

**MINIMAL:** Under this will comes usability and UI issues **Ex:** spelling mistake, slight change in image / logo colors.

**Priority** defines the urgency of fixing the defect that means how soon it should fix. Responsibility of developing team. Each and every bug will have priority and it describes the importance of the Test Cases. Based on the severity the priority will be assigned. Priority defines in which order the defect has been fixed by the developer. The classification could be P1-HIGH, P2-MEDIUM, P3-LOW.

**P1 (HIGH):** The Test Case describes about the main functionality.

**P2 (MEDIUM):** The Test Case describes about the field level.

**P3 (LOW):** All the GUI issues.

**@. Test Plan / What will write in Test Plan**

Software Test Plan is a strategic document which describes how to perform the testing in effective and efficient manner and also describes the scope, approach, resources planning, schedule of testing activities, identifies test items, features to be tested, testing tasks who will be doing, any risks, etc. It is prepared by the Test Lead / Test Manager.

**N: Test Execution** is a process of running Test Cases and logging the results.

**@. Installation testing**

Install and uninstall the application using various operating systems and browsers (preferably it’s based on user env.)

**@. Ad hoc Testing**

Ad hoc Testing is doesn’t follow any structured way while testing the application. It will do testing randomly on any part of application. The main aim of this testing is to find defects by random checking. Ad hoc testing can be achieved with the **Error Guessing Technique.**

**@. Compatibility Testing**

Testing the application in multiple environments like multiple browsers, multiple devices and multiple operating systems and check whether the application is working as expected in all the environments or not is known as **Compatibility Testing**. This kind of testing is very useful for Internet based applications like Facebook, G-mail, etc. It is a type of non-functional testing.

**@. End-to-End testing**

E2E testing checks the entire application from start to end. It verifies that all components of a system can run under real-world scenarios. The goal is to find bugs that appear when all parts of the system work together.

**N:** **Test data** consists of inputs used during testing to verify the functionality of application.

**@. Localization Testing**

Test engineer will test the application in all the local languages like Hindi, Bengali, Telugu, Tamil etc., and check that whether the application is working as expected or not is known as **Localization Testing** and it is also called as **L10N** testing, here 10 is the num of letters b/n **L** and **n** in the Localization word. @**Ex:** google.com avl in all the Local lang’s.

**@. Internationalization / Globalization Testing**

Test Engineer will test the application in all the international languages like Spanish, Chinese, Japanese etc. and check that whether the application is working as expected or not is known as **Internationalization testing**. and it is also called as **I18N** testing, and here 18 is the number of letters between **I** and **n** in the Internationalizationword. @**Ex:** gmail.com available in all the Internationalization languages.

**@. Monkey Testing (or Gorilla Testing)**

Monkey Testing means testing the application by performing abnormal actions like: continuously click on any field for a longer period of time and check that whether the application is throwing any error or not. It’s nothing but enter the invalid data and check whether the application is crashing or not.

**@. Bug which is High Severity and Low priority**

High severity bugs will be having high priority. But if the bug is not related to the current release, then the priority of the bug will become low priority. The development lead having the permissions to change the priority.

**Ex:** If some crash is happening in the application but that particular module release to customer after some time.

**@. Bug which is Low Severity and High priority**

Low severity bugs will be having low priority. But if the bug is related to the current release, then the priority of the bug will become high priority. The development lead having the permissions to change the priority.

**Ex:** Slight change in logo colour or spelling mistake in About / Help page.

**@. Low Severity and Low priority** ----A spelling mistake in a page and that page is not frequently navigating by users.

**@. High priority and High severity** ---- Issue with login functionality.

**@. Endurance Testing (or Soak Testing) and Volume Testing**

Both will comes under Performance Testing.

|  |  |
| --- | --- |
| **Endurance Testing (or Soak Testing)** | **Volume Testing** |
| Testing the application with minimum load for 1 to 2hrs and check that whether the application is maintaining the targeted Response time or not is known as **Soak Testing**. | Testing the application with maximum load for 1 to 2hrs and check that whether the application is maintaining the targeted response time or not is known as **Volume Testing.** |

**@. Defect Age**

**Defect Age** is the difference in time between the current date (if the defect is still open) or Defect fixed date to the Defect Detection Date **for Ex**: If a defect was detected on 01/01/2009 10:00:00 AM and closed on 01/04/2009 12:00:00 PM, the Defect Age is 74 hours.**@@@**Defect Age = Current Date (or Defect Fixed Date) – Defect Detection Date

**Masked defect** is commonly known as **defect** that hides the other **defects** in the system so that the **defect** is not detected at a given point of time.

**@. Bug Release and Bug Leakage**

**Bug Release:** When a specific version of the software is released into market with some known bugs is known as Bug Release. These will be fixed in the later versions. These are low priority Bugs and this will mention in the Software Release Note documents and sharing with end-users.

**Bug Leakage:** When the tested software is released into the market and the end-user finds bugs in it is known as Bug Leakage. During the test execution phase testing team missed to test these bugs. Bug Leakage will occur due to tester followed the wrong requirements, Developer developed the code with wrong requirements, Reviewing the TCs was not proper, client requirements not updated correctly. Generally, we perform UAT before release application into production to find defects which are not identified or which are moved to next phase. Bug Leakage is not part of Software Release Note documents because these bugs are missed by tester.

**@. GUI and UI Testing**

UI testing is mostly GUI testing. GUI testing is a subset of UI testing. **GUI** Testing will focus on the graphical user interface (GUI) by testing elements such as icons, buttons, menus and text boxes are functionating correctly and also the logo colours. **UI** testing will test the user interface (graphical, voice or touch) through which users interact with a website or an application.

**@. Defect Density ----** Ref for Ex: https://economictimes.indiatimes.com/definition/defect-density

Defect Density is the number of confirmed bugs (Defect count) in a software application or a module during the period of development, divided by the size of the software. It enables to decide if a piece of software is ready to release. Defect density is counted per thousand lines of code, also known as **KLOC**. **@@**DD = Defect count/ LOC of the release

**@. Latent defect ----** Defect which is identified in later stage due to hidden problem.

**Test Set** is a group of tests derived from the internal structure of a component in order to achieve 100% coverage of specific criteria. For Ex: **Tests** that focus on a certain part of the application such as GUI or Database and **Tests** that belong to a certain task such as Regression or Sanity.

**@. SDLC and STLC ----** rfp ntgp

|  |  |
| --- | --- |
| **SDLC** | **STLC** |
| SDLC is mainly related to software development. | STLC is mainly related to Software Testing. |
| It focuses on both Development and Testing activities. | It focuses only on Testing the software application. |
| SDLC involves some phases like req capturing, analysis..... | STLC involves some phases like requirement analysis, TP, test design, Test execution, defect reporting, test closure RTM..... |
| In SDLC, more number of developers are required for the whole process. | In STLC, comparing to developers less number of testers are required for the whole process. |
| In SDLC, Development team makes the plans and decisions. | In STLC, Testing team makes the plans and decisions. |
| Goal of SDLC is to developing a good quality software. | Goal of STLC is to testing the s/w product more effectively. |
| SDLC phases are completed before the STLC phases. | STLC phases are performed after SDLC phases. |

**@. Iterative process**

An iterative process is a process for calculating the desired result (expected results) by repeated cycle of operations. If number of iterations increase, it should come closer to desired result.

**@. Sprint**

In Agile methodology **sprint** is a **s**et **p**eriod of **t**ime during which, a specific work has to be complete and made ready for review. Each **sprint** begins with a planning and meeting. Traditionally, a **sprint** lasts 2-4 weeks.

**@. Static and Dynamic testing----** cop ctc cv

|  |  |
| --- | --- |
| ST checks the requirements, design documents and reviewing code for errors without execution | DT checks the defects and functionality of a software by executing the application. |
| Objective is to discover verity of bugs and to prevent the bugs in software without executing the code | Objective is to find and fix the bugs in software by executing the code |
| It is performed at early stage of software development | It is performed later stage of software development |
| ST is less cost ---- cop ctc cv | DT is high cost |
| ST generally takes shorter time | DT generally takes LT (bcz it involves running several TCs) |
| ST involves checklist for testing process | DT involves TCs for testing process |
| Includes informal reviews, technical reviews, code reviews, walkthrough and inspections | Involves functional and non-functional testing |
| It is a verification process | It is a validation process |

**@. WBT, BBT and Grey Box Testing ----** icp hmsc

|  |  |
| --- | --- |
| **Blackbox Testing (Testers)** | **Whitebox Testing (Developers)** |
| Blackbox Testing is a [Software testing method](https://www.softwaretestingclass.com/what-is-software-testing/) which is used to test the application without knowing the internal structure of code. ---- icp hmsc | Whitebox Testing is a software testing method which is used to test the application by knowing the internal structure of code. |
| This type of testing is carried out by Testers. | This type of testing is carried out by Developers. |
| Implementation / Programming knowledge is not required to carry out Blackbox Testing. | Implementation / Programming knowledge is required to carry out Whitebox Testing. |
| Testing is applicable on higher levels of testing like System testing, Acceptance testing. | Testing is applicable on lower level of testing like Unit testing, Integration testing. |
| Blackbox testing means Functional Testing | Whitebox testing means Structural / Interior Testing. |
| BBT can be started based on Req Specification doc’s | WBT can be started based on Detailed Design doc’s. |
| Functional, Behaviour, Close box testing is carried out under Blackbox testing, so there is no programming knowledge required. ----- fbc | Path, Logic, Loop, Code coverage, Structural, Open box testing is carried out under WBT, so compulsory programming knowledge required. ----- plcs  WBT techniques: statement coverage & decision coverage |

**GBT:** Grey Box Testing is a software testing technique that combines elements of both White Box Testing (where the tester has knowledge of the internal workings of the system) and Black Box Testing (where the tester only focuses on the system's external behaviour). Here tester have partial knowledge of the internal structure or logic of the system, along with access to its functional specifications.

**Entry Criteria** define the **pre-requisite** items that must be complete before **testing can begin.**

**Exit Criteria** defines the **post-requisite** items that must be complete before **testing can be concluded.**

**@. Dynamic Testing**

Testing the dynamic behaviour of code / elements is called **Dynamic Testing** or **Dynamic** **Analysis**. It refers the physical response from the system to variables are not constant and these are change with time.

**@. Positive and Negative Testing**

**Positive Testing:** Testing the application by providing the **valid data** **as input and** checks whether an application behaves as expected with positive inputs. This test is done to check the application response if it is supposed to do. For Ex.

**Negative Testing: Testing the application** by providing the **invalid data as input** and checks whether an application behaves as expected with the negative inputs. This test is done to check the appl response if it is supposed to do. For Ex.
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**@. Test Cases you have written in a project -------** Around 250 to 300 Test cases I written for my modules

**@. Techniques are followed to write test cases -----** In BBT we use techniques like ECP, BVA and Error Guessing

**@. Domain knowledge ----** Banking,Capital market, ERP,E-comers, Finance, Health care, Insurance, Telecom & Travel

**@. Testing Levels -----** Unit level testing, Integration testing**,** System testing and UAT

**@. Requirement Traceability Matrix (RTM)**

It captures all the requirements proposed by the client or software development team and their traceability in a single document that delivered at the conclusion of SDLC. It maps all the requirements with the Test Cases to check if any functionality was not checked during Software testing. Components in RTM**:** Req ID, TSs, TC ID/Name, TC Description. RTM helps to ensure 100% test coverage.

**@. Test coverage / Diff types of Test coverage techniques**

Test coverage measures the extent to which Test Cases cover the applications functionality. This helps identify untested code and ensures critical areas of the application are tested.

Statement/block coverage: measures how many stmts in the source code have been successfully executed and tested.

Decision/branch coverage: measures the how many decision control structures were successfully executed and tested.

Path coverage: ensures that the tests are conducted on every possible route through a section of the code.

Function coverage: how many functions in the source code have been executed and tested at least once.

**@. Software testing metrics / Test Metrics**

Software Test Metrics are quantitative measures used to evaluate the effectiveness of the testing process such as defect density or Test Case execution rate.

**Some important testing metrics are:**

* Total number of defects found, ordered by their severity.
* Total number of bugs fixed.
* Bugs find and fix rate over time.
* The average time taken by a bug since it’s found and fix.
* Total time spent on new feature development vs time spent on resolving bugs and failure.
* Number of outstanding bugs before release.
* Bgs/failure reported by customers vs those found by the testers.

**@. H will provide priority for a Test Case / Advantage of priority**

We can assign priority to a Test Case based on importance of the functionality w. r. to client business needs. DL/TL can provide priority to a test case

**Adv:** Based on priority order the developer can fix the bugs and we can select Test Cases for execution when there is no time to execute all the Test Cases.

**@. Test Cases will write / prepare in a day**

It always depends on the project and requirements. But an average we can prepare 5 to 6 Test Cases per day. It means we are taking around 50 mins to prepare 1 Test Case it’s include review and analyse the requirement and to update it in Test Case template.

**@. Approach to write Test Cases**

* + First Study the Requirement Doc or Use Cases
  + Prepare Test Scenarios
  + Develop Test Cases for the particular scenarios

**@. Test Cases can be executed manually per day**

It’s always depending on the application and complexity of Test Cases but also depends upon below 2 approaches.

1. If we written the TCs then we know the functional knowledge of the appln. So, we can execute 10 to 11 TCs per day.

2. If we not written the TCs, for example client has given the TCs. In this situation we can execute 7 to 8 TCs per day.

**@. Responsibilities of TE -----** ufs cpe iLr tsm aerc

* + Understanding the requirements and functional specifications of the applications
  + follow the standards and guidelines of project while testing the application
  + Identify the require Test Scenarios for project
  + Design and prepare Test Cases and Test Data for identified scenarios
  + Participate in peer reviews
  + Execute the Test Cases to validate the application without any issue
  + Identify the defects and maintain the bug reports for defect tracking
  + Logging and tracking the defect
  + Re-test the fixed defects on previous builds ----- ufs cpe iLr tsm aerc
  + Perform various types of testing assigned by TL (functional, usability, system, UI, compatibility, Regression, etc.)
  + Prepare daily status report, daily defect report, weekly status report, monthly status report, Re-testing report and any other assigned tasks.
  + Participate in regular team meetings conducted by Team Lead
  + Preparing automation test scripts for Re-testing and Regression Testing
  + Based on end-user perspective providing enhancements (improvements) to the project
  + Provide recommendations whether the application is ready for production or not
  + Maintain good communication with team members

**@. Status reporting in organisation**

In my organisation all Test Engineers have to report status to Test Lead but sometimes may also report to Project Manager that depends on resource availability in the project so, team may report to TL or PM

**@. To share or sent a file (size-50MB) in the organization**

If the file size is more, then we can’t send it through a mail so, in my organizations we having “Common Repository”. so, copy the file and paste it in the Common Repository so any one can access it.

**@. Software Testing Process (STLC) / Software Testing Lifecycle**

Software testing is a process that helps to make quality software and to find defects in the software. STLC process using as a testing process in my organisation. There are seven steps involved in this testing process those are:

**1) Test planning:** Here will write the test plan, which includes the activities that will be carried out throughout the testing process. Product that will deliver as part of Test plan. Test plan will prepare by the Test Lead or Test Manager.

**2) Test monitoring & control:** Here will compare the progress with what is stated in the Test Plan. Is there any deviation between what was planned and what is actually done, we perform control activities to resolve this deviation. In test monitoring & control we may write a “test progress report” that is used by stakeholders to monitor the progress of testing and decide whether the software is ready to be delivered or not.

**3) Test analysis:** Preparing Test Scenarios by reviewing the requirements, user stories, or design doc.

**4) Test design:** Preparing the Test Cases from Test Scenarios. Test Cases are more detailed than Test Scenarios and take more time to write. In some projects will skip the Test Scenario writing step and just writing Test Cases.

* + - 1. We can design Test Cases with the help of Use Case and Test Scenario’s
      2. Using Test Case design techniques like ECP, BVA and Error Guessing technique
      3. Using Test Case Template

**5) Test implementation:** Here will ask ourselves “Are we ready to execute our tests?”, and if the answer is no, then begin to work on turning this “No” into “Yes”. Test implementation includes many activities like setting up the test environment to execute our tests.

**6) Test execution:** Here will execute our Test Cases. When defects are found, we write defect reports and report them to developers.

**7) Test completion:** Here will make sure that all defects are fixed and write test summary reports which summarize all testing activities happened during the testing process.

**Software Release Note Document (SRN)** describes about the build details like Build version number, build location, Modules changed, Installation steps, known issues and Bug fixes.

**Deployment Document (DD)** describes how to install/deploy the appln before testing and how-to setup the Test Env.

**Defect Reporting:** Some of the components will require for defect reporting those are:

-Defect Template

-Knowledge to assign Severity and Priority

-Bug Life Cycle (BLC)

**@. Wn do prefer Stub and Driver, h it will work**

A Stub and Driver simulates module which has all the capabilities of the unavailable module.

**Stubs** are developed by the developers to use them in place of lower-level modules are needed but are currently unavailable (due to the respective modules aren’t developed, missing / under construction in developing stage) when Top-down integration testing is performed on modules.

**Drivers** are developed by the developers to use them in place of higher / lower-level modules are needed but are currently unavailable (due to the respective modules aren’t developed, missing / under construction in developing stage) when Bottom-up integration testing is performed modules.

**@. Agile Methodology / Agile process / H Agile Methodology different from traditional methodologies**

AGILE methodology promotes **continuous iteration** of development & testing throughout the Software Development Life Cycle of the project. In this both development and testing activities are concurrent unlike the Waterfall model.

* It is an iterative and incremental framework to develop applications ------ ircc pst hmet
* This model allows rapid changes in requirements
* Customer satisfaction by rapid delivery of working software frequently (weeks rather than months)
* Close and daily communication between business professionals and developers
* In Agile model project is divided into various sprints
* Each sprint contains highest-priority requirements
* A time period for sprint is typically 2 to 4 weeks
* Here will have scrum teams, scrum master and product owner
* In agile model, will conduct daily scrum meeting with team members to share status and potential issues
* Each sprint is released to customers
* It can be used for time-critical applications

The agile model software development is mainly containing two core values those are: --- ir

* Individual and team interactions over process.
* Responding to change over following a plan.

**N:** In Agile methodology we have to follow: how to follow scrum and how to implement them.

**@. Verification and Validation**

Software testing is a combination of both Verification and Validation. These are the basic ingredients of SQA activities

**Verification** is a process to check Are we **developing** system right or not (focused on process)

Hence, Verification techniques can be used in Peer review, code walkthrough, Inspection, etc.

**Validation** is a process to check Are we **developed** system right or not (focused on product)

Hence, Validation techniques can be used in Unit testing, Integration testing, System testing, etc.

**@. Meeting point in V-model ---- Coding** is the meeting point in V-model

**@. Activity will be perf. to check project is acceptable or not to develop** -- Feasibility Study or Kick off meeting

**@. Optimal Testing**

Validating the appl with **best possible** Scenarios (best permutations and combinations) by using ECP and BVA technics.

**@. Exhaustive Testing**

Validating the application with **all possible** Scenarios (all permutation and combination).

**Ex:** Let Consider ‘UserName’ field accepts 4-16 char’s with alphanumeric. There are 26\*26\*26\*26 input permutations for alphabets only with 4 characters so there are more input combinations so it is time consuming and expensive.

**@. Dynamic changes in Req’s --** If client continuously sending changes in requirements while developing the application

**@. When defects will arise while developing appln ------** mistakes in Design **&&** mistakes in Coding **&&** incorrect req’s

**@. Wn do think testing activities should start in software development process why**

Testing activities should start parallelly with development activities because early stages identified defects will take less time and less cost to solve those defects compare to later stages identified defects.

**@. Prototype / h it will helpful for TE**

A Prototype is a model / blueprint of the application. Based on approved SRS, software architect will design model of the project and it is helpful to foresee the future implementation of application.

**@. Skill set required for a TE**

-knowledge on Manual testing

-knowledge on any one of the automation tools like selenium, UFT, etc

-knowledge on any one of the automation tools supporting programming language (i.e., coding knowledge)

-knowledge on any one of the defect reporting tools like QC, Bugzilla, JIRA, etc

-knowledge on database (how to retrieve data from a database)

-Basic knowledge on different Domain applications

**@. Y do perform Software Testing / Advantages of Software Testing -------** rmb

-to deliver reliable product to customer

-to reduce maintenance cost of a project

-to deliver bug free application

**@. Burndown chart in Agile**

A **Burndown chart** is a graphical representation of **work left to do** versus **time**. The o**u**tstanding work (or backlog) is represented on the **v**ertical axis along with time on horizontal axis. Basically, it is a clear representation about how much work was completed and how much work is pending by the team.

**@. Test Plan and Test Strategy ----** dpc cid

|  |  |
| --- | --- |
| **Test Plan** | **Test Strategy** |
| It is derived from SRS | It is derived from BRS |
| It is prepared by the Test Lead or Test Manager. | It is prepared by the Project Manager or Business Analyst. |
| Test Plan id, test techniques, testing tasks, features to be tested, features pass or fail criteria, test deliverables, responsibilities, T schedule, etc. are the components in TP. | Objectives and scope, documentation formats, testing processes, team reporting structure, client communication strategy, etc. are the components in Test Strategy. |
| If there is a new feature or a change in the requirement need to update the Test Plan document. | Test strategy maintains the standards while preparing the document so it is also called as **Static Document**. |
| We can prepare the Test Plan individually for diff projects | We can use Test Strategy to multiple projects. |
| It describes what to test, how to test, who will test and when to test. | It describes what type of testing technique can follow and which module to test. |

**@. Test Deliverables**

Test Deliverables are the artifacts or documents that are created and shared during the testing lifecycle. These deliverables help to track the progress, coverage, and quality of the testing process and provide stakeholders with insights into the system's reliability and readiness for release.

**Types of Test Deliverables:** Test deliverables can be categorized based on the phase of the testing lifecycle:

**1. Before Testing (Planning Phase):** These deliverables are prepared before testing begins and define the scope, approach, and resources for testing.

Test Plan: Outlines the testing strategy, objectives, scope, schedule, resources, and risks.

Test Scenarios: High-level descriptions of what to test, derived from requirements and specifications.

Test Environment Setup Document: Details the configurations and requirements for the test environment.

Requirement Traceability Matrix (RTM): Maps Test Cases to requirements to ensure complete coverage.

**2. During Testing (Execution Phase):** These deliverables are generated while the testing process is ongoing and capture the execution results and progress.

Test Cases and Test Scripts: Step-by-step instructions for executing tests, including input data, er, and ar.

Test Data: Input data sets used during testing.

Test Execution Reports: Records of executed tests, including pass/fail status and any encountered issues.

Defect Reports: Logs of identified defects, including details like severity, steps to reproduce, and assigned developers.

**3. After Testing (Closure Phase):** These deliverables summarize the results, findings, and overall effectiveness of the testing process.

Test Summary Report: A comprehensive document summarizing testing activities, coverage, defect status, and overall results.

Defect Metrics and Analysis: Quantitative data about detected defects, their severity, and resolution.

Test Closure Report: Indicates that testing activities are complete and includes a summary of achieved goals and unresolved issues (if any).

User Acceptance Test (UAT) Results: Feedback and approval from end users validating the system for release.

Release Notes: describes about the build details like Build version number, build location, Modules changed, Installation steps, known issues and Bug fixes.

**@. Test Case and Test Script-----** stdd

|  |  |
| --- | --- |
| **Test Case** | **Test Script** |
| It is a step-by-step procedure to test an appln manually | It is a set of instructions or code used to automate TC execution |
| The term Test Case is used in the manual testing env. | The term Test Script is used in automation testing env. |
| It is done manually. | It is done by scripting format. |
| It is developed in the form of templates and it includes TC ID, TD, Test procedure, AR, ER, etc | It is developed in the form of scripting. Here will use different commands and logics to develop the Test Script |

**@. Y Performance Testing required ----** rsr

* It helps in checking the reliability of application (whether application is providing correct and consistent output)
* It helps in evaluating the scalability of application (conduct performance tests with different number of concurrent users, we can check if the application is capable of scaling up to a higher number of users)
* It helps in checking the robustness of application (with Stress Testing, we can check the robustness of application).

**@. Software Testing Principles -----** teedp ta

**Adv:** There are seven principles in software testing to maintain uniform and consistency in output those are:

* **Testing shows presence of defects:** If defects present in software so we can’t go with an assumption that software is bug free.
* **Exhaustive testing is not possible:** Testing all feature and functionalities with all inputs and outputs is impossible.
* **Early testing:** Early stage identified defects will take less time and less cost to fix compare to later stage id defects
* **Defect clustering** is nothing but if small module might contain most of the bugs.
* **Pesticide paradox:** If we try to test google form for that we written 10 TCs in the 1st we get some bugs and 2nd also we get some bugs… those repeated usage of the same TCs without modifying it till won’t give the bugs.
* **Testing is context dependent:** Ecommerce app can test in own way and financial app can test in own way….. Thinking in way of focus.
* **Absence of errors fallacy:** If the software is unusable (or does not fulfil users' wishes) then it does not matter how many defects are found and fixed – because it is still unusable.

**@. Test Scenario and Test Condition**

**Test Scenario** is a process to test an application with all possible ways. These are the input for creation of Test Cases. A Scenario can contain single or group of Test Cases. By writing scenario, we can understand the functionality of application. It reduces complexity.

**Test Condition** should be followed static rules to test an application. It makes system bug free.

**@. Test Procedure and Test Suite ----** coc

|  |  |
| --- | --- |
| **Test Procedure** | **Test Suite** |
| It is a combination of Test Cases to test an application | It is a group of Test Cases to test an application. |
| Here order of execution is fixed. | Here order of execution may not important. |
| Test procedure contains End-to-End Test Cases. | Test Suite contains all new features and Regression Test Cases. |

**@. Scrum Events**

**Sprint planning** is the detailed discussion of what work to be performed in the sprint. **Scrum** **Master** is responsible for making this and participants can understand its purpose.

**Sprint review** is conducted at the end of the sprint. Here will discuss about implementation of month-long sprint.

**Daily scrum** is a time-box to 15 min to discuss development team’s activities for the next 24hrs and it also includes discussions regarding the what work performed in last 24hrs.

**Sprint Retrospective** is nothing but a meeting and that can be facilitated by the **Scrum** **Master**. Here team will discussion on just-concluded sprint and also determines what could be change in the next sprint to make sprint is more productive. It often helpful to management to get feedback from the team about the progress work.

**@. Wt can be delivered in the sprint and h the work gets done**

Product Owner discusses the goal of the sprint. Here will select the items from product backlog and include in sprint backlog. Based on sprint backlog, team needs to decide how it will work towards developing a usable increment.

**N:** Suppose if we take the user story for current sprint and developer and tester not able to complete that particular story that story points will go to backlog and these story points will add in next sprint.

**Random Testing** is one of the BBT techniques here the application is tested with different random data

**@. Exploratory ----- explore**

**Exploratory Testing** is a software testing here Test Cases are not created in advance but testers check the system on fly by this they may note down ideas about what to test before test execution. Exploratory Testing is mainly focus on testing as a “thinking” activity. It is widely used in Agile models and it is all about discovery, investigation and learning. It is also helpful when the project with complex business logic and less documentation to understand the application functionality and behaviour.

**@. Risk-based Testing**

Risk-Based Testing (RBT) is a software testing approach here testing priorities are determined based on the potential risks associated with different parts of the application.

**@. Is testing depends on TCs or testing types**

If any Build came first will conduct sanity test to know whether the build is acceptable or not (Let us assume there are chances that in a day we can expect there are 5 to 10 builds from developer side each time we will not test manually all those sanity TCs. We will automate the TCs that make we to accept the build or not)

**N:** **Template** means process document to prepare TC’s or TS’s

**N:** In service-based companies’ client / client-side person will work as scrum master and in product-based companies we can expect all the employees from company itself.

**@. Functional and Non-functional testing**

|  |  |
| --- | --- |
| **Functional Testing** | **Non-functional Testing** |
| It is a form of BBT as the name suggests It focuses on testing the functional requirements in the application rather than internal implementation. | Testing the non-functional requirements of the application. These includes performance, security, scalability and usability, and wont crash under heavy load these are explicitly requested by client. |
| Under the fun testing will come smoke, sanity, regression.... | Under the NF testing will come usability, Load, stress, performance…. |
| Functional test data will be as per the requirement | Non-functional test data like testing with 5, 10, 20 users…… |
| Here will check the customer requirements are meet or not | Here will check the stability and response time of the appln |

**Ex’s of Non-Functional Testing:** Performance testing, Load testing, Security testing, Usability testing, Compatibility testing, installation testing, reliability testing. Non-functional testing comes after Functional testing.

**@. Y any company has to do bug release --** If a bug is high priority bug the operation will get stop in production time.

**@. Security testing**

Security testing tries to break a software’s security checks, to gain access to confidential data. It is crucial for web-based applications or any applications that involve money and goal is to ensure that the sensitive data remains secure.

**N: Reliability testing** is carried out in order to confirm does the software displays reliable output for longer period of time irrespective of the operating system and browser.

**@. Complains testing**

It is a non-functional test that’s actually validates does the designed software meets all the specified standards.

**@. Migration testing**

To make sure that the migrating data (nothing but data loss) from one version to other version should be minimal so that the production will not getting effected.

**N:** Wheneverinvalid or random data was given to the application and check what kind of exceptions are coming like software getting crashed or memory leakage happening is called **Fuzz testing**.

**@. H to perform Debugging in manual testing**

For example, a company having two kind of servers one is production server (production people will use) and other is QA server. Testers using QA server and all the requirements will go to QA server. What we need to do login to application, go to directory where the logs are present (logs are in human understanding readable language) and see the logs what API is called, what API is breaking with what error. Share those logs to developer is called debugging.

**N: Error Seeding** is a process of adding known bugs in a software to check the quality of the tester how can he manage

**N: To create sprint:** Scrum master will take task from product backlog. If product backlog is over, he will take task from bug bucket of p0 priority bugs and assign to developer we re-test again......

**N:** Peer Review is also called as Technical Review.

**@. If lot of changes made in a build by developer and less time to finish wt u do / Wt do in impact analysis meeting**

I will conduct the **impact analysis meeting** with the developer and the product manager to ask what changes u done and which module going to impact due to these changes. And I will test that particular thing only.

**N:** Impact analysis meeting helps to decide ‘How much regression testing should be done’.

**@. If click on end button in zoom, it's not working wt is your approach**

Check in network calls whether API is called or not to find its UI issue or not. If API is working check the application logs.

**@. Wn should stop testing**

* All the bug fixes have done
* One complete cycle of all the Test Cases have been executed (i.e. certain percentage of TCs have passed)
* All the critical, major, moderate defects are resolved.
* Based on automation code coverage value.
* Testing budget is out of funds.
* Based on Mean Time Between Failure (MTBF) (MTBF is a time interval between two inherent failures) is quite large then we can stop the testing phase. It is decided by Stakeholder’s.
* Once the testing deadline is met with no high priority issues left in the system.

**@. Test Bed and Test Harness**

**Test Bed** is a test environment used for testing an application. A Test Bed configuration can consist of hardware and software requirement of the application under testing process.

**Test Harness** is a collection of software, test scripts and test data that is often used in unit testing, integration testing, and system testing to ensure software functionality and reliability.

**N: Defect cascading** is happening when a defect is not caught by the testing team and it triggers another defect.

**N: Recovery testing** is to test how Quickly the application recover from the failure or from system crash or from the hardware failure to original state.

**N: Story points will calculate** based on complexity of Test cases it means how much time it will take for execution.

**N:** Product owner is responsible for preparing User story. He will define the features of the software in the form of user story.

**N:** Product manager is responsible for writing the epics and stories these will get from the customer

**@. Scrum and Agile ---** Scrum is a framework through which we build the software product by following agile principles

**Continuous Integration** is a software development process in which the changes are made in software that are integrated into the main code. Here will be having one main branch in which all the code will be checked it and simultaneously other developers who are regularly creating new code or working on new features this code will put and integrate into the main code whenever this patch will be ready it will build, test, deploy and monitor.

**Continuous Delivery** is nothing but we are delivering the changes which are happening in the CI.

**Continuous Deployment:** Whenever the CI changes are there, those are deployed into the target environment

**@. Common mistakes that lead to major issues**

Not following the exact process, ignoring small issues, underestimating, and improper resource allocation.

**@. Software testing lifecycle**

Similar to software development, software testing also has its lifecycle. During the testing tester goes through the following activities.

Understanding the requirements: Before testing software or a feature, tester must first understand the what is supposed to do. If they don’t know how the software is supposed to work, they can’t test it effectively.

Test planning and Test Case development:

Prepare the test environment:

Generate the Test data: Thought it is impossible to do exhaustive testing of the software, the tester tries to use realistic test data to give them the confidence that the software will survive the real world if it passes the tests.

Test Execution:

Test Closure: At the end of the test execution there can be two possible outcomes. First, tester finds a bug in the software under test. In this case they create a test record/bug report. Second, software works as expected. Both these events indicate the end of the test cycle.

**Appium**

Pre-req

NodeJS (inside npm will come)

Android Studio -(acts as one ide, having sdk packgaes, and to generate vertual devices)

Install Appium Server (through cmd: npm install -g appium) (to start 'appium server' (and know version also) - appium, stop cmd - Ctrl+Shift+C) (cmds: appium driver list, appium driver install uiautomator2, appium driver update uiautomator2

Appium server GUI (insted of using cmd prompt to start 'Appium Server' by using 'appium' cmd)

Appium inspector (Or APK inspector - to inspect elements)

for android we are using 'uiautomator2' driver

to check appium driver list: appium driver list --installed

install appium-doctor: npm install appium-doctor -g

Real device: as per customer req will do some testing on real devices

Vertual Devices (not real devices):

Emulator (Android vertual device)

Simulator (IOS vertual device)

AVD name: AndroidEmulator

install app through cmd: adb.exe install appiumTutorial.apk

To know the connected devices in cmd: adb devices

for capabilities refer 'capabilities documentation' below link

Dependencys

java-client (io.appium....), selenium-java, TestNG

default Appium taking port: 4723

to know qndroid version - adb shell getprop ro.build.version.release

know appPackage and appActivity

C:\Users\Admin>adb shell

ice:/ $ dumpsys window displays | grep -e 'mCurrentFocus'

mCurrentFocus=Window{a38a8a7 u0 cz.hipercalc/app.hipercalc.CalculatorActivity}

ice:/ $

ChromeDrive download : https://googlechromelabs.github.io/chrome-for-testing/

tgo inspect mobile chrome broewser:

opnen desktop chrome browser -> chrome://inspect/#devices -> click 'inspect'

**Docker**

docker version

docker run ubuntu - cmd tomcreate container for downloaded image - if the image is not downloaded but we are trying to execute this command. it will download image and create container in single step

docker ps - to show running containers

docker ps -a - to show all running and not running containers

docker logs continer\_id - to generate logs

docker run -it ubuntu - to create container and interact with continer before we start container and to start container

for 1 image we can create multiple containers

docker stop cont\_id - to stop container

docker start cont\_id -again to start container

docker rm cont\_id/name - remove container

docker system prune -f - to delete networks / remove all container and evrything in docker in sigle shot

3 images used for our automation

selenium/hub ----- acts as hub

selenium/node-firefox - (belongs to linux-firefox) ---- acts as node

selenium/node-chrome - (belongs to linix-chrome) ---- acts as node

create containers for above 3 images and these containers should be part of one single network (same network) (i.e. nodes and hub connecting eachother)

@@@@@@@@@@ 2nd tried (at the time of 1st trying this approach its get failed so tried below one as 1st and then tried this one as 2nd)

@@@@@@@@@@its working@@@@@@@@@@FInally 2nd tried this container for exceution. Its working fine but slow execution. ---- (for this execution changed all WebDriver's into RemoteWebDriver's)

Running Docker Containers by using below 4 commands.

docker network create grid ----('grid' is just name) ---command to create network

docker run -d -p 4442-4444:4442-4444 --net grid --name selenium-hub selenium/hub ----command to create hub

docker run -d --net grid -e SE\_EVENT\_BUS\_HOST=selenium-hub -e SE\_EVENT\_BUS\_PUBLISH\_PORT=4442 -e SE\_EVENT\_BUS\_SUBSCRIBE\_PORT=4443 selenium/node-chrome ----command to create node1

docker run -d --net grid -e SE\_EVENT\_BUS\_HOST=selenium-hub -e SE\_EVENT\_BUS\_PUBLISH\_PORT=4442 -e SE\_EVENT\_BUS\_SUBSCRIBE\_PORT=4443 selenium/node-firefox ----command to create node2

docker run -d -p 4444:4444 -v /dev/shm:/dev/shm selenium/standalone-chrome:latest

net grid - network name

name selenium-hub - node name

selenium/hub, selenium/node-chrome, selenium/node-firefox - image names

4442-4444 - in between these 3 range any one of the port will allocate (4442, 4443, 4444) dynamically

-d - represents this process will happen in the backend system

grid console path: http://localhost:4444/ui/ --paste it in browser then we can see the grid console

@@@@@@@@@@@ 1st tried

@@@@@@@@@@@its working@@@@@@@@@FInally 1st tried this container for exceution. Its working fine but slow execution. ---- (for this execution changed all WebDriver's into RemoteWebDriver's)

docker pull selenium/standalone-chrome:latest

docker run -d -p 4444:4444 -p 7900:7900 --shm-size="2g" selenium/standalone-chrome:latest

Error Hints:

1) go to Services --> Restart/strat 'Docker Desktop Sevice'

2) Execute only through dockertextng.xml file (RC on dockertextng.xml file --> run as TextNG text --> E)

3) first execute individual TC classes throug .xml file (not all at a time) for stability of individual classes. if fail execution try 3-4 times then it will pass in more cases

3b) then execute group of TC classes at a time. if fail execution try 3-4 times then it will pass in more cases

3c) in above case mostly test fail due to server issue so keep on try 3-4 times the test may pass

docker run -d -p 4444:4444 --name selenium-hub selenium/hub

docker run -d --link selenium-hub:hub selenium/node-chrome

**Jenkins**

BalakrishnaAratipamula - Sr786bhanu786#1

1) if u want to see execution on real browser download below war file (for practicing purpose)

Download Jenkins 2.479.2 LTS for:

Generic Java package (.war)

\*\*\*above approach is require to start jenkins through cmd manually

2) or u want headless approcal go with jenkins.exe installer (for real time use)

for .exe link: see below above war file download -> click on windows -> jenkins.msi file will download -> install that file

\*\*\*above approach is not require to start jenkins through cmd manually

\*\*\*jenkins - GitHub integration

1)

start Jenkins throughn cmd go to jenkins.war location -> opem cmd prompt -> java -jar jenkins.war -> E -> go to browser -> http://localhost:8080 -> E -> we can see jenkins dashboard

2)

install maven plugin in jenkins

Manage jenkins -> plugins -> available plugins -> search for 'maven integration plugin' -> install -> check 'installed plugins' for installation done or not

specify java, git and maven locations: Manage Jenkins -> tools -> give below paths

give any userdefined name ------ C:\Program Files\Java\jdk-21

give any userdefined name ------ C:\Program Files\Git\bin\git.exe

give any userdefined name ------ D:\apache-maven-3.9.6

apply and save

3)

to start job: New Item -> Enter an Item name (give any name) -> click on 'maven project' -> ok

Parameters:

Description --> give some meaningful description --> click on 'Git' radio btn -->

Repository URL : https://github.com/BalakrishnaAratipamula/SIMPLII\_AUTOMATION.git

--> credentials (if alredy created give those by clicking dropdown otherwise generate by click on add -> jenkins -> usename (github usename), password (github generated token), id (give any meaning full ID for ex PAT\_Bala)), Desription is same as ID -> Add -->

Branch : as per git (\*/maser or \*/main) --> under 'Build'

Root POM : AUTOMATION/OpencartV121/pom.xml (solution for how to set project path in jenkins in case of group of projects in github repository) -->

Goals and Options : test --> Apply --> Save

4)

to execute build

Dashboard --> click on Item\_name --> click on 'Build Now'

https://github.com/BalakrishnaAratipamula/SIMPLII\_AUTOMATION.git

GitHub generated Token

ghp\_00qAmYycVLJSUQmQykVeqYs5FesL7r1mO9vK

**SQL**

**1. What is SQL and when SQL was appeared**

SQL stands for Structured Query Language it is a declarative language used to communicate the DBMS. SQL was developed by IBM in 1974 later acquired by oracle. SQL is ANSI (American National Standards Institute) language for accessing Databases.SQL syntax is not care sensitive.

**2. What is SQL Process**

When we are executing SQL commands for any DBMs, the system determines the best way to carry out our request and SQL engine identifies how to interpret the task. There are various components included in this process. These components are Query Dispatcher, Optimization engines, Classic Query Engine and SQL query engine etc. Classic query engine handles all non-SQL queries and SQL query engine handle only SQL queries won't handle logical files.

**3. Is SQL supports Programming**

No, SQL doesn’t have any Conditional and Loop statements. Using SQL Commands, we can access the Databases only.

**4. What is MS Access**

MS Access is entry-level Database management software it was launched in 1992 by Microsoft Corporation as part of MS Office. It is not only an inexpensive and also powerful database for small-scale projects. MS Access comes with the professional edition of MS Office package and it is a user-friendly Data Base Management System.

**5. What is Oracle**

Oracle is a RDBMS developed by Oracle Corporation and launched in 1977. Oracle supports all major Operating Systems includes MS Windows, NetWare and most UNIX flavours.

**6. What is MS SQL Server**

MS SQL Server is a RDBMS, developed by Microsoft. Its primary query languages are T-SQL and ANSI SQL.

**7. What is Sybase**

Sybase is a name of computer software company and their primary product is Sybase RDBMS, it is a RDBMS based upon structured query language.

**8. What is MySQL Q: Teradata**  
MySQL is open-source RDBMS, developed by Swedish company. It is used for developing web applications

* MySQL Supports many different platforms including MS Windows, Linux distributions and Mac OS.
* MySQL has free and paid versions depending on its usage and features.
* MySQL comes with a very fast, multi-threaded and multi-user SQL database server.

**9. What is DB2** --------- DATABASE2 is a relational database product developed by IBM. in 1983  
**10. What is DB/400** -- DB/400 is a relational database product developed by IBM. It is one of the flavours of IBM DB2  
  
**11. What are Arithmetic operators in SQL**

|  |  |
| --- | --- |
| **Operator** | **Description** |
| + (Addition) | Add values |
| - (Subtraction) | Subtracts the Right-side value from Left side value |
| \* (Multiplication) | Multiplies values on either side of the operator |
| / (Division) | Divides left hand operand by right hand operand and returns co-efficient |
| % (Modulus) | Divides left hand operand by right hand operand and returns remainder |

**12. What are Comparison operators in SQL ----- or ----- Which Operators used in SELECT statements**  
 Let us assume x = 1 and y= 2  
**Operator    Example**  
=              (x = y) is False  
!=            (x!=y) is True.   
<>           (x <> y) is true.   
>             (x > y) is False  
<             (x < y) is True          
>=           (x >= y) is False  
<=           (x <= y) is True  
!<            (x! < y) is False  
!>            (x! > y) is True.

BETWEEN: Between an inclusive range LIKE Search for a pattern  
**N:** Comparison Operators are always return Boolean Results  
 **13. What are Logical operators in SQL**    
**Operator    Description   
AND**          Returns TRUE if both component conditions are TRUE **&&** Returns FALSE if either is FALSE.  
**OR**          Returns TRUE if either component condition is TRUE **&&** Returns FALSE if both are FALSE.

**NOT**           Returns TRUE if the condition is FALSE **&&** Returns FALSE if it is TRUE

**14. What is Data Relationship and What are they**

Database Relationship is nothing but a connection between the tables in a DB. There are 4 types of relationships:

* One to One Relationship, One to Many Relationship, Many to One Relationship and Many to Many Relationship

**15. What are the Important Data Types in SQL**

Char(x), varchar(x), int, smallInt, float(p), numeric(p,s), decimal(p,s), Date, Time, bit(x) and Real

**16. How to Select / Activate / focus particular existing Database in SQL** ------ **SQL>** USE db\_name;  
**17. How to view all existing Databases list** ------ **SQL>** SHOW DATABASES;

**18. How to fetch data from a Database Table**  
Using ‘SELECT’ Statement we can fetch (view table info) data from a Database Table  
**SQL>** SELECT column1, column2…..columnN FROM table\_name; **---OR---** SELECT \* FROM table\_name;

**19. Give a usage for BETWEEN ... AND**

SELECT emp\_name FROM table\_name WHERE age BETWEEN value1 AND value2 -- (the values can be numbers / dates)

**20. What is the use of CASCADE CONSTRAINTS** --- <https://www.techonthenet.com/sql_server/foreign_keys/foreign_delete.php>

When this **clause** is used with the **DROP** command i.e., a parent table can be dropped even when a child table exists.

**21. Why does the following command give a compilation error** --- **DROP TABLE &table\_name;**  
Variable names should start with an alphabet but here the table name starts with an '&' symbol.

**22. Which system tables contain information on privileges granted and privileges obtained**  
USER\_TAB\_PRIVS\_MADE **&&&&** USER\_TAB\_PRIVS\_RECD

**23. What is the advantage when specifying with GRANT option in the GRANT command**

Grant option gives the user permissions to grant the privileges to other users. Privileges**:** select, insert, update, delete

**24. What does the following query do SELECT SAL + NVL(COMM,0) FROM EMP;**

This displays the total salary of all employees. The null values in the commission column will be replaced by 0 and added to salary.

**25. Which system table contains info on constraints on all the tables created obtained** ------ USER\_CONSTRAINTS

**26. State true or false. EXISTS, SOME, ANY are operators in SQL** ------- True

**27. Which command executes the contents of a specified file** ------ START or @

**28. Which command displays the SQL command in the SQL buffer and then executes it** ------- RUN

**29. Which command is used to get back the privileges offered by the GRANT command** ------- REVOKE

**30. What operator performs pattern matching** ------ LIKE operator

**31. What is the use of DESC in SQL**

DESC has two purposes. It is used to describe a schema as well as to retrieve rows from table in DESCending order.  
**Ex:** SELECT \* FROM emp\_order BY emp\_name DESC; will display the output sorted on emp\_name in descending order.

**32. What command is used to create a table by copying the structure of another table**

To copy only the structure, the WHERE clause of the AS SELECT command should contain a FALSE statement with CREATE TABLE command can be use as: CREATE TABLE new\_t\_name AS SELECT \* FROM existing\_t\_name WHERE 1=2;

If the WHERE condition is true, then all the rows or rows satisfying the condition will be copied to new table.

**33. What are the wildcards used for pattern matching** \_ for single char substitution **&…&** % for multichar substitution

**34. What is an SQL injection**

When form data contains an SQL escape sequence and injects a new SQL query to be run is called **SQL injection.**

**35. Difference between TRUNCATE & DELETE**

|  |  |
| --- | --- |
| **TRUNCATE** | **DELETE** |
| TRUNCATE allows deleting entire table and TRUNCATED records cannot rolled back | DELETE allows the **f**iltered deletion so Deleted records can rolled back |
| Database triggers do not fire on TRUNCATE | Database triggers **f**ire on DELETE |

**36. What is the use of the DROP option in the ALTER TABLE command** ----- To drop constraints specified on the table

**37. What operator tests column for the absence of data** --------- IS NULL operator

**38. What are the privileges that can be granted on a table by a user to others**

select**,** Insert, update, delete, alter, references, index, execute, all.

**39. Which function is used to find the largest integer less than or equal to a specific value** ------- FLOOR

**40. Which subset of SQL commands is used to manipulate Oracle Database structures, including tables** ---- DDL

**41. What is the output of the following query SELECT TRUNC (1234.5678, -2) FROM DUAL;** ------- 1200

**42. What is the sub-query --** Sub-query is a query which return values are used in filtering conditions of the main query

**43. What is a join Explain the different types of joins**

The join clause is used to combine or retrieves records from 2 or more tables in a Database. Type of joins are:

* INNER JOIN - An inner join is used to return the matched records from both tables
* LEFT(OUTER) JOIN: Returns all records from the left table and the matched records from the right table
* RIGHT(OUTER) JOIN: Returns all records from the right table, and the matched records from the left table
* FULL(OUTER) JOIN: Returns all records when there is a match in either left and right table
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**44. What is correlated sub-query** ------ Correlated sub-query is a sub-query which reference to the main query.

**45. Explain CONNECT BY PRIOR** ------ Retrieves rows in hierarchical order for Ex, Select e\_no, e\_name from emp\_table;

**Hierarchical Queries:** If a table contains hierarchical data, then we can select rows in a hierarchical order by using the hierarchical query clause.

**46. Difference between INSTR and SUBSTR**

The **INSTR** function returns a character position in a pattern of string

**Ex:** INSTR(‘Dot-Net-Funda’,’-’,2) ----- O/P: **8**(i.e., 2nd occurrence of ‘-‘)

The **SUBSTR** function returns a specific portion of string

**Ex:** SUBSTR(‘DotNetFunda’,6) ----- O/P: DotNet

**47. Explain about INTERSECT, MINUS, UNION and UNION ALL**  
INTERSECT - returns all distinct rows selected by both queries.  
MINUS - returns all distinct rows selected by the first query but not by the second query.  
UNION - returns all distinct rows selected by either query  
UNION ALL - returns all rows selected by either query, including all duplicates.

**48. What is ROWID**

**ROWID** is a pseudo-column attached to each row of a table and that uniquely defines a single row in a database table. The pseudo-column is used to refer ROWID in the WHERE clauses of a query as we would refer to a column stored in our database. the difference is we cannot insert, update or delete ROWID values.

**Pseudo-column:** A **pseudo**-**column** behaves like a table **column** but values are not actually stored in the table. We can select values from pseudo-columns but we cannot insert, update or delete their values. A pseudo-column is also similar to a function without arguments.

**49. What is the fastest way of accessing a row in a table** ------- By using ROWID CONSTRAINTS

**50. What is an integrity constraint** ------- Integrity constraint is a rule that restricts values to a column in a table

**51. What is referential integrity constraint**

Maintaining data integrity through a set of rules, that restrict the values of one or more columns of the tables based on the values of primary key or unique key of the referenced table.

**52. Difference between primary key and unique key**

This concept can use to make the relation between tables.

|  |  |
| --- | --- |
| **Primary key** | **Unique key** |
| Primary key doesn’t accept duplicate values and null vals | Unique key not accept duplicate values but accept null vals |
| Only one primary key present in a table | Multiple Unique keys present in a table |

**API Testing**

**API**

API stands for Application Programming Interface. It is a set of rules, protocols, and tools that allow different software applications or components to communicate and interact with each other. APIs define how requests and responses should be formatted, enabling seamless integration between systems.

**@. Important operations will do in API testing What are HTTP Requests**

**GET:** It will get the record/data from the server by passing URL

**POST:** It will go and create a new resource(record) in the server. POST require to pass Request body/ Request Payload. Use of Request Payload is when we create a post request, we need to specify what kind of record going to create in the server. There are two kind of POST requests 1st one is going to create a new record In database and 2nd one is going to validate some data in the database.

**PUT:** If we want to update the record, we need to use PUT request. PUT require to pass Request body/ Request Payload. Use of Request Payload is when we update a PUT request, we need to specify what kind of record going to update in the server.

**DELETE:** It will delete the record/data from server by passing URL

**N:** Every request will get response in the JSON format. RESTapi supports multiple formats (HTML, XML, JSON) but SOAP supports only XML

Once we get the response there are certain things we need to focus those are: Response Body (Body), HTTP status code (200, 201 are successful status codes ‘OK’ other than these codes our request is not processed properly because of some reasons), how much time it is taken (Time), how much data we got (size), along with these every response will have some headers (Header), Cookies

Add validation points under Test tab

**2. Difference between query parameter and path parameter is**

Query parameter will filter the data whereas path parameter will get data from the server based on path we specify.

For finding paths ---- json path finder

API documentation --- https://reqres.in/ (different type of requests will available username and pass copy from here for POST)

**Scenario Based Qns**

**1. In case Yesterday code executed properly but today not working**

Network issue, Server issue (because of this page not loading prop), Browser updated

**2. In production yesterday code worked properly and today not working properly getting very slow what is your root cause analysis.**

First check the load

Code breakage in existing code

Users side may be internet issues are there

Yesterday browser version is 72 and night updated to 74 which is not compatible by the website got deployed

May be browser changed

**N:** Whenever root cause analysis term came give answer like this: I will refer the log files

**3. Development env application working fine and in production env application facing some issues**

1. Proper deployment maybe not done in the production env

2. Production database not updated properly after each and every run